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Abstract

This paper describes a Macintosh application which acts as a front-end to Unix Mail. Features of the Macintosh interface such as icons, menus, and windows replace the command driven interface. Complicated editing commands are replaced with mouse selection and cut, copy, and paste. Messages can be composed of text, pictures, and any Macintosh file, because they are encoded into plain text, sent through the mail system, and then unencoded by the receiving end. The designs of the mail server and communications interface are such that mail servers and communications other than Unix mail and a serial line may be easily implemented.
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In this thesis on a Macintosh interface to electronic mail, the first section discusses goals of the project. Sections 2-4 discuss the message structure, user interface, and communications interfaces of the mail system. Section 5 wraps up the thesis, and a bibliography is included in Section 6.

The major goals of this thesis are described in Section 1. One major goal is to add a Macintosh interface to Unix mail. The mouse commands of the Macintosh interface will be easier to learn than obscure commands for a Unix editor and Unix mail. The Macintosh interface will already be familiar, because as a Dartmouth student, the user will have already learned to type papers on a Macintosh. The other major goal is to add multimedia documents to Unix mail in order to permit the transfer of any of the complex Macintosh documents. Minor goals are to keep the mail server and communications interfaces flexible, retain mail transfer to text-only users, and allow for the adoption of new document standards. Non-issues for this thesis are creating a complex editor, knowing the internal operation of the mail server, and finding the optimal byte to text encoding.

In section 2, the message structure used in the mail system is explained. Messages contain an envelope, a text comment, a picture, and an attachment. The envelope contains addressing information, and the text comment can contain any plain text. The picture can hold any Macintosh picture, and the attachment can be any Macintosh file.

The user interface is described in section 3. The mail desktop is displayed as a Mailbox window containing folders. These folders are opened to show messages. Opening a message creates a window displaying the contents of the message. The message can be edited using cut, copy, and paste. Sending the message is another command. The structure of the implementation is to send an object to an operation (send folder1 to draw) in order to perform the operation. This structure is general and is easily extended to new classes of objects.

Section 4 describes the communications interfaces necessary to communicate with the mail server. Layering is used to maximize flexibility. The first interface is between the communications link and a stream file. The next layer uses the stream file to create an interface between the Macintosh, and the mail server.

Section 5 discusses final results of the mail interface and of future directions in which to work. The mail interface was successful. Not all features were implemented, but the two major goals were accomplished, and it was shown that such an interface could replace the existing procedure for reading mail. Future directions for mail will probably be dependant upon tightly connecting disparate workstations between themselves and other computing resources.

The bibliography is in the last section, number 6. This bibliography is divided into three parts corresponding to sections on message structure, user interface, and communications interface, respectively. A short summary of important ideas in each source follows each entry in the bibliography.
Major Goals

The two primary aims of this thesis are to add a Macintosh user interface and multimedia documents to Unix mail. There are also minor goals in this thesis, and items which are specifically not goals of this thesis.

Macintosh Mail Interface

There are two reasons why a Macintosh user interface to Unix mail is needed. A Macintosh interface is an obvious choice at Dartmouth, because the college has standardized on the Macintosh. A secondary reason is that there are problems with the Unix mail interface which makes it hard for new users.

The most important point is that the user had already learned how to use the Macintosh to write his papers. The college has encouraged all students to purchase a Macintosh by installing a Macintosh compatible network in all the dorms. Dartmouth has also made an agreement with Apple to sell the Macintoshes at a heavy discount. The response has been that the overwhelming majority of students have purchased a Macintosh. Once the Macintosh made its mark, students discovered word processing and now almost all of the papers, labs, and assignments are done on the Macintosh. This means that the student understands mouse editing, windows, and menus, and so will not have to learn or remember a new process to use mail.

Unix mail and Unix in general are not the friendliest environments for new users. Commands are not visible and must be memorized (if they can be found somewhere). Once found, commands are terse and have cryptic codes. Modes are frequent and confusing. The biggest mode, between editing and mail, requires the user also to learn how to use a complicated editor. In many cases, the problems of using Unix are compounded because the user is using a terminal emulator. The user must startup the communications program, logon to the host from the network, login to his individual account, and then give the mail command just to check his mail.

Multimedia Messages

Multimedia messages are needed for Unix mail, because plain text is no longer used on the Macintosh. Papers now have different fonts, and variations in style. Pictures, charts, and graphs are included in these papers. Stripping non-text from these files causes too much information to be lost. It is possible to convert these documents into a different format, upload them with a terminal emulator into a message, and then have the receiver do the reverse process. All of these steps need to be done automatically, and will be done by adding multimedia messages to Unix mail.

Minor Goals

There are several minor goals for this project. The first minor goal is to provide an easy transition from text only mail to this new multimedia system. Being able to still communicate in the same way as before and then to gradually increase use of
multimedia mail will raise the chances of its acceptance and lower initial resistance. Another minor goal is to easily make the transition to using a new document standard. Eventually, a document standard will be accepted. When this document standard is accepted, this mail system must be changed to recognize this standard. The third minor goal is to keep the interfaces between the server and the communications link clean. This goal is important because Dartmouth is a campus with many different possible mail hosts. There also are more than one kind of communications link available. Keeping these interfaces clean will allow this mail system to be used as an interface with any combination of server and communications link.

Non-Goals

As this project is of finite size, there are certain tasks which I am choosing not to be part of this thesis. The first and largest of these is that I don't want to create a new editor. Many document editors already exist, and most also took an extremely long time to produce. Another specific item which I am choosing to ignore is the internal operation of the mail server. Though issues such as routing, delivery, addressing, and file storage are interesting, they will not be a part of this thesis. Because of limitations in the chosen communications interface and mail server, bytes must be translated into printable text characters before being sent to the server. The method of this encoding is unimportant to me. I will use the simplest method, and any methods which pack data more densely will only improve the response of my mail system.
Message Structure

Messages are the central object in mail. They are sent, received, created, edited, and viewed. A multimedia message structure is one of the major goals of this thesis. Because messages are so important, the structure of these messages is also very important. In the beginning of this section, previous ideas for message structure are discussed. Next, the structure of messages in this mail system is explained. The details of implementation follow the message structure explanation, and results and comments are at the end of this section.

Message Background

Message Standards

IBM DOA/DCA [Parks], X.400 [Horak], USC Multimedia [Postel], RFC 822 [Crocker], and NBS [Deutsch] are all different proposals for complex message standards. One common theme is to separate message layout from message content. Page margins, and line spacing are layout objects, and chapters and paragraphs are content objects. Another common idea is to create a hierarchy in the message defining objects as being composed of smaller objects. The USC Multimedia format is especially interesting because a list of objects can be of simultaneous, sequential, or unordered type. This type affects how the parts of the message are displayed. No other standard allows anything but sequential as a possibility. RFC 822 is the only standard which has been put into use by the academic community. RFC 822 completely defines the possibilities for header fields, yet leaves specific types of message content undefined.

MacMail Messages

MacMail [Davis and Hourvitz] messages have a complicated header, a text comment, and a list of attachments. The header is an arbitrarily long list of fields. These fields could be used to satisfy the X.400 message standard or to provide a kind of structured message. A phone message with fields for "Call From", "When", "Action Required", and "Answered by Whom" is an example of a structured message. "Simple" messages are limited in size of the text comment and the header is fixed. Pasting of pictures is not supported forcing any non-text items to be attachments. Reading any non-text files requires the user to exist from mail and start the appropriate tool.

Tree Structured Messages

NLS [Feiner] and Thinktank [Think Technologies] structure documents as a large tree with levels of detail at different depths in the tree. Links to more detail about a section can be found in the node's children. Settings define the visible default depth, or the user may choose to see more detail at any time. Display of this document is different because display depends on both the content of the document and the actions of the user.
Active Messages

Active messages have data, but they also have instructions that can perform actions [Vittal]. Other messages have a format that structures the data, but the message is entirely data. When the message is "read", the instructions for a message are performed. As an example, let's send a questionnaire to all the members of a calculus class. When each student reads the message, the code in the questionnaire is executed, asking questions and getting responses. After the final question, the active message instructions put the results into a reply and mails it back to us.

The largest advantage of active messages is that new active messages can be added easily. The only requirement is that everyone has an interpreter for these active messages. Choosing the language that these messages are written in is difficult. The language must protect the reader from hostile messages. (e.g. upon reading this message, all your private files are sent to me) A more difficult case is to prevent messages that go into an infinite loop. The halting problem states that you cannot detect these infinite loops, yet you would like to give the user the power of those same languages. In practice, these infinite loops can be avoided by careful testing or by limitations in the active message language. Another use for an active message is to aid in sorting and sifting mail. An active message could be opened that looks at all the messages in the inbox and opens some important ones, and files others appropriately. I think that active messages are a good idea, yet I have chosen not to use them because developing a language and interpreter would be a thesis in itself.

Smalltalk

Smalltalk is a generalization of the active message concept [Goldberg and Robson]. Instead of having every message contain a procedure, every message is in a class, and each class has procedures. The procedures don't have to be just for "reading", but are for all actions. To display a message, you ask the message to display, and it uses the display procedure for the class of that object. There could be objects of class picture, text, and textPictureList. Each of these classes would have different display procedures.

Smalltalk is a single user environment, and it only looks in its own environment for procedure for different classes. For use in mail, Smalltalk would have to be extended to retrieve class procedures for classes which it lacks.

Inset Drivers

Inset drivers are part of the Andrew workstation design at CMU [Hansen] [Morris et al]. Like Smalltalk, events for each inset are sent to a driver for the class of that inset. The difference is that insets are a campus-wide idea. There will be standard types of insets (TEXT, PICTURE, etc.). There will be insets developed for small groups (e.g. Molecular Structure), and one can also make his own insets. All insets will be required to handle a certain set of operations. Some of these operations (like mouse click) are general enough that any type of inset could be built. An example is an inset of type
Message Structure

PICTURE. First, we install a PICTURE driver with network-wide access. When mail tries to display a message with a picture, the picture driver is retrieved over the network, and the picture driver's display routine draws the picture. When a mouse clicks in the picture inset, the picture driver's mouse routine is called and perhaps some editing is performed.

This structure is great. It eliminates repeated work, and allows good generality and extensibility. Unfortunately, a large amount of memory would be needed to hold all the drivers, and accessing these drivers over Dartmouth's network is too slow. The architecture of the Macintosh software would have to be changed to think of events in a window going to the driver instead of the application. Additionally, all applications should be written around this structure, or they won't take advantage of the drivers.

Message Design

Every message consists of four parts: an envelope, a text comment, a picture, and an attachment. Of these parts, only the envelope is required. The envelope contains header information. The text comment is a piece of plain text, the picture is any Macintosh picture, and the attachment can a file of any type.

![Message Example]

Figure 3-1: A message containing only an envelope

Envelopes

The envelope's main purpose is to contain addressing information. It must have any information needed by the mail server to deliver the message. In addition, it may have fields such as "date delivered" and "return address", or additional fields created by the user or mail server. Additional fields are useful for specific applications, and are required to be compatible with RFC 822.

An important point is that only information in the envelope is visible to the mail server. Other parts of the message are sent verbatim from the sender to the receiver. The analogy of the US Postal Service fits well with this design. When you mail a letter at
the post office, the address on the envelope is referenced, the stamp is checked, and a postmark is added, yet the contents inside the envelope are never seen.

Figure 3-2: A message with text comment and envelope

The Text Comment

The text comment is a piece of plain unformatted text. The main reason for a text comment is for creating a short, simple message. Most mail messages are very brief and it must be possible to quickly create and send these messages [Bruder] [Tapscott]. Most existing mail systems allow messages of only text, so their messages are placed in this text comment. Another use for the text comment is to quickly add notes or revision ideas to a previous message before returning or forwarding it. Text is also one of the data structures that Macintosh applications should be able to accept from the clipboard.
Figure 3-3: A message with picture and envelope

The Picture

Every message may also contain a picture. A Macintosh "picture" is the other data structure that applications should be able to accept from the clipboard. It is important to support the picture data type, because you are guaranteed that all Macintosh users will be able to display this picture. If the same picture were saved as an attachment in MacDraw format, the recipient would need to possess the MacDraw program to read your message. It is unreasonable to assume that all users own all programs, because software packages are sold (for $$$!) individually. This is in contrast to the Xerox Star and the Apple Lisa where all the software was bundled with the machine, and you were guaranteed that the receiver would possess the application needed to read your message.

![Message with picture and envelope](image)

Figure 3-4: A message with attachment, text comment, and envelope

The Attachment

A message has an optional attachment which is a file of arbitrary type. Any file may be attached to the message, because mail does not look at the contents of the file. The attachment's main use is to send documents more complicated than plain text or a picture. The attachment was created with some document creation tool, and the same document creation tool will have to be used by the receiver to view the document. Since any file may be sent, the attachment may also be used for file transfer of software. The last use of attachments is to easily backup documents. The file to be backed up is attached to a message and sent to yourself. This file will remain in your mailbox on the mail server for future retrieval.
Implementation

Data for a message is stored in a mail object record of class "message". The envelope information is part of the record, because every message must have an envelope. The record also has "handles" for a text comment, a picture, and an attachment. A handle is a Macintosh term for a pointer to a pointer. Using handles allows the Macintosh memory manager to move a heap object without invalidating pointers to the object. A window is also associated with the mail message. One of the fields in the window is a handle to the message and one of the fields in the message points to the window. This simplifies sending events in a window to the proper object and reflecting changes to an object in the proper window. The window's rectangle is also kept in the message so that the message appears in the same place and as the same size when reopened.

The text comment is implemented using the Text Edit Manager. This part of the built-in Macintosh software handles simple editing and display of plain text.

The picture handle points to a Macintosh picture. The internal format of the picture is proprietary to Apple, yet they provide routines for creating and displaying these pictures.

The attachment handle points to a record containing the file type, file creator, filename, and then the file itself. The type, creator, and filename are needed by the receiver to properly save the attachment. Because the file itself is read into memory, this implementation will only work on files less than the size of free memory.

Results and comments

This message structure has been implemented and is flexible enough to handle the needs of most mail messages. Using text and pictures, messages can be sent which may be displayed without leaving the mail program.

This implementation is a weak version of insets. I already have a driver which displays TEXT and PICT data. In a future version, I would make it easy to add drivers of different types. These new drivers could be stored locally or on the mail server host. If a driver for an attachment existed, the attachment would be displayed. If a driver was not found, only the the attachment name and type would be displayed, as is done currently.

There are several uses for having more than one attachment. Sending a folder of files, or three related documents of different type are examples. I would agree to allow a folder or group of files if it did not become a complicated editing task to change the attachment list.

In my original design, messages had a hierarchical document structure. I no longer feel that this is the correct approach for two reasons. First, the mail program was becoming a complex editor of document pieces. In fact, the largest part of the program would have been the part that glued these different pieces into a message. I had
specifically stated that creating a complex editor was not one of my goals. Secondly, this tree editor would only be able to display plain text and pictures. The combination of these two data types did not seem to include most documents created on the Macintosh. Specifically, most documents are heavily formatted papers whose formatting is lost in conversion to plain text. People would not switch from using their word processor to using my mail editor to piece together their large papers.
The User Interface

Adding a Macintosh user interface is the second major goal of this thesis. A Macintosh user interface is quite different from Unix mail as is described in the background for this section. To more completely understand the design, it is useful to be familiar with the Macintosh and specifically the Macintosh User Interface Guidelines described in this background. Second, the actual design of the user interface is described. The objects displayed are explained as are the valid commands on those objects. Next, an explanation of the implementation is given. This section ends with a list of many alternatives tried and the reasons for not accepting them.

User Interface Background

Macintosh User Interface Guidelines

One of the main ideas that came out of developing the Macintosh is that it should have a consistent user interface. The Macintosh User Interface Guidelines [Apple] define what the consistent user interface should be.

The three overall qualities of the interface are responsiveness, permissiveness, and consistancy. A program is responsive if actions by the user cause something to happen. Inverting an item when it is selected is an expression of this idea. A permissive program lets the user do anything reasonable in order to make the user feel like he is in control. One way to allow the user to do anything reasonable is to eliminate as many modes as possible from the program. A consistent application behaves in the same way as every other application, so that the user does not need to remember separate interfaces.

These guidelines also give exact details on how to implement the selecting of objects, and how to use menus, icons, windows, dialogs, and controls.

Star Mail

The user interface to Star Mail [Xerox] is integrated into the desktop. Files can be sent by dragging them into the out box. All files must have a "cover sheet" to be mailed. This cover sheet contains addressing information. A cover sheet may also contain a short text comment and be sent by itself. Because mail is like any other file, it can be opened and read like any other Star file.

MacMail

This Macintosh mail system [Davis and Hourvitz] is very similar to the Finder. The Finder is the Macintosh program manipulating disk files [Kaehler]. This system was to connect to everything, and so it includes the ability to use features of many different mail servers. Some features address message delivery speed and format, and other features express whether a phone link, local network, or other connection is used to access the mail server. Addressing exhibits the same ideas as it tries to allow an
User Interface Design

Figure 4-1: The Startup Dialog

Running Mail

Mail appears to the user as a Macintosh Application. When the application is opened, a startup dialog is displayed showing the last connection. The user must fill in the entries to tell the program which mailbox he wishes to read. Though this project only attempted a server interface for Unix Mail, and the communications interface for a direct serial line, it is hoped the design of this program will make it easy to implement interfaces for all of the choices shown.
Figure 4-2: The Mail Desktop with the mss folder selected

**The DeskTop**

The mail desktop is extremely similar to the text view of a program called the Finder [Kaehler]. The Finder is the program which manages disk files, folders, and diskettes on the Macintosh. Diskette objects are replaced with a Mailbox object, folders are still folders, and file objects are replaced by message objects. There is a special kinds of folder - the in box. The in box is where any incoming mail is put. Like files in the "by name" view of the Finder, messages are seen with a small icon and a string of text attributes.

**Mail Icons**

As file icons show the type of the file, a message icon shows some field of the message. By default, the icon shows only the class of object: either folder or message. A field may be chosen and different icons for each value of that field may be made. For example, there may be different icons for opened and unopened messages, or different icons for messages from every different person who sends you mail.
Figure 4-3: The File Menu

The File Menu

The "new" command creates a blank message. This message can then be filled in and sent. An important idea is that there is no mode between received, sent, and unsent messages. The "open" command opens the selected object and the "close" command closes the selected object. Double clicking on folder icons is a shortcut for toggling the folder from open to closed or closed to open.

Messages (or any part of a message) may be explicitly saved as a local Macintosh file with the menu command "Save Local". This command shows a dialog prompting for a filename, and radio buttons for choosing how the file should be saved. The default filename is whatever the attachment had when it was sent. The "Text Only" radio button saves only the text comment of the file and any file that reads text files can open it. The "Attachment only" radio button saves the attachment using its own name, type, and creator.

"Add Attachment..." brings up the standard Macintosh "Get File" dialog. This dialog shows a list of all the files on the diskette. The user chooses a file by clicking on a filename and then clicking the attach button. This command attaches a file to the current message and the message display is updated to show the filename, creator and type.

"Page Setup..." and "Print..." are used to print out the current message on a printer.

"Quit" logs off the mail server and exits to the finder. If any messages have been created but not sent or created, a dialog appears for each one with buttons for save local, send, throw away, and cancel. These dialogs are needed because all new messages are would disappear unless explicitly saved or sent.
The "Edit" menu is used for all editing of messages. To perform an editing operation, a selection within the message is first made, and then an edit menu command (or its keyboard equivalent) is chosen. "Cut" removes the selection and puts it on the clipboard. "Copy" places a copy of the selection on the clipboard. "Paste" removes the current selection and replaces it with the contents of the clipboard. "Clear" removes the selection. "Select All" selects the largest current range but does nothing to the selection. Selections for items within the envelope and the text comment can be of any character range. For the picture and attachment, clicking anywhere within the item selects the entire item by outlining. Use of the menu bar by desk accessories is supported.

The View Menu

Figure 4-5: The view menu with all fields visible except "To".
All messages have envelopes which contain address and other fields. The view menu contains a checklist containing the union of these fields in all messages. A checkmark next to a field makes the field visible and no checkmark means the field is skipped and not displayed. Selecting a field toggles its value, so in Figure 4-5, the date field is about to become invisible. The default view for the mailbox is for all fields to be visible. The view within a folder inherits the default view from the mailbox, and the view within a message inherits the default view from its folder.

**Special**

<table>
<thead>
<tr>
<th>Change Mailbox...</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reply</td>
</tr>
<tr>
<td>Read Next Message</td>
</tr>
</tbody>
</table>

Figure 4-6: The Special Menu

**The Special Menu**

The special menu offers shortcuts to functions which can be done in other ways. "Change Mailbox" is a command which is the same as quitting and starting again. This can be used to quickly change mailboxes. "Reply" takes the selected or open message and opens a copy of that message. The copy is identical, except that the "to" and "from" field values are switched and "re:" is prefixed to the value of the "what" field. "Read next message" closes the current message, and selects and opens the next message in the inbox. This command has been added, because sequentially reading new mail is such a common task.

**Enabling and Disabling Menu Items**

All menu items are not always available for use (enabled). When a menu item is unavailable, it is shaded grey, and will not become inverted upon clicking. As the frontmost window and the selected object are the object of almost all commands, they determine which menu items are enabled. A frontmost desk accessory causes only the edit menu and the close and quit items in the file menu to be enabled.

**Addressing**

The design of anything more than a typed address is incomplete. Part of this scheme depends on exactly how the global address server (in progress) is implemented. This directory will associate a user's name with the electronic mail address to which he would like to receive mail. Any non-ambiguous subset of the name will be converted into the proper mail address. I envision three ways in which addressing will change. The first way it will change is that mail will immediately notify the user if the address is invalid. This notification will either say that no address match was found or will allow the user to choose from a list of possibilities in the case of an ambiguous address. The second kind of addressing will be what most people think of as a mailing list. A copy of
the message will be sent to everyone on the selected mailing list. The third kind of addressing chooses only some names from a mailing list. The user will be shown the list and he will select which people will receive the message.

The user interface for the above mentioned addressing will activated by clicking a mailing list icon next to the "To" field. Clicking this icon will bring up a list showing all the current mailing lists. A mailing list could be selected, or a list could be opened and only a few people from the list could be selected. When a mailing list is opened, the display will be changed to show that the user is looking only within this list and not at all lists. This display will behave in the same way as the get file dialog for the new hierarchical file system. Addresses which are really names of mailing lists will a special icon to show that it is not just a person's name.

**User Interface Implementation**

The main Pascal program has an event loop which receives events from the Macintosh event manager. These events either select an object, or perform a command on an object. If an object is selected, the previous selection is unhighlighted, and the new selection is highlighted. If a command is received, the current selection is passed to the procedure which performs the command. This procedure checks the object class and in many cases passes this object to a more specific procedure. This idea of passing objects to messages is exactly the inverse of Smalltalk where messages are passed to objects. The reverse in implementation is caused by the Pascal language, but I can accomplish the same goals of hiding details and using code inherited among classes.

There are mail objects of class mailbox, folder, and message. These objects are ordered in a tree with the mailbox as the root, folders as its children, and messages as children of folders. The children of a folder are linked into a list with only the head of the list included in the parent. Each object also knows its parent owner of the window containing the object. Operations common to all objects are New, Open, Close, Drag, Resize, Draw, Invalidate, Invert, Fill, Add, Delete, and Move. These operations are self-explanatory except for invalidate and fill. Invalidate means that the object has changed and should be redrawn. Fill means to get information about this object from the mail server. Using a common routine for these operations enabled me to simplify code with recursion. For example, the procedure to close an object is to recursively close all its children and then close the object itself. This same close procedure works for mailboxes, folders, or messages.

Open messages can have the additional editing operations send, fill, cut, copy, and paste. The current selection within the message is then used to determine exactly what is changed.

Editing within the message is different depending on in which part of the message changes are being made. The program uses rectangles which differentiate between the envelope, the text comment, the attachment, and the picture. The dialog manager is used to handle events in the envelope. Dynamic envelopes are not implemented,
but can be implemented by changing the dialog item list in memory. This is what REdit and ResEdit do to manipulate dialogs. The mailing list function for the To function is also not implemented. Hopefully, the standard get file routine could be used by fooling it into thinking that the mailing list is a list of files.

If dynamic envelopes are available, then the view menu could be completely implemented. Inheriting views is possible by searching up the tree until a non-default entry is found. The view menu list is created empty initially, and is updated every time the contents of a new envelope are received.

**User Interface Results and Comments**

A user interface has been developed which follows the Macintosh User Interface Guidelines. This interface is simple, and is quite powerful. It is similar enough to the Finder interface and interface for other programs that users can quickly learn to use mail.

In creating the user interface, many ideas were tried. Some ideas were successful and some were not. I believe this experimentation is essential until building a user interface has been more thoroughly developed into a science.

One implementation which failed was giving a window to every open folder. This is how the Finder operates and it seemed that the analogy was similar. The result was that there were too many windows on the screen. Trying to fit every window with its own border, scroll bars, and resize box on the small Macintosh screen didn't work. A similar problem came up with having multiple mailboxes. My first implementation had a desktop window which could contain many mailbox icons. This concept added an extra level of hierarchy (and a window) to the mail program. I replaced the desktop window with a "Change Mailbox..." command. Though this command makes changing between mailboxes more difficult, the need for multiple mailboxes should diminish with the addition of the global name directory.

In mimicking the finder again, I came up with another discarded idea. I originally included both a textual and iconic view of mail. The iconic view showed the object icon and its name arbitrarily ordered on the screen. The text view is the view in the current design. The problem with the iconic view is that just the name was not enough to describe the message. I also wanted to know the values of other fields. I also do not agree that the flexibility of moving icons to any place in the window is needed. I found that I preferred the current version which always automatically organized my messages.

There were several variations of an out box possible, so because of the confusion, I decided to not have an out box at all. One option for an out box is to have any mail placed within it immediately sent. Another idea is to place messages into the out box and then explicitly send all messages with an "Empty Outbox" command. A third idea is that the out box is just a log of all mail sent. I felt that there were good and bad reasons for all of these ideas, so I chose to use the unambiguous "Send" command in
place of any out box whatsoever. Any functionality lost by having only the "Send" command can be provided by a Unix mail setting which puts a copy of all sent mail into a specified folder (e.g. "Sent Mail Log").

Automatically moving messages that have been read from an "unread" folder into a "read but unfiled" folder is another idea I rejected. I chose not to incorporate this idea because it is not obvious to the user what is happening to the message. However, I do think that a difference in icon between read and unread messages could be useful.

Mail and the Finder are two separate modes. The finder is such a complicated and undocumented beast that it would be extremely difficult to integrate the two programs without the source for the Finder. I still prefer an integrated solution, but have conceded that it is not a practical goal.

This application was not written as a desk accessory because of the added complexity desk accessories involve. There is no fundamental reason why this could not be made into as a desk accessory, except that caution must be used not to use too much memory. This program does work very nicely with the Switcher and provides almost the same utility as a desk accessory.
The Communications Interface

There are many reasons why the Macintosh must communicate with a mail server instead of mailing directly to the recipient. Most importantly, users do not always use the same Macintosh. It would be unreasonable to require students to use the same Macintosh in a public terminal cluster. Multi-tasking and constant operation are two possible but impractical requirements for mail delivery. Receiving messages also requires storage. Using RAM is unacceptable because, it is volatile and needed by other applications. The floppy disk is not acceptable storage because it may be removed. A hard disk would work but only a small percentage of users have hard disks.

Using a server also allows further flexibility. Mail can be sent to a known location, and then the user can request mail as needed. Macintosches in different locations and even other terminals or workstations could all be used to read a user's mail file.

With interfaces of any type, layering is a good method. Layering's advantages are the forced separation between the two sections, and the hiding of details. Examples of layering are seen throughout communications standards and structured programming.

Layering the Communications Interface increases adaptability - one of the minor thesis goals. Providing a clean interface strictly defines the only part of the program which needs to be changed.

Background on different communications interfaces is described followed by a description of the two different interfaces needed to maximise adaptability. The first interface is between procedures handling mail objects and procedures sending and receiving these mail objects. This layer hides details of logging onto the mail server, sending messages, and receiving messages. The second interface is between the real communications link and an invented stream file. This layer hides details of sending and receiving characters, bytes, words, and lines. The design, implementation, and results are discussed for each interface.

Background

Remote Procedure Calls

Researchers at Xerox developed the idea of Remote Procedure Calls (RPCs) in order to simplify the writing of Ethernet-based software. The idea is to treat a request over the network in the same way as a local procedure call. In the first step of a remote procedure call, the call and parameters are passed to the local RPC handler. This handler knows the types expected for each call, converts these types into a Xerox RPC standard, and stuffs them into a packet. The Packet is sent to the server containing the call and the converted parameters. Upon delivery, the server RPC handler converts the parameters into the appropriate local format and passes the parameters to the appropriate routine. The called procedure runs, completes, and returns any results to the server RPC handler. The server RPC handler converts the results into the standard
format, and sends a return packet. The local RPC handler receives this packet, and
decodes and returns the result to the original calling procedure. An additional very
important feature was that at link time, type checking of parameters was done over the
network in order to validate RPCs.

User Interface is a Separate Entity

Many articles choose to split the program into a user interface section and other
sections. This piece should be loosely connected and communicates only thorough its
interface. MacMail explains the idea as a user agent communicating with its mail
angel. One of the goals in a mail system at CMU [Borenstein and Rosenberg] was to
have common lower lever routines on top of which several different interfaces could be
built.

Mail Server Interface Design

The Mail server interface is used by the routines handling mail objects. When an
operation is to be performed on a Mail Object, a check is made to insure that all the
necessary attributes of the mail object exist. If they do not exist, the object is passed to
a mail server procedure capable of retrieving the needed information from the mail
server. For example, opening a new mailbox, triggers the retrieval of the folders within
that mailbox, and opening a message for the first time, causes the contents of that
message to be retrieved. Mail object information is retained in local memory in order to
minimize retrieval time. In case of a memory shortage, the mail object information
could be purged, because it would be retrieved again whenever it was needed. The
entire mailbox file could be read at startup, but efforts to minimize memory needs and
startup time force retrieval of only the smallest amounts of information at any one time.

The mail server interface was designed so as to not depend heavily on any special
features on Unix mail. Unix mail was the only mail system for which the mail server
interface was written. The self-contained mail server interface should allow almost any	imesharing mail system (including DCTS) to be used in its place. Unix mail was
chosen because of its widespread use, especially in the academic community. It was
hoped that choosing a common mail server would make this project of more interest to
those outside of the Dartmouth community.

Mail Server Interface Implementation

The most interesting part of the Mail server interface is how a complex message is
received. First, the text comment is received verbatim from the server until a line is
found signaling the beginning of a picture, the beginning of an attachment, or the end
of the message. After the start character of a picture or an attachment, there is the
length of the item. For attachments, three strings - filename, filetype, and creator - are
listed next. Then, for both pictures and attachments, the length of the data is received,
and that many bytes of data is put into the respective handle.

Mail Server Interface Comments
For text comments, the data is sent and received a line at a time. For pictures and files, the data is sent a byte at a time. The speed of sending would be greatly increased if pictures, files, and text were sent in much larger chunks.

Stream File Design

This layer's most important job is to convert arbitrary bytes into characters. This conversion is necessary because UNIX messages may contain only a subset of the full 256\(^{10}\) possible byte combinations. Codes over 128\(^{10}\) are not allowed because the high bit is sometimes used for parity and sometimes ignored. Some codes under 32\(^{10}\) may not be used because they implement flow control or other network features and 127\(^{10}\) may not be used because it is the rubout character. Even if the characters did correctly cross the network, MAIL is not written to handle binary file transfer.

A simple escape scheme is used to code the bytes. Bytes in the acceptable range are sent as their character equivalent. Unacceptable bytes are encoded using predefined escape characters followed by the byte +/- a predefined offset. This crude but simple algorithm was chosen because a specific non-goal of this thesis was the optimal coding of files. Lines containing bytes converted into character are truncated with a carriage return after a predefined length. Truncating lines avoids problems with maximum line lengths. When receiving bytes, this carriage return is ignored.

In addition to bytes, words, quoted strings, lines, and commands can be sent and received. These items are all self-explanatory except for commands. Sending a command, sends the first string, and then waits until the second string (usually a prompt) is received. "Peeking", also part of the stream file interface, at the character about to be read is a great aid to the parsing task of the mail server interface.

The first communications interface implemented is an RS-232 serial link, though it is hoped that it will not be difficult to implement a stream file interface for a different communications link. This communications standard was chosen because it is the lowest common denominator. As a similar stream protocol (Kiewit Stream Protocol) already exists for Appletalk, it should be a trivial task to convert this program to run on Dartmouth's Appletalk network (Kiewit network).

Stream File Implementation Comments

I have used the idea of a stream file twice before in Macintosh front-ends to other computers. The first time I developed this idea was in an attempt at a graphical interface to a Unix version of Smalltalk. The second use of the stream file concept was a graphical interface to a minicomputer running a digital "tape" editor. The Smalltalk interface also uses the simple encoding method mentioned to transfer bitmaps. The only large change was the addition of the Peek character. Small changes were made to make the stream file interface into a Lisa Pascal UNIT, and other changes were made to improve generality.
Using the Lisa as a mimic mail server turned out to be extremely useful. A serial cable between the Macintosh and the Lisa was connected. The Macintosh mail program would be run and then the Lisa, using a terminal emulator, would imitate a Unix system. Use of script files on the Lisa automated simple parts, but I still retained complete control from the keyboard. In a similar fashion, I modified the Macintosh read and write routines to also use characters from the keyboard. I have complete control on both sides of the communications interface.

**Stream File Results**

Many layers of nested procedures and static strings make this section extremely general, but also inefficient. Strings are such a cautious item because they are statically declared and use 256 bytes even if they are empty. Multiple concatenations cause unnecessary copying and many levels of procedure stack frames waste memory. Even with these faults, this UNIT still seems to keep up with the server, but it would be the first one in which I would attempt optimizations.
Overall Results

A powerful yet simple prototype has been implemented that satisfies the two major goals - a Macintosh user interface to mail and complex documents. This prototype can currently log onto the Unix host, startup Unix mail, and retrieve messages and folders. Messages with a text comment, a picture, and an arbitrary attachment can be read, created, edited or sent. Editing supports full use of the clipboard and cut, copy, and paste.

Several parts were not completely implemented. Most of the work left is concentrated in adding capabilities to the Envelope. Adding new fields of arbitrary name, and adjusting the View menu to handle these fields still needs to be done. Addressing more complicated than a typed string was not implemented. Conversing with the global mail directory, sending to distribution lists, and creating distribution lists still needs to be done. Vertical and horizontal scroll bars were not implemented, but their effect on the prototype was minor.

The major shortcoming of this project is that there was not time to add browsers of arbitrary type. These browsers would know how to display (and possibly edit?) attachments of a certain type. If the browser for an attachment existed, the attachment would be displayed. Otherwise, the attachment filename, creator, and type would be shown along with a message saying that it could not be displayed. These browsers would most likely be stored on local storage, but could also be stored on the mail server.

Until this project had been implemented, it was not known if a Macintosh interface could be of acceptable speed. Experiments with this project seem to indicate that the speed of the program is largely limited by the speed of communications. This promises to make a Macintosh interface at least as fast as its terminal counterpart. Files of text, outline drawings, and other densely coded files are quickly sent and received. Bitmaps and applications are probably still too large to send often, but they could be sent on rare occasions.

This mail system has an interface consistent with Macintosh guidelines, supports transfer of multimedia Macintosh files, and is of acceptable speed. These features will allow it to replace both terminal emulators and plain terminals as the program of choice for mail.

Future Work

The many opportunities for additional work on mail systems will be strongly influenced by efforts to tightly bind workstations with other computing services.

An accepted document standard is strongly needed before disparate machines can be tightly interconnected. This document standard will define complex documents containing different text fonts, text styles, pictures, voice, and other digital information. When this document standard is accepted, mail systems will be changed to understand
how to display and possibly edit these documents. Apple has already made this step on a smaller scale by defining their text and picture formats. These formats make it easier for separate applications to work together and exchange information. Much more powerful standards need to be accepted to encourage exchange of many more types of digital documents.

As workstations become more closely connected, the differentiation between your own resources and someone else's will diminish. An external file system will make the difference between your local files and those on a host disappear. Specifically, the external file system would replace much of the server interface and network communications code in this mail project. Mail would be changed into a program which manipulated files and directories. The distinction between local and remote processes will also disappear. It may soon be possible to run many programs on many different hosts using a consistent Macintosh interface. This specific mail system is a front end to an existing timesharing mail system. Though it would be possible to construct distinct interfaces for all timesharing programs, a generalized timesharing interface can be built which simplifies the process. Apple is attempting to build such a program called MacWorkstation [Apple]. Apple's program receives commands from the host to draw windows, menus, and icons from the host, and returns mouseclicks, and other events to the host.

Just as distinctions between local and remote resources disappear, differences between documents, mail, and other files will also disappear and all these items will be subject to powerful uniform manipulation. In the Xerox Star office system, a mail file is any desktop file with the addition of some addressing information. A uniform design reduces modality as the user never has to "enter" mail to send or receive a message. One way that these documents could be manipulated is if they were all entries in a database. Both HERMES, a message system, and PROFFS, a document system, allow simple sorting, searching, and categorizing. Other powerful manipulations, taken from NLS, such as tree structures and links between files might also be added.
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