Goal: To explore features and abstractions of programming languages that make them “modern” and motivate their ongoing development. To understand how these features are implemented in actual interpreters, compilers, and virtual machines. To get a taste for different styles of programming: functional, object-oriented, continuation-passing, “monadic”, and others. To look under the hood of language abstractions.

In practical terms, this course should give you some idea why languages like Scala and Clojure—and before them Perl, Python, and Ruby—were sought by the industry, and why leading companies continue developing new languages such as Go and Swift.

Required background: The course assumes that you wrote relatively complex programs in a language like C, C++, Java, Python, or Ruby, and have a good understanding of recursive data structures such as lists and trees. For this reason, CS 10 is a requirement and CS 30 is recommended. Having programmed in LISP, Scheme, ML, Haskell, or other functional languages will be helpful but not required.

You will be expected to either have or quickly develop an understanding of how a language like C is compiled down to machine code, and how that machine code executes on the actual CPU. For this reason, CS 51 is recommended, but if you are familiar with x86 or ARM machine code from other sources, or took a class in compilers, that will be sufficient.

Expect to do as much (or more) looking at how abstractions are implemented as coding.

Grades: 10% homework, 50% midterm, 40% final project.

Homework will be given, but its primary purpose is for you to check your understanding of the material and fluency with new languages. The midterm will be take-home and hard; do not expect to develop the required fluency overnight!

Software and Hardware: Linux or MacOS preferred. We will make heavy use of the Unix shell and tools. Your mileage with Windows will vary.

Course Topics:

- How imperative languages such as C compile and run. How to look for language artifacts in compiled machine code.
- Understanding the runtime: the Application Binary Interface (ABI); compilation, linking, and loading of libraries; dynamic linking.
- Scripting languages. Internals of a Ruby interpreter.
- Functional programming: why aspire to program without “state” and “side effects” (or loops). Functions as “first-class objects”.
- Recursion and induction.
- A taste of LISP and its descendants.
- Lambda calculus, and what it has to do with programming. Other models of computation.
- Closures: the idea and the implementation.
- Continuations and the continuation-passing style.
- Types and type-checking.
- Polymorphism and generic programming. How they work in C++ and Java. The mechanisms behind C++’s overloading and inheritance.

1The mathematical foundations of monads, functors, and other concepts that Haskell and other cutting-edge programming languages explore are beyond the scope of this course; still, we'll touch on some ideas behind them.
• Strongly typed languages and type inference.
• A taste of ML and Haskell: functional, strongly typed languages with polymorphism.
• Algebraic data types and a new style of programming: pattern-matching, etc.
• Laziness and its puzzles.
• Why “Propositions are Types” and “Types are Programs”.

Textbooks:

– TBD (balancing textbook’s coverage and cost)
– *Ruby Under a Microscope: An Illustrated Guide to Ruby Internals* by Pat Shaughnessy
– We will also use chapters from the free *Structure and Interpretation of Computer Programs* (2nd ed.) by Harold Abelson and Gerald Jay Sussman with Julie Sussman [https://mitpress.mit.edu/sicp/](https://mitpress.mit.edu/sicp/)