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Abstract

This thesis explores several issues that arise in the design and implementation of virtual-memory
systems for data-parallel computing.

Chapter 1 presents an overview of virtual memory for data-parallel computing. The chapter
lists some applications that may benefit from large address spaces in a data-parallel model.
It also describes the view of virtual memory for data-parallel computing used in this thesis,
along with a machine model. Chapter 1 also summarizes VM-DP, a system we designed and
implemented as a first cut at a system for data-parallel computing with virtual memory.

Chapter 2 covers bit-defined permutations on parallel disk systems. It gives an algorithm
for performing bit-permute/complement, or BPC, permutations, a class of permutations in
which each target address is formed by permuting the bits of its corresponding source address
according to a fixed bit permutation and then complementing a fixed subset of the resulting
bits. This class includes common permutations such as matrix transpose (with dimensions
integer powers of 2), bit-reversal permutations, hypercube permutations, and vector-reversal
permutations.

Chapter 2 also shows how to perform bit-matrix-multiply/complement, or BMMC, permu-
tations efficiently. In a BMMC permutation, each target address is formed by multiplying its
corresponding source address, treated as a vector, by a nonsingular matrix over GF (2) and
then complementing a fixed subset of the resulting bits. BMMC permutations include all BPC
permutations and classes such as Gray code and inverse Gray code permutations.

Not only are the algorithms for BPC and BMMC permutations efficient, but they are also
deterministic, easily programmed, and can be performed “on-line” in the sense that they take
little time and space.

Chapter 2 also proves lower bounds for BMMC and BPC permutations, showing that the
BPC algorithm is asymptotically optimal.

Chapter 3 examines the differences between performing general and special permutations.
It presents a simple, though asymptotically suboptimal, algorithm to perform general permu-
tations by sorting records according to their target addresses. Chapter 3 also explores several
classes of special permutations that we can perform much faster than general permutations:
monotonic and k-monotonic routes, mesh and torus permutations, BMMC and BPC permu-
tations, and general matrix transpose. These classes arise frequently. Chapter 3 shows, for
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each of these classes, how to perform them quickly and how to detect them at run-time given
a vector of target addresses.

Chapter 3 also focuses on the question of how to invoke special permutations. It argues that
although we can detect many special permutations quickly at run time, it is better to invoke
them by specifying them in the source code. Chapter 3 supports this argument with empirical
data for BPC permutations.

In a data-parallel computer with virtual memory, the way in which vectors are laid out
on the disk system affects the performance of data-parallel operations. Chapter 4 presents a
general method of vector layout called banded layout, in which we divide a vector into bands
of a number of consecutive vector elements laid out in column-major order. Chapter 4 analyzes
the effect of band size on the major classes of data-parallel operations, deriving the following
results:

• For permuting operations, the best band sizes are a track or smaller. Moreover, regardless
of the number of grid dimensions, we can perform mesh and torus permutations efficiently.

• For scan operations, the best band size equals the size of the I/O buffer, and these sizes
depend on several machine parameters.

• The band size has no effect on the performance of reduce operations.

• When there are several different record sizes, band sizes for elementwise operations should
be based on the largest record size, which has the smallest band size.

Chapter 5 presents the design of the demand-paging portion of the VM-DP system. We
implemented three different paging schemes and collected empirical data on their I/O perfor-
mance. One of the schemes was straight LRU (least-recently used) paging, in which all tracks
are treated equally. The other two schemes treat tracks differently according to the sizes of
vectors they contain. The empirical tests yielded two somewhat surprising results. First, the
observed I/O counts for the test suite were roughly equal under all three schemes. Moreover, as
problem sizes increased, performance differences among the three schemes decreased. Second,
the best scheme overall of the three was the simplest one: straight LRU paging. The other two
schemes, which attempt to account for vast differences in vector sizes, were not quite as good
overall. Chapter 5 also discusses some of the addressing and implementation issues that arose
in the VM-DP system.

Thesis Supervisor: Charles E. Leiserson
Title: Professor of Computer Science and Engineering
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Chapter 1

Virtual Memory for Data-Parallel Computing

It was 1974. I had been programming for about a year, and I was trying to bring up my most

ambitious program yet. It was a baseball simulation, and it was to run on the IBM 1130 in my

high school. The 1130 had 8K of core memory, and my program wouldn’t fit. The operating

system valiantly tried to overlay the program, but to no avail. I related my core-memory woes

to a friend. My recollection is a tad fuzzy, but I recall him telling me about a computer in

Israel that had 150K of core.

I suspected there might be an easier solution than going all the way to Israel.

It was 1980. I was working with a small team of programmers at a startup company

developing the first microprocessor-based workstation for VLSI design. Despite an elaborate

overlay system for our code, we were having a lot of trouble getting the code and data to fit in

the 256K of RAM we had to work with. We lobbied the company management to put another

128K into the machine. RAM wasn’t all that cheap in those days. Management acceded to our

request, but only after commenting, “If we give you more RAM, you’re just going to use it.”

We programmers thought that was the idea.

It was 1990. I was finishing up my summer job at Thinking Machines. I had spent the

summer designing and implementing a segment library for the C* language. I had asked Jim

Salem, who develops visualization code on the Connection Machine, what sort of features he

wanted in a segment library, expecting him to list a few more that I might easily add in to what

I had done. Instead, Jim told me about visualization code that ran on a dataset so large that

the data had to be swapped into RAM from the attached disk array. That didn’t seem like

8
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it had much to do with the segment library, but I thought about how to implement segment

routines that could deal with such huge datasets.

Charles Leiserson pointed out to me that the scope of what Jim wanted was far wider than

the segment library.

Jim wanted virtual memory for the Connection Machine.

I could relate to that.

The problem, as we all know, is that faster memory is more expensive. The cost per byte of

semiconductor RAM is dropping, but it is still not competitive with the cost per byte of disk

storage. As a quick example, an advertisement in a current magazine [Mac92, pp. 390–391] is

selling 16 megabytes of Macintosh RAM for $499, or $31.19 per megabyte, and Seagate disks,

1900 megabytes formatted, for $2949, or $1.55 per megabyte. The RAM costs 20 times more

per byte than the disk, and this RAM price is very good. RAM for workstations costs even

more; a good price is $50–$100 per megabyte.

There may yet come a day when the price of RAM is low enough, and its power and

packaging requirements are not too stringent, and reliability is a moot issue, that disk storage

is priced out of the picture. But that day is not at hand. Gibson [Gib92, Section 2.4] presents

several scenarios extrapolating when the price of DRAM will become competitive with disk

prices. His scenarios place the crossover point somewhere between the years 2001 and 2027,

with later dates more likely. In the meantime—for the next nine to 36 years—it appears that

if your data doesn’t fit in RAM, your next best choice is a disk.

OK. We’re stuck with RAM as a limited resource. Almost thirty years ago, computer

architects devised virtual memory for sequential machines. But parallel machines that support

data-parallel programming don’t have it yet.

What can we do about that?
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1.1 Who needs virtual memory for data-parallel computing?

Throughout the short history of electronic computing, no matter how big and fast the top

machines have been, there have always been applications that needed them to be bigger and

faster. The largest Thinking Machines Corporation CM-2 has 234 bytes of RAM. That’s 16

gigabytes, and it isn’t enough for Jim Salem.

If we give Jim a 64-gigabyte machine, will that satisfy him? Maybe for a while, but even-

tually he’ll need more RAM. Hey, Jim, if we give you more RAM, you’re just going to use

it.

Jim Salem is not alone.

There are many applications that run on parallel machines and use huge datasets. I have

compiled a list of some applications that a quick scan of the literature and a well-placed request

over a computer network1 turned up. I don’t claim to be knowledgeable about these fields, and

it may be the case that some of them don’t need virtual memory today. But these applications

all have large memory requirements. Moreover, because the huge address space provided by

virtual memory is not yet available, people might not yet be thinking about running larger

problems than they are running today.

Here’s the list, in alphabetic order, including quantitative information that was readily

available:

• A* search [EHMN90], a heuristic search algorithm.

• Blackboard systems [Cor91, Dav92].

• Computational biology [Can90, NGHG+91, Wat90]. The human genome project is at-

tempting to determine the human DNA sequence of 3 billion base pairs.

• Computational fluid dynamics [Has87, MK91, SBGM91].

• Conjugate gradient methods [Chr91].

1Thanks to Cindy Phillips.
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• Genetic algorithms [Man92, MF92].

• Geophysics [MS91, Wil91, YZ91]. Seismic problems are highly parallel and have huge

datasets. Highnam [Hig92] and Seale [Sea92] report datasets well into the gigabytes,

some over 30 gigabytes.

• Intelligence. According to Myers and Williams [MW91], “Mass storage currently implies

the storage of data in excess of 1012 bits and it is not uncommon in this community to

see requirements of over 1015 bits.”

• Iterative parallel region growing [Til90].

• Light propagation simulation [Koc90].

• Logic simulation [CC90].

• Low-energy scattering of neutral atoms from crystal surfaces. Prentice [Pre92a, Pre92b]

reports that dense, complex-valued, linear systems with over 10,000 rows and columns

require over 1.6 gigabytes just to store the matrix, to say nothing of the memory needed

to solve it.

• Meteorology [Che91, Kau88, MMF+91].

• Molecular dynamics [BME90, SBGM91, TMB91].

• Ocean modeling [SDM91].

• Partial differential equations [PF91].

• Synthetic aperture radar image processing [PMG91].

• Visualization and graphics [Dem88, Sal92].

Apparently, a wide range of applications, especially scientific ones, would benefit from virtual

memory for data-parallel computing.
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1.2 Virtual memory and data-parallel computing

Virtual memory for data-parallel computing has some significant differences from virtual mem-

ory for sequential computing.

We adopt Denning’s [Den70] definition of virtual memory: giving “the programmer the

illusion that he has a very large main memory at his disposal, even though the computer

actually has a relatively small main memory.” According to Denning, virtual memory (which

we’ll sometimes refer to as VM from here on) was first proposed by the research group at

Manchester, England in 1961. It was in use by the mid-1960s. For example, VM was an

integral part of the Multics system [BCD72, DD68].

Many computer scientists confuse virtual memory, as defined above, with implementations

of it. The mention of “virtual memory” usually evokes thoughts of “demand paging” rather

than “illusion of a large address space.” This distinction is important in VM for data-parallel

computing because many issues arise other than demand paging.

Virtual memory for sequential machines

In sequential computing, virtual memory—the illusion of a large address space—is generally

accomplished by a combination of hardware and software. Only a portion of the large logical

address space appears in RAM at any one time. The remainder resides on a disk or drum.

The hardware maps logical addresses appearing in registers to physical addresses in RAM,

detecting faults—references by the program to logical addresses that are not currently in RAM.

The hardware usually maintains rudimentary usage statistics for the physical addresses in RAM,

typically information about how recently a range of addresses has been referenced. Software

takes over during a page fault, using these statistics to determine which data to eject from

RAM and performing disk I/O as necessary to write changed information out to the disk or

drum and read the requested data into RAM.

The logical address space is partitioned into pages or segments of contiguous addresses.

Segments usually are of varying lengths but with a common logical function. Examples would
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be segments of code or a segment representing a task’s run-time stack. Pages have fixed lengths

and usually no logical grouping of function within each page. A typical page might be 4K bytes,

and it could contain both code and data. Segments or pages are usually the smallest unit moved

in and out of RAM by the VM system. When a reference to a logical address causes a fault,

the entire segment or page containing the address is brought into RAM, and an entire segment

or page may be ejected.

To limit the cost of disk accesses, VM systems for sequential machines rely on locality:

references to logical addresses tend to cluster. That is, a page or segment that is referenced

once is likely to be referenced again soon. Some referencing paradigms exhibit locality, e.g.,

straight-line code, sequential array accesses, and stack operations. Other paradigms can cause

non-local references, e.g., branches in code, subroutine calls and returns, and following pointers.

Virtual memory for data-parallel computing

As used in this thesis, virtual memory for data-parallel computing differs from virtual memory

for sequential computing in two fundamental ways: it is for data only and not code, and it

exploits predictable patterns of data access.

Data-parallel virtual memory is for data only. Data-parallel computing supports operations

on vectors. A given computation may use many vectors, and some of them may be rather large.

In a VM setting, the amount of data contained in the vectors is far greater than the size of the

code. Consequently, the illusion of a large address space is more important for the data than

for the code. Moreover, many data-parallel machines use SIMD control. There is a separate,

sequential front-end machine that broadcasts an instruction at a time to the processors of the

parallel machine. The entire program resides in the memory of the front-end machine and

not in the memories of the individual parallel processors. If the code goes through any VM

mechanism, it is that of the sequential front-end machine, not that of the parallel machine.

Data-parallel virtual memory exploits predictable data-access patterns. The vector operations

supported by data-parallel computing have access patterns that tend to be either highly regular
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or can be choreographed using algorithmic techniques. In sequential VM systems, locality is

more of a hope than a guarantee. In data-parallel VM systems, locality is often guaranteed.

Consider, for example, elementwise operations. An elementwise operation applies a function

to one or more source vectors, or operands, to compute a target vector, or result. All vectors

involved are of equal length, and the value of each element of the result depends only on

the corresponding elements in the operands. In an elementwise operation, a reference to any

element of a given vector implies references to all elements of the vector.

What do we mean by access patterns that can be choreographed using algorithmic tech-

niques? Consider a permuting operation. We are given a source vector, a target vector, and

a vector of target addresses that map elements of the source vector to positions in the target

vector. One way to perform a permutation is to sort by target addresses. In general, there is

plenty of algorithmic technique that can be brought to bear when sorting. Data-access patterns

for some sorting algorithms are predictable to some degree. In fact, some sorting algorithms

(such as Leighton’s Columnsort [Lei85]) are oblivious and access sections of the vector indepen-

dently of the values being sorted. For some permutations, sorting is not necessary. There are

algorithms to perform them that are more efficient than sorting, and their data-access patterns

are even more predictable. We shall see examples of such permutations in Chapters 2 and 3.

1.3 The machine model

In this section, we present the model of a parallel machine with an attached parallel disk system

that we use throughout this thesis. It extends the parallel-disk-system model proposed by Vitter

and Shriver [VS90a, VS90b] to include processors and a mapping from disk locations to local

processor memories.

Figure 1.1 shows the model. There are P processors P0,P1, . . . ,PP−1, and they can hold a

total of M records in RAM. Each processor has its own local RAM and can hold up to M/P

records. In this thesis, records are usually of a fixed size, say 4 or 8 bytes. Only occasionally

will we concern ourselves with the exact nature of a record.
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Figure 1.1: The VM data-parallel machine model. The P processors P0,P1, . . . ,PP−1 can hold a total
of M records in RAM, and an array of D disks D0,D1, . . . ,DD−1 is connected to the processors. Records
are transferred between disk Di and the local RAM of processors PiP/D , PiP/D+1, . . . , P(i+1)P/D−1, with
disk I/O occurring in blocks of B records per disk.

An array of D disks D0,D1, . . . ,DD−1 is connected to the processors. We assume that D ≤
P , so that each disk corresponds to one or more processors.2 In particular, for i = 0, 1, . . . , D−1,

we can transfer records between disk Di and the local RAM of the P/D processors PiP/D,

PiP/D+1, . . . , P(i+1)P/D−1.

Disk I/O occurs in blocks ofB records. That is, when diskDi is read or written, B records are

transferred to or from the disk. Each block of B records is partitioned into sections of BD/P

records, and each section is transferred to or from the RAM of one of the P/D processors

connected to disk Di. All blocks start on multiples of B records on each disk.

Parallel I/O operations

We will be interested primarily in counting the number of parallel I/O operations. In a parallel

read operation, we read a block from any subset of the D disks into the processors’ local RAMs.

In a parallel write operation, we write blocks from the local RAMs to any subset of the disks.

Each parallel I/O operation used in this thesis will use all D disks.

2If D > P , we gang together groups of D/P disks to act in concert as one disk of D/P times the size.



16 Chapter 1. Virtual Memory for Data-Parallel Computing

Parallel I/O operations can be either independent or striped. In a striped I/O operation,

all blocks read or written must reside at the same location on each disk. We call such a set of

blocks a track.3 In an independent I/O operation, disk blocks read or written may reside at any

location as long as only one block per disk is accessed. Striped I/O has the constraining effect

of transforming the block size B and number of disks D to the values B ′ = BD and D′ = 1.

Some of the algorithms and data-access methods in this thesis will use striped I/O and others

will use independent I/O. Note that up to BD records may be transferred in one parallel I/O

operation, whether independent or striped.

Let us look briefly at how striped and independent I/O operations influence the maintaining

of checksums for data reliability. With striped I/O, we can maintain a separate checksum disk.

Checksum maintenance is then fast because all the data needed to compute a checksum is

present in the write buffer; no additional disk read is required. If we try to maintain checksum

information at all times with independent I/O, however, we generally need an extra disk read

for each write [PGK88]. With independent I/O, therefore, it may be faster overall to recompute

checksums only at occasional checkpoint times over the course of a computation.

There are two minor restrictions placed on the parameters P , B, M , and D. First, for ease

of exposition and analysis, we shall assume throughout this thesis that each is an integer power

of 2. Second, in order for the RAM to accommodate the records transferred in a parallel I/O

operation to all D disks, we require that BD ≤M .

Data organization

Data on a parallel I/O system is organized into vectors. A vector is an array of records.

Although a given application may view a vector as multidimensional array, the VM system

views each vector as one-dimensional. We often call an individual record within a vector an

element, and we shall usually use N to denote the number of records, or length, or the vector.

We shall often index the elements of vector X as X0, X1, . . . , XN−1. We require that for each

vector X, element X0 maps to the RAM of processor P0.

3We use the term “track” to maintain consistency with the Vitter-Shriver terminology; the term “stripe” is
sometimes used elsewhere.
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Data-parallel instructions operate on one or more vectors at a time. We will generally focus

on vectors that occupy several tracks. Vectors are laid out a track at a time. Indexing the

tracks from zero,4 the first BD elements are in track 0, the next BD are in track 1, and so on.

In general, element Xk is in track number bk/BDc. In some chapters, we will pay attention to

how vectors are laid out within tracks, but in other chapters it will not matter.

1.4 Previous results and related work

In this section, we summarize previous results for the I/O complexity of problems and other

related work.

Early work with no parallelism

Early work on external problems generally assumed just one disk with one read/write head.

External sorting has been studied more with tapes than with disks as the external storage

device. With either tapes or disks, external sorting is generally performed as a variation on

merge sort [CLR90, Section 1.3]. The hard part is determining the best sequence of merges;

Knuth [Knu73, Section 5.4.9] contains a study for disks.

The Fast Fourier Transform, or FFT, was studied as early as 1967 for cases in which the

data did not fit in fast memory and had to be stored on a single disk. Using eight disk files,

Singleton [Sin67] showed how to compute the FFT of an N -element vector in lgN I/O passes

over the data. Brenner [Bre69] presented two external FFT methods. One, to be used when the

data is slightly larger than RAM, makes Θ(N/M) I/O passes. The other, for when N 2 � M ,

makes Θ(lgM) I/O passes. Fraser [Fra76] showed a bound of Θ
(

lg(N/B)
lg(M/B)

)
passes, matching the

number of passes in the later bounds of Aggarwal and Vitter and of Vitter and Shriver. Kim et

al. [KNPF87] explored the use of disk interleaving to speed up data transfers and reduce I/O

times.

4Just about all indexing in this thesis is from zero.
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Floyd [Flo72] showed that general permutations on external storage require Ω((N lgB)/M)

I/Os. Fraser [Fra76] also studied some special cases of external permutations, in particular

bit-reversal permutations and matrix transpose.

McKellar and Coffman [MC69] studied how to organize matrices on disk in order to minimize

the number of disk accesses for matrix addition, multiplication, and inversion.

Parallel I/O models

Aggarwal and Vitter [AV88] introduced a model that seems to be more powerful than the

Vitter-Shriver model. The Aggarwal-Vitter model has just one disk but with D independent

read/write heads. Each head can read or write a B-record block in one parallel I/O. Unlike the

Vitter-Shriver model, which requires each of the D blocks accessed simultaneously to reside on

different disks, this D-headed model requires no separation of the blocks. They can be any D at

all. Curiously, no known problem separates these two models. Obviously, the D-headed model

can simulate the D-disk model directly. Conversely, there is no problem known that requires

asymptotically fewer I/O operations on the D-headed model than on the D-disk model. It

remains an open question whether these two models are equivalent.

Aggarwal and Vitter proved asymptotically tight bounds on the number of parallel I/Os for

several problems on their D-headed model, where each parallel I/O operation reads or writes

with multiple heads. Vitter and Shriver subsequently proved the same asymptotic bounds on

parallel I/Os for the same problems on the D-disk model. In the following list of problems,

each bound has a Θ(N/BD) factor. Since each parallel I/O accesses at most BD records, it

takes N/BD parallel I/Os to access each record once. The Θ(N/BD) factor is thus the parallel

I/O analogue of linear time in sequential computing.

• Sorting and FFT (pebbling an FFT network):

Θ

(
N

BD

lg(N/B)

lg(M/B)

)

parallel I/Os.
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• Performing a general permutation:

Θ

(
min

(
N

D
,
N

BD

lg(N/B)

lg(M/B)

))

parallel I/Os. The first term comes into play when the block size is small, and the second

term comes from the sorting bound.

• Transpose of an R× S matrix:

Θ

(
N

BD

(
1 +

lg min(R,S,B,N/B)

lg(M/B)

))

parallel I/Os.

• Pebbling permutation networks:5

Ω

(
N

BD

lg(N/B)

lg(M/B)

)

parallel I/Os are required for any permutation network, and

O

(
N

BD

lg(N/B)

lg(M/B)

)

parallel I/Os are achieved by a permutation network formed by concatenating three FFT

networks together.

• The standard matrix-multiplication algorithm on two
√
N ×

√
N matrices:

Θ

(
N

BD

√
N

min(
√
N,
√
M)

)

parallel I/Os. (This result was shown only by Vitter and Shriver, for their D-disk model.)

A few comments about these theoretical results are in order.

5Here, we are not given a permutation network. Rather, we are interested in finding permutation networks
that can be pebbled using the fewest possible parallel I/Os.
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• The upper bounds come from algorithms that carefully choreograph their disk I/O and

use independent I/O. These characteristics are essential in order to make use of blocked

I/O.

• Sorting is important, because the upper bound for general permutations relies on it.

Practical sorting algorithms yield practical permuting algorithms as well.

• The Vitter-Shriver upper bound for sorting uses a randomized algorithm and holds with

high probability. Nodine and Vitter [NV90, NV91, NV92] subsequently developed deter-

ministic sorting algorithms for the D-disk model.

• Some permutations are harder than others. In particular, matrix transpose requires fewer

I/Os than do general permutations when either of the matrix dimensions R and S or the

block size B is smaller than the number of blocks N/B. This question of which classes

of permutations can be performed faster than general permutations led to the work in

Chapters 2 and 3 of this thesis.

Other work in parallel I/O

The above results for the D-headed and D-disk models are of a theoretical bent, although

some of the algorithms are practical. There is also a body of more systems-oriented work on

parallel disk systems, most notably the RAID (Redundant Arrays of Inexpensive Disks) project

at Berkeley [CGK+88, CP90, GHK+89, Gib92, LK91, PGK88].

A RAID is given a sequence of I/O operations to perform; it does not determine them, unlike

the algorithms above. RAIDs perform disk I/O quickly and with reliability as an important

criterion. That is, they can tolerate the catastrophic failure of a number of disks with no loss

of data integrity and a minimal impact on performance.
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1.5 The VM-DP system

As a testbed for some of the concepts in this thesis, Lars Bader and I developed the VM-DP

system. VM-DP is by no means a production-quality system, but it has been of great help in

understanding the costs of VM for data-parallel computing. Once we know where the costs

accrue, we know where to focus our efforts.

The current implementation of VM-DP is as the back end of the Nesl/Vcode/CVL sys-

tem developed by Guy Blelloch and his research group at Carnegie Mellon University. Source

programs are written in Nesl [Ble92], a strongly-typed, applicative, data-parallel language. In

Nesl, all data is organized into vectors; what most languages view as scalars are 1-element

vectors in Nesl. The Nesl compiler produces Vcode [BC90, BCK+92], a stack-based, inter-

mediate, data-parallel language. Vcode is interpreted, and the interpreter’s interface to the

underlying machine is CVL [BCSZ91], the C Vector Library. VM-DP is a complete implemen-

tation of CVL plus some slight modifications to the Vcode interpreter.

Currently, VM-DP is a simulator of a data-parallel machine with VM. The code comprises

about 7500 lines of C and runs under Unix on Sun Sparcstations. Operations on the parallel

disk system are simulated by operations on a very large Unix file.

Accessing vectors

The implementations of CVL functions that make up the VM-DP system access vectors in two

basic ways: through a demand paging system and by algorithms that choreograph their disk

I/O.

We use the demand paging system for vector operations that make sequential passes through

vectors. Such operations include elementwise operations, scans, and reduces. We examined

elementwise operations briefly in Section 1.2, and Chapter 4 will focus on scans. In addition,

one type of permuting operation, monotonic routes (see Section 3.3), goes through the demand

paging system.

Chapter 5 presents the VM-DP paging system in detail, but a few key characteristics of
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it are worth noting here. We were willing to have all vector accesses go through a software

mechanism to check whether the requested vector already resides in RAM and to read it in if

necessary. This approach is unlike conventional serial machines with VM, which typically have

hardware support. We were willing to go through software for three reasons. First, our code

is only a simulation and so we really had no choice. Second, implementing the entire system

in software permits rapid prototyping of paging policies. Third, accesses are of vectors, which

often contain many elements. An individual access, therefore, may very well be for many values,

not just one. The software overhead is then spread over the many elements accessed.

Although VM-DP is designed for amounts of data in excess of the RAM size, we want

performance to be good when all the data fits in RAM. In other words, computations that

do not really need VM should not pay a high price for its presence in the system. Although

we incur a performance penalty for accessing all vectors through software, the VM-DP paging

system is designed to avoid disk I/O whenever possible.

The CVL functions that perform permutations in VM-DP bypass the demand paging system

to choreograph the disk I/O on their own. As we shall see in Section 3.1, VM-DP performs

general permutations by sorting according to target addresses using an external radix sort

algorithm. Moreover, VM-DP can also detect and perform certain special permutations. It

is worthwhile to do so because, as Chapters 2 and 3 will show, we can perform some special

permutations that arise frequently much faster than we can perform general permutations. The

algorithms for these special permutations require complete control over the disk accesses. More

important, they require as much RAM as possible for their own use. We shall see in Chapters

2 and 3 that the number of disk accesses required by permutation algorithms decreases as the

RAM size M increases. These algorithms, therefore, disable the demand paging system and

clear out RAM so they can use all of it.
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1.6 Contributions of this thesis

This thesis studies issues that arise in developing VM systems for data-parallel computing. The

principal contributions of this thesis are the following:

• A system, VM-DP, for data-parallel computing with virtual memory.

• Theoretical results for classes of bit-defined permutations on parallel disk systems. Chap-

ter 2 presents efficient, practical algorithms for performing bit-permute/complement

(BPC) and bit-matrix-multiply/complement (BMMC) permutations. These permutation

classes are generalizations of the matrix-transpose permutation, and they also include

such common permutations as bit-reversal, hypercube, vector-reversal, Gray code, and

inverse Gray code. Chapter 2 defines additional classes of permutations that can be per-

formed in only one pass over records. A lower-bound argument in Chapter 2 proves that

the BPC algorithm is asymptotically optimal and that the BMMC algorithm is optimal

in some cases.

• Practical methods for performing permutations. Chapter 3 presents how VM-DP performs

general permutations and lists several special permutations that can be performed faster:

monotonic routes, mesh and torus permutations, BPC and BMMC permutations, and

general matrix transpose. Moreover, each of these special permutations can be detected

efficiently at run time.

Nevertheless, Chapter 3 argues that the best way to handle special permutations is to

invoke them in the source code. Perhaps the best reason is that source-level specification

obviates the potentially high cost of generating target addresses.

• A study of how the layout of vectors on disk affects data-parallel operations. Chapter 4

presents a parameterized layout method. In this method, called banded layout, we divide

a vector into bands of a number of consecutive vector elements laid out in column-major
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order. Chapter 4 shows how the band size affects the performance of data-parallel oper-

ations.

• A comparison of alternative demand paging strategies in VM-DP. Chapter 5 contains

an empirical study of three demand-paging strategies that were implemented as part of

VM-DP and concludes that straight LRU paging, the simplest of the three schemes, is

best overall.

It is important to understand what this thesis is not. It is not the last word in VM for

data-parallel computing. It leaves many open questions. Moreover, this thesis does not address

issues in languages and compilers, which may ultimately decide the success or failure of virtual

memory for data-parallel computing. Chapter 6 discusses the future of VM for data-parallel

computing.



Chapter 2

Performing Bit-Defined Permutations on Parallel Disk
Systems

Data-parallel computations must often permute the elements of a vector. This type of operation

is expensive enough when the vector fits in RAM, but the cost increases even more when the

vector must reside on disk. This chapter presents efficient, practical algorithms to perform

many common classes of permutations on vectors larger than the RAM size.

This work was motivated by the observation that there is a gap in the Vitter-Shriver re-

sults for permuting (see [VS90a, VS90b] or Section 1.4). Vitter and Shriver showed that al-

though general permutations on N elements require Θ
(
min

(
N
D ,

N
BD

lg(N/B)
lg(M/B)

))
parallel I/Os,

a specific class of permutations, transposing an R × S matrix, can be performed using only

Θ
(

N
BD

(
1 + lg min(R,S,B,N/B)

lg(M/B)

))
parallel I/Os. This gap raised the question of which related

permutation classes can also be performed faster than general permutations.

This chapter presents an asymptotically optimal algorithm for the class of bit-permute/

complement (BPC) permutations. In a BPC permutation, each target address is formed by

permuting the bits of its corresponding source address according to a fixed bit permutation

and then complementing a fixed subset of the resulting bits. The BPC algorithm uses at

most 2N
BD

(
2
⌈

ρ(A)
lg(M/B)

⌉
+ 1

)
parallel I/Os, where ρ(A), which we refer to as the “cross-rank”

of the permutation, is a measure of the bit movement of the bit permutation. The class of

BPC permutations includes matrix transpose as a subclass, and it includes other common

permutations, such as bit-reversal, hypercube, and vector-reversal. The algorithm herein is not

only asymptotically optimal, but its small constant factors render it very practical.

Just as BPC permutations generalize matrix transpose, the class of bit-matrix-multiply/

Most of the material in this chapter appears in [Cor92].

25
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complement (BMMC) permutations generalizes BPC permutations. In a BMMC permutation,

each target address is formed by multiplying its corresponding source address, treated as a vec-

tor, by a nonsingular “characteristic” matrix over GF (2) and then complementing a fixed subset

of the resulting bits. This chapter presents an algorithm that performs BMMC permutations

using at most

2N

BD

(
2

⌈
lgM − rank(A0.. lg M−1,0.. lg M−1)

lg(M/B)

⌉
+H(N,M,B)

)

parallel I/Os, where

H(N,M,B) =





4

⌈
lgB

lg(M/B)

⌉
+ 9 if M ≤

√
N ,

4

⌈
lg(N/B)

lg(M/B)

⌉
+ 1 if

√
N < M <

√
NB ,

5 if
√
NB ≤M ,

and where A0.. lg M−1,0.. lg M−1 is the leading (lgM) × (lgM) submatrix of the characteristic

matrix A. BMMC permutations include all BPC permutations and classes such as Gray code

and inverse Gray code permutations. As we shall see, the BMMC algorithm is asymptotically

optimal in some cases but not in others.

Not only are the algorithms for BPC and BMMC permutations efficient, but they are also

deterministic, easily programmed, and can be performed “on-line” in the sense that they take

little time and space. The data structures are vectors of length lgN or lgN × lgN matrices,

and serial algorithms for the harder computations take time polynomial in lgN .

This chapter focuses on minimizing the number of parallel I/O operations rather than on

processing time. We will not examine the in-RAM permutations performed by the algorithms,

primarily because permutation algorithms for parallel machines are highly dependent on aspects

of the machine architecture beyond the scope of this thesis. Examples of the types of in-RAM

permutation algorithms one might use appear in [EHJ92, JH91, NS81, NS82].

To perform BPC and BMMC permutations, we define some restricted classes of permuta-

tions that we can perform in one pass each. We perform a BPC permutation by factoring it into
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the composition of these restricted permutations. We do the same for BMMC permutations,

but with BPC permutations among the factors.

This chapter includes the BPC and BMMC algorithms and much more. Section 2.1 formally

defines the classes of bit-defined permutations that we work with in this chapter. It presents

examples of these classes and discusses some of their general properties. Section 2.2 contains

the BPC algorithm, proves it correct, and analyzes its I/O requirements. Section 2.3 describes

a technique that Sections 2.4 and 2.5 use to perform the restricted classes of permutations

in one pass each. Using results from the previous sections, we see how to perform BMMC

permutations quickly in Section 2.6. Section 2.7 presents an off-line algorithm for arbitrary

block permutations. In Section 2.8, we prove that our BPC algorithm is asymptotically optimal

and prove a lower bound for BMMC permutations. The algorithms in this chapter assume a

particular style of data layout on the parallel disk system. Section 2.9 shows that when other

data-layout organizations are used, the BPC and BMMC algorithms in this chapter need not

be changed; we need only adjust the input permutations slightly. Finally, Section 2.10 contains

some concluding remarks about performing bit-defined permutations.

2.1 Classes of permutations

This section defines the classes of permutations that appear in the remainder of this chapter.1

We start by defining some notation and the style of data layout assumed by the permutation

algorithms.

Notation and data layout

For convenience, this chapter uses the following notation extensively:

b = lgB ,

d = lgD ,

1We’ll also see BPC and BMMC permutations in Chapter 3.



28 Chapter 2. Performing Bit-Defined Permutations on Parallel Disk Systems

D0

0 1

D1

2 3

D2

4 5

D3

6 7
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8 9
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10 11

D6

12 13

D7

14 15track 0
16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31track 1
32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47track 2
48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63track 3

Figure 2.1: The layout of N = 64 records in a parallel disk system with B = 2 and D = 8. Each box is
one block. The number of tracks needed is N/BD = 4. Numbers indicate record indices.

m = lgM ,

t = lg(N/BD) ,

n = lgN .

Because B, D, and M are assumed to be exact powers of 2 thoughout this thesis, b, d, and m

are nonnegative integers. As usual, N is the number of elements of the vector that we wish to

permute. In this chapter, we assume that N is an exact power of 2, and so n is a nonnegative

integer. We also assume that N > M , for otherwise we can perform any permutation easily by

reading the entire vector into RAM, permuting it, and writing it back out to the parallel disk

system. Note that n = b+ d+ t and that, since BD ≤M < N , we have b+ d ≤ m < n.

This chapter follows the Vitter-Shriver scheme for vector layout on the parallel disk system,

as shown in Figure 2.1. Record indices vary most rapidly within a block, then among disks, and

finally among tracks. Thus, we can parse the address of a record as shown in Figure 2.2: the

least significant b bits give the offset of the record within its block, the next most significant d

bits give the number of the disk that the record resides on, and the most significant t bits give

the number of the track containing the record. We indicate the address of a record as an n-bit

vector x with the least significant bit first: x = (x0, x1, . . . , xn−1). The offset is given by the b

bits x0, x1, . . . , xb−1, the disk number by the d bits xb, xb+1, . . . , xb+d−1, and the track number

by the t bits xb+d, xb+d+1, . . . , xn−1. Figure 2.2 also shows the relationship of m to b, d, and t,

and the bit positions xb, xb+1, . . . , xm−1, which will be important later on.

A permutation of records is a one-to-one mapping of input addresses from the set {0, 1,
. . . , N − 1} onto itself. We specify a permutation by considering each record’s source address
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 x0

 x1

 x2

 x3

 x4

 x5

 x6

 x7

 x8

 x9

 x10

 x11

 x12

b

d

t

offset

disk

track

m – b

m

n

Figure 2.2: Parsing the address x = (x0, x1, . . . , xn−1) of a record. Here, n = 13, b = 3, d = 4, t = 6,
and m = 9. The least significant b bits contain the offset of a record within its block, the next d bits
contain the disk number, and the most significant t = n − (b + d) bits contain the track number. The
least significant m bits and bits xb, xb+1, . . . , xm−1 are also indicated.

x = (x0, x1, . . . , xn−1) and its corresponding target address y = (y0, y1, . . . , yn−1). Table 2.1

shows the classes of permutations we study in this chapter and summarizes the upper-bound

results herein.

BPC permutations

In the class of bit-permute/complement, or BPC, permutations2 we form each record’s target

address y from its source address x by applying a fixed permutation π to the address bits and

then complementing a fixed subset of bits of the result. The complementing is equivalent to

exclusive-oring by an n-bit complement vector c = (c0, c1, . . . , cn−1). A source address x maps

to a target address y by the equation

yπ(j) = xj ⊕ cπ(j) (2.1)

for j = 0, 1, . . . , n− 1, where ⊕ denotes the exclusive-or (XOR) operation.

2Johnsson and Ho [JH91] call BPC permutations dimension permutations, and Aggarwal, Chandra, and Snir
[ACS87] call BPC permutations without complementing rational permutations.
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Permutation Characteristic matrix Number of passes

BPC
(bit-permute/
complement)

permutation matrix A 2

⌈
ρ(A)

lg(M/B)

⌉
+ 1

BMMC
(bit-matrix-multiply/
complement)

nonsingular matrix A 2

⌈
lgM − r
lg(M/B)

⌉
+H(N,M,B)

Block BMMC

b n − b[
nonsingular 0

0 nonsingular

]
b

n − b

1

Block BPC

b n − b[
nonsingular 0

0 permutation

]
b

n − b

1

MRC
(memory-
rearrangement/
complement)

m n − m[
nonsingular arbitrary

0 nonsingular

]
m

n − m

1

Arbitrary block 1 (off-line scheduling)

Table 2.1: Classes of permutations, their characteristic matrices, and upper bounds shown in this chap-
ter on the number of passes needed to perform them. A pass uses exactly 2N/BD parallel I/Os. All
characteristic matrices are n × n. For block BMMC, block BPC, and MRC permutations, submatrix
dimensions are shown on matrix borders. For BPC permutations, the function ρ(A) is defined in equa-
tion (2.6). For BMMC permutations, the term r is equal to rank(A0.. lg M−1,0.. lg M−1), and the function
H(N,M,B) is given by equation (2.18). Each of these classes, with the exception of arbitrary block
permutations, can be performed on-line.

Many familiar permutations fit into the class of BPC permutations. For example, matrix

transposition is a type of BPC permutation. Suppose that the N records are the entries of an

R × S matrix stored in row-major order. The n-bit address of each record is comprised of a

(lgR)-bit row number followed by a (lg S)-bit column number. To transpose this matrix, we

map the (i, j) entry to the (j, i) position. We can do so by performing the permutation in which

the upper lgR bits and the lower lg S bits of the source address are swapped to form the target

address. Here, the fixed permutation of address bits is a cyclic rotation by either lgR positions

in one direction or lg S positions in the other, and no bits are complemented. (Cyclic rotation
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by one bit position is equivalent to the perfect shuffle and inverse perfect shuffle permutations.)

In the context of equation (2.1), we have

π(j) = (j + lgR) mod n = (j − lg S) mod n (2.2)

and cj = 0 for j = 0, 1, . . . , n− 1.

Bit-reversal permutations, which are often used in performing FFTs, are another example

of BPC permutations. Here, we reverse the bits of each record’s source address to form its

target address. Thus, if a record’s n-bit source address is (x0, x1, . . . , xn−1), its target address

is (xn−1, xn−2, . . . , x0). In the context of equation (2.1), we have π(j) = (n− 1)− j and cj = 0

for j = 0, 1, . . . , n− 1.

Vector-reversal permutations are yet another type of BPC permutation. In a vector-reversal

permutation, the record with source address i has target address (N−1)−i for i = 0, 1, . . . , N−1.

This permutation of records is accomplished by complementing each address bit. Here, π(j) = j

and cj = 1 for j = 0, 1, . . . , n − 1. Complementing just one address bit yields a hypercube

permutation, which corresponds to swapping records across one dimension of a hypercube.

We can also formulate a BPC permutation as a matrix-vector product followed by an XOR

operation. We define an n×n permutation matrix3 A = (aij), which is related to the address-bit

permutation π of equation (2.1) by the relationship

aij =





1 if i = π(j) ,

0 otherwise
(2.3)

for i, j = 0, 1, . . . , n − 1. We treat a source address x as an n-vector (equivalent to an n × 1

matrix, as in Figure 2.2). Using the same complement vector c as in equation (2.1), the same

3A permutation matrix has exactly one 1 in each row and exactly one 1 in each column.
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target address y from equation (2.1) is given by y = Ax⊕ c, or




y0
y1
y2
...

yn−1




=




a00 a01 a02 · · · a0,n−1

a10 a11 a12 · · · a1,n−1

a20 a21 a22 · · · a2,n−1
...

...
...

. . .
...

an−1,0 an−1,1 an−1,2 · · · an−1,n−1







x0

x1

x2
...

xn−1



⊕




c0
c1
c2
...

cn−1



. (2.4)

We shall characterize BPC permutations by either a matrix or an address-bit permutation

according to which is more convenient at the time.

BMMC permutations

The class of bit-matrix-multiply/complement, or BMMC, permutations4 is a generalization of the

class of BPC permutations. If the entries the matrix A in equation (2.4) are drawn from {0, 1}
and A is nonsingular (i.e., invertible) over GF (2),5 then equation (2.4) defines a permutation.

(We shall prove this property later in this section.) Each target-address bit yi is given by

yi =


 ⊕

0≤j≤n−1

aijxj


⊕ ci ,

where the product aijxj is simply the logical-and of the two bits. We call the matrix A the

characteristic matrix of the BMMC permutation.

BMMC permutations include all BPC permutations, since any permutation matrix is non-

singular. The class of BMMC permutations also includes permutations such as the Gray code

and inverse Gray code permutations. If y = Gray(x), then

yi =




xi ⊕ xi+1 if 0 ≤ i < n− 1 ,

xi if i = n− 1 .

4Edelman, Heller, and Johnsson [EHJ92] call BMMC permutations affine transformations or, if there is no
complementing, linear transformations.

5Matrix multiplication over GF (2) is like standard matrix multiplication over the reals but with all arithmetic
performed modulo 2. Equivalently, multiplication is replaced by logical-and, and addition is replaced by XOR.
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For example, if N = 26, the corresponding BMMC permutation is given by




y0
y1
y2
y3
y4
y5




=




1 1 0 0 0 0
0 1 1 0 0 0
0 0 1 1 0 0
0 0 0 1 1 0
0 0 0 0 1 1
0 0 0 0 0 1







x0

x1

x2

x3

x4

x5




⊕




0
0
0
0
0
0




.

If y = Gray−1(x), then

yi =
⊕

i≤j≤n−1

xj ,

and as a BMMC permutation for N = 26, we have




y0
y1
y2
y3
y4
y5




=




1 1 1 1 1 1
0 1 1 1 1 1
0 0 1 1 1 1
0 0 0 1 1 1
0 0 0 0 1 1
0 0 0 0 0 1







x0

x1

x2

x3

x4

x5




⊕




0
0
0
0
0
0




.

BMMC permutations are also useful for reducing data-access conflicts in parallel systems.

When data accesses are not to consecutive records, but rather occur with a stride s that is

not relatively prime to the number of storage devices, many parallel references will access the

same device. As a result, one device is a “hot spot”—overloaded with I/O requests—while

the rest are idle. This situation can occur, for example, when accessing entire columns of

matrices stored in row-major order. Norton and Melton [NM87] show how by rearranging the

records according to BMMC permutations, the conflicts can be dramatically reduced. When

the devices in question form a parallel disk system, rather than endure the data-access conflicts

induced by the stride-s accesses, it can be faster to first permute the records according to some

BMMC permutation with matrix A, then perform the stride-s accesses, and finally restore the

original record ordering by performing the BMMC permutation with matrix A−1. We refer the

interested reader to [NM87] for details on computing the matrix A.

The next three permutation classes to be defined are useful as subroutines in performing
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BMMC and BPC permutations. Each is a restricted BMMC permutation and is described by

a characteristic matrix and a complement vector.

Block BMMC permutations

Block BMMC permutations are BMMC permutations with the restrictions shown in Table 2.1.

We require that both the leading b× b submatrix and the trailing (n− b)× (n− b) submatrix be

nonsingular and that the rest of the characteristic matrix be 0.6 A block BMMC permutation

can be thought of as a BMMC permutation in which the records are entire blocks; the trailing

(n− b) × (n− b) submatrix gives this BMMC permutation. Moreover, information within the

records can be reordered according to the leading b× b submatrix.

Block BPC permutations

Block BPC permutations are block BMMC permutations with the additional restriction shown

in Table 2.1: the trailing (n−b)×(n−b) submatrix must be a permutation matrix. A block BPC

permutation can be thought of as a BPC permutation in which the records are entire blocks

and information within the records can be reordered according to the leading b× b submatrix.

Any hypercube or vector-reversal permutation is trivially a block BPC permutation, since its

characteristic matrix is an identity matrix.

MRC permutations

Table 2.1 shows the form of a memory-rearrangement/complement, or MRC, characteristic

matrix. Both the leading m×m and trailing (n−m)× (n−m) submatrices are nonsingular,

the upper right m × (n −m) submatrix can contain any 0-1 values at all, and the lower left

(n−m)×m submatrix is all 0. As we shall see more formally in Section 2.4, an MRC permutation

can be performed by reading in a memoryload (i.e., M records) of M/BD tracks, permuting

the records read within memory, and writing them out to M/BD tracks. Gray code and inverse

Gray code permutations are MRC permutations.

6A leading R×S submatrix of a matrix A consists of the intersection of the first R rows and S columns of A,
and a trailing R × S submatrix consists of the intersection of the last R rows and S columns.
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Note that BMMC and BPC permutations are independent of the machine parameters B

and M , unlike block BMMC, block BPC, and MRC permutations. Given an n × n matrix,

one can easily check whether it characterizes a BMMC or BPC permutation, but unless we

know the block size B, we cannot check whether it characterizes a block BMMC or block BPC

permutation. Similarly, we need to know the RAM size M to determine whether a matrix

characterizes an MRC permutation.

Arbitrary block permutations

There is one more class of permutation that we shall study in this chapter, although we won’t use

it to perform other classes of permutations. In an arbitrary block permutation, all records within

a source block remain together in a target block, and the blocks may be permuted arbitrarily.

That is, the permutation on block addresses may be any mapping from {0, 1, . . . , N/B − 1}
onto itself. This class includes block BMMC and block BPC permutations. Section 2.7 will

show how to perform arbitrary block permutations off-line.

Further notational conventions

The remainder of this chapter will rely on a few more notational conventions. Matrix row and

column numbers are indexed from 0 starting from the upper left. We index rows and columns

by sets to indicate submatrices, using “. .” notation to indicate sets of contiguous numbers. For

example, if U = {0, 1, 2} and V = {1, 3}, then

AU,V = A0..2,V =



a01 a03

a11 a13

a21 a23


 .

When a submatrix index is a singleton set, we shall often omit the enclosing braces: Ai,j =

A{i},{j}. We denote an identity matrix by I and a matrix whose entries are all 0s by 0; the

dimensions of such matrices will be clear from their contexts. We will frequently switch between

bit vectors and their interpretations as base-2 integers; we interpret the vector x = (x0, x1,

. . . , xn−1) as the integer
∑n−1

i=0 xi2
i. Vectors are treated as 1-column matrices in context.
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Properties of the permutations

The reader might not find it obvious that if A is nonsingular, then matrix multiplication by A

over GF (2) yields a permutation of the source addresses. The following lemma and its corollary

prove this property. For a p× q matrix A with 0-1 entries, we define

R(A) = {y : y = Ax for some x ∈ {0, 1, . . . , 2q − 1}} ,

that is, R(A) is the set of values that can be produced by multiplying 0, 1, . . . , 2q − 1 by A

over GF (2). The rank of a matrix A, denoted rank(A), is the cardinality of the largest set of

linearly independent rows or columns of A.

Lemma 2.1 Let A be a p×q matrix whose entries are drawn from {0, 1}, and let r = rank(A).

Then |R(A)| = 2r.

Proof: Let S index a maximal set of linearly independent columns of A, so that S ⊆ {0,
1, . . . , q − 1}, |S| = r, the columns of the submatrix A0..p−1,S are linearly independent, and

for any column number j 6∈ S, the column A0..p−1,j is linearly dependent on the columns of

A0..p−1,S . By the definition of linear dependence, we have that R(A) = R(A0..p−1,S). But

|R(A0..p−1,S)| = 2|S| = 2r, since each column index in S may or may not be included in a sum

of the columns. Thus, |R(A)| = 2r.

Corollary 2.2 Let A be a q × q matrix whose entries are drawn from {0, 1}. Then A is non-

singular over GF (2) if and only if R(A) is a permutation of {0, 1, . . . , 2q − 1}.

Proof: If A is nonsingular, then it has rank q. Thus, |R(A)| = 2q, and each element of {0, 1,
. . . , 2q − 1} is represented in R(A), making it a permutation of {0, 1, . . . , 2q − 1}.

Conversely, if A is singular, then its rank is strictly less than q, which implies that |R(A)| <
2q. Thus, there is some number in {0, 1, . . . , 2q − 1} that is not in R(A), so R(A) is not a

permutation of {0, 1, . . . , 2q − 1}.
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To show that equation (2.4) defines a permutation when the characteristic matrix is non-

singular, we also need to show that complementing by a fixed q-vector defines a permutation.7

Theorem 2.3 Let c be a q-vector, and let x, z ∈ {0, 1, . . . , q − 1}. Then x = z if and only if

x⊕ c = z ⊕ c.

Proof: That x = z implies x ⊕ c = z ⊕ c is obvious. Now suppose that x 6= z. Let x and z

differ in position i, for some i ∈ {0, 1, . . . , q− 1}. Then xi⊕ ci 6= zi⊕ ci, and so x⊕ c 6= z⊕ c.

Next, we show that block BMMC, block BPC, and MRC permutations are indeed permu-

tations. To do so, we need only show that their characteristic matrices are nonsingular over

GF (2).

Theorem 2.4 The characteristic matrices for block BMMC, block BPC, and MRC permuta-

tions are nonsingular.

Proof: Let A =

[
α 0

0 δ

]
characterize a block BMMC permutation, where α, which is b × b,

and δ, which is (n−b)×(n−b), are both nonsingular submatrices. Then, A−1 =

[
α−1 0

0 δ−1

]
,

and so A is nonsingular.

The proof for block BPC permutations is similar, except that δ is a permutation matrix.

Now let A =

[
α β

0 δ

]
characterize an MRC permutation, where α ism×m and nonsingular,

β is any 0-1 submatrix that is m× (n−m), and δ is (n−m)× (n−m) and nonsingular. Then,

A−1 =

[
α−1 α−1 β δ−1

0 δ−1

]
, and so A is nonsingular.

Cross-ranks

We will characterize the I/O complexity of BPC permutations by their cross-ranks, which we

can define on the characteristic matrix or the equivalent address-bit permutation. Intuitively,

for any bit position k, the k-cross-rank , denoted ρk, is the number of bits that cross a dividing

7Theorem 2.3 is essentially a special case of a cancellation lemma for groups such as Lemma 2.3.2 in [Her75,
p. 34].
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line between bit positions k − 1 and k one way. More formally, for a bit permutation π or the

equivalent characteristic matrix A, and for k = 0, 1, . . . , n− 1, we define

ρk(π) = |{j : 0 ≤ j ≤ k − 1 and k ≤ π(j) ≤ n− 1}|

= |{j : k ≤ j ≤ n− 1 and 0 ≤ π(j) ≤ k − 1}| ,

ρk(A) = rank(A0..k−1,k..n−1)

= rank(Ak..n−1,0..k−1) , (2.5)

and we define the cross-rank ρ by

ρ(π) = max(ρm(π), ρb(π)) ,

ρ(A) = max(ρm(A), ρb(A)) . (2.6)

The cross-rank, therefore, is the maximum of the m- and b-cross-ranks and is thus dependent

on the RAM size and the block size. Note that ρk(π) = ρk(A) for all k, and thus ρ(π) = ρ(A),

when π and A are related by equation (2.3).

2.2 BPC permutations

In this section, we examine how to perform BPC permutations, which, as we have seen, include

many commonly used permutations. We are given an n × n characteristic matrix A that is a

permutation matrix and a complement vector c of length n. Our algorithm performs at most

2N
BD

(
2
⌈

ρ(A)
lg(M/B)

⌉
+ 1

)
parallel I/Os.

It is more convenient to think in terms of address-bit permutations than in terms of permu-

tation matrices. Given a characteristic matrix A for a BPC permutation, we shall work with

the equivalent address-bit permutation π that satisfies equation (2.3). For now, we ignore the

complement part of the BPC permutation.

We shall perform BPC permutations by alternately performing MRC and block BPC per-
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mutations. As we shall see in Sections 2.4 and 2.5, we can perform any MRC or any block

BPC permutation using exactly 2N/BD parallel I/Os. The characteristic matrices of these

permutations have particular forms. For the MRC permutations, the leading m×m submatrix

and the trailing (n −m) × (n −m) submatrix are permutation matrices. For the block BPC

permutations, the leading b × b submatrix and the trailing (n − b) × (n − b) submatrix are

permutation matrices.

The idea in performing BPC permutations is to sort the bits according to the permutation π.

We maintain a running “remaining permutation” πrem and a running “permutation performed so

far” πperf , updating them each time we perform an MRC or block BPC permutation. Initially,

πperf is the identity permutation and πrem = π; the algorithm terminates when πrem is the

identity permutation, at which time πperf = π.

We sort the πrem permutation by alternately performing MRC and block BPC permuta-

tions. Intuitively, each MRC permutation sorts the first m items of πrem, and each block BPC

permutation sorts the last n− b items. There is an (m− b)-sized area of overlap through which

address bits can pass between the first b and last n−m positions.

The pseudocode for the BPC algorithm uses the following conventions. The symbol ◦
indicates function composition—(f ◦ g)(j) = f(g(j))—which is associative. The input to the

procedure Perform-BPC is the permutation π to be performed, and the procedure’s side

effect is to perform π. Parameters are passed by reference, so that changes to the parameters

πperf and πrem in the subroutines Perform-MRC and Perform-Block-BPC are seen by

Perform-BPC. Inspection of the code reveals that the permutation πperf is not really needed;

we include it to facilitate the proof of correctness below. Section 2.4 shows how to perform line 5

of Perform-MRC, and Section 2.5 shows how to perform line 5 of Perform-Block-BPC.
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Perform-BPC(π)

1 πperf ← identity permutation

2 πrem ← π

3 Perform-MRC(πperf , πrem)

4 while πrem is not the identity permutation

5 do Perform-Block-BPC(πperf , πrem)

6 Perform-MRC(πperf , πrem)

Perform-MRC(πperf , πrem)

1 for j ← 0 to m− 1

2 do πMRC(j)← i, where πrem(j) is the ith smallest member (starting from i = 0)

of {πrem(0), πrem(1), . . . , πrem(m− 1)}
3 for j ← m to n− 1

4 do πMRC(j)← m+ i, where πrem(j) is the ith smallest member (starting from

i = 0) of {πrem(m), πrem(m+ 1), . . . , πrem(n− 1)}
5 perform the permutation πMRC

6 πperf ← πMRC ◦ πperf

7 πrem ← πrem ◦ π−1
MRC

Perform-Block-BPC(πperf , πrem)

1 for j ← 0 to b− 1

2 do πBlockBPC(j)← i, where πrem(j) is the ith smallest member (starting from

i = 0) of {πrem(0), πrem(1), . . . , πrem(b− 1)}
3 for j ← b to n− 1

4 do πBlockBPC(j)← b+ i, where πrem(j) is the ith smallest member (starting from

i = 0) of {πrem(b), πrem(b+ 1), . . . , πrem(n− 1)}
5 perform the permutation πBlockBPC

6 πperf ← πBlockBPC ◦ πperf

7 πrem ← πrem ◦ π−1
BlockBPC

At this point, an example is in order. Let b = 6, m = 9, and n = 16, and suppose that we
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have the following permutation π:

j 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

π(j) 10 7 14 8 2 13 11 15 9 3 12 0 5 4 1 6

(Vertical lines separate positions {0, 1, . . . , b−1}, {b, b+1, . . . , m−1}, and {m,m+1, . . . , n−1}.)
For the first call of Perform-MRC, we have

j 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

πperf(j) before 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

πrem(j) before 10 7 14 8 2 13 11 15 9 3 12 0 5 4 1 6

πMRC(j) 4 1 7 2 0 6 5 8 3 11 15 9 13 12 10 14

πperf(j) after 4 1 7 2 0 6 5 8 3 11 15 9 13 12 10 14

πrem(j) after 2 7 8 9 10 11 13 14 15 0 1 3 4 5 6 12

and we perform the MRC permutation πMRC. In the first iteration of the while loop, we call

Perform-Block-BPC and Perform-MRC, with the following effects:

j 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

πperf(j) before 4 1 7 2 0 6 5 8 3 11 15 9 13 12 10 14

πrem(j) before 2 7 8 9 10 11 13 14 15 0 1 3 4 5 6 12

πBlockBPC(j) 0 1 2 3 4 5 13 14 15 6 7 8 9 10 11 12

πperf(j) in between 4 1 14 2 0 13 5 15 3 8 12 6 10 9 7 11

πrem(j) in between 2 7 8 9 10 11 0 1 3 4 5 6 12 13 14 15

πMRC(j) 2 4 5 6 7 8 0 1 3 9 10 11 12 13 14 15

πperf(j) after 7 4 14 5 2 13 8 15 6 3 12 0 10 9 1 11

πrem(j) after 0 1 2 3 7 8 9 10 11 4 5 6 12 13 14 15
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and we perform the permutations πBlockBPC and πMRC. The second iteration yields

j 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

πperf(j) before 7 4 14 5 2 13 8 15 6 3 12 0 10 9 1 11

πrem(j) before 0 1 2 3 7 8 9 10 11 4 5 6 12 13 14 15

πBlockBPC(j) 0 1 2 3 4 5 9 10 11 6 7 8 12 13 14 15

πperf(j) in between 10 4 14 5 2 13 11 15 9 3 12 0 7 6 1 8

πrem(j) in between 0 1 2 3 7 8 4 5 6 9 10 11 12 13 14 15

πMRC(j) 0 1 2 3 7 8 4 5 6 9 10 11 12 13 14 15

πperf(j) after 10 7 14 8 2 13 11 15 9 3 12 0 5 4 1 6

πrem(j) after 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15

and we again perform πBlockBPC and πMRC. The algorithm then terminates, since the permu-

tation πrem is now the identity permutation.

Having presented the algorithm, we need to prove it correct, establish an upper bound on

the number of parallel I/Os, and show how to extend it to the case in which the complement

vector is nonzero.

Proof of correctness

Lemma 2.5 When Perform-BPC terminates, it has performed the permutation π.

Proof: We start by showing that between subroutine calls, Perform-BPC preserves the fol-

lowing invariant:

πrem ◦ πperf = π .

Initially, πperf is the identity permutation and πrem = π, so that πrem ◦ πperf = π. Now we

consider the effects of calling the subroutines. Let πperf and πrem be the permutations before a

subroutine call, and π̂perf and π̂rem be the permutations after the call. We have πrem ◦πperf = π

before the call. After calling Perform-MRC, we have

π̂rem ◦ π̂perf = (πrem ◦ π−1
MRC) ◦ (πMRC ◦ πperf)
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= πrem ◦ (π−1
MRC ◦ πMRC) ◦ πperf (associativity of ◦)

= πrem ◦ πperf

= π .

After calling Perform-Block-BPC, we have

π̂rem ◦ π̂perf = (πrem ◦ π−1
BlockBPC) ◦ (πBlockBPC ◦ πperf)

= πrem ◦ (π−1
BlockBPC ◦ πBlockBPC) ◦ πperf (associativity of ◦)

= πrem ◦ πperf

= π .

Having proven that the invariant holds, we conclude that when πrem is the identity per-

mutation, πperf = π. Since πperf is the permutation performed so far, we have performed the

desired bit permutation π.

Bounding the number of parallel I/Os

Lemma 2.6 Perform-BPC achieves the termination condition that πrem is the identity per-

mutation after at most dρ(π)/(m− b)e iterations of the while loop.

Proof: We start by observing that, as we noted above, Permute-BPC works by sorting the

πrem permutation. It calls Perform-MRC to sort the first m items and Perform-Block-

BPC to sort the last n − b items. There is an (m − b)-sized area of overlap. Thus, we can

view Permute-BPC as sorting the numbers {0, 1, . . . , n− 1} in an array of size n in which we

alternately sort the first m numbers and the last n− b numbers until the entire array is sorted.

Once a number in {0, 1, . . . , b − 1} is placed into one of the first b positions, it remains in the

first b positions, since there aren’t enough smaller numbers to push it out. Similarly, once a

number in {m,m + 1, . . . , n − 1} is placed into one of the last n −m positions, it remains in

the last n−m positions.

Let κm be the set of numbers that start in the first m positions but belong in the last n−m
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positions, so that ρm(π) = |κm|. Consider the combined effect of calling Perform-MRC

followed by calling Perform-Block-BPC. First, Perform-MRC moves the m − b largest

numbers in the first m positions into the overlap area, and then Perform-Block-BPC moves

the members of κm that are in the overlap area into the last n−m positions, where they will

remain. Each time we call Perform-MRC and Perform-Block-BPC, we move another

m − b members of κm into the last n −m positions. The numbers so moved are drawn from

the set κm as long as any remain in the first m positions. After d|κm| /(m− b)e pairs of calls,

therefore, all the numbers of κm have been moved into the last n−m positions.

A similar argument shows that if κb is the set of numbers that start in the last n−b positions

but belong in the first b positions (so that ρb(π) = |κb|), after d|κb| /(m− b)e pairs of calls of

Perform-Block-BPC and Perform-MRC, all the numbers in κb have been moved into the

first b positions.

Therefore, one call of Perform-MRC followed by the calls of Perform-Block-BPC and

Perform-MRC made during dmax(|κm| , |κb|)/(m− b)e iterations of the while loop moves

all the numbers in κm and κb into their correct ranges. The sorts performed in the last call

place all the numbers into their actual correct positions. Since ρ(π) = max(ρm(π), ρb(π)) =

max(|κm| , |κb|), we have proven the lemma.

Corollary 2.7 Perform-BPC performs at most 2N
BD

(
2
⌈

ρ(π)
lg(M/B)

⌉
+ 1

)
parallel I/Os.

Proof: Since m − b = lg(M/B), Perform-BPC makes at most 2
⌈

ρ(π)
lg(M/B)

⌉
+ 1 calls of

Perform-MRC and Perform-Block-BPC. Each call performs 2N/BD parallel I/Os.

Theorem 2.8 A BPC permutation with characteristic matrix A and complement vector c can

be performed using at most 2N
BD

(
2
⌈

ρ(A)
lg(M/B)

⌉
+ 1

)
parallel I/Os.

Proof: Letting π be the permutation for which A is the permutation matrix, Lemma 2.5 and

Corollary 2.7 prove the theorem for cases in which the complement vector c is all 0. To handle

cases in which c 6= 0, we simply modify Perform-BPC so that the last call of Perform-MRC

also complements according to c.
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2.3 Permutable sets of blocks

In this section, we describe the technique of decomposing a permutation into permutable sets

of blocks. We shall use this technique in later sections to perform MRC and block BMMC

permutations.

We assume that the records to be permuted initially reside in areas on their disks that we

call the source portion of the parallel disk system. Each disk holds N/D records. We also

assume that each disk has enough spare storage to hold another copy of the data it holds, that

is, that in addition to the N/D records initially on each disk, there is room for another N/D

records as well; we call this spare storage area the target portion. The track number in a record

address is relative to the beginning of the disk portion in which the record resides. A pass

consists of repeatedly reading source blocks from the source portion of each disk into RAM,

permuting the records of these blocks in RAM, and then writing the records out in target blocks

to the target portion of each disk. The roles of the source and target portions can then be

reversed for the next pass.

Each record, and thus each block, is read exactly once and written exactly once during a

pass. One pass, therefore, performs exactly 2N/BD parallel I/Os.

To perform a pass, we need to decompose the permutation into disjoint sets of blocks that

we can read in k blocks per disk at a time, permute their records within RAM, and then write

out k blocks per disk. For a permutation of source addresses to target addresses and a positive

integer k, we define a k-permutable set of blocks as a set of kD source blocks such that

1. each disk contains exactly k of these source blocks,

2. the kBD records in the source blocks are mapped to exactly kD full target blocks, and

3. each disk has exactly k of these target blocks mapped to it.

Any permutation that can be decomposed into disjoint k-permutable sets of blocks can be

performed in one pass as long as k ≤M/BD, so that each set fits in RAM.
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We call such a sequence of N/kBD reads and writes of k-permutable sets of blocks a

schedule. In Sections 2.4 and 2.5, we shall see how to devise schedules for MRC and block

BMMC permutations.

2.4 MRC permutations

In this section, we show how to perform any MRC permutation in just one pass, thus using

exactly 2N/BD parallel I/Os. We shall do so by decomposing the permutation into M/BD-

permutable sets of blocks to form a schedule.

The schedule is simply comprised of the following N/M sets:

{0, 1, . . . ,M − 1} ,

{M,M + 1, . . . , 2M − 1} ,
...

{N −M,N −M + 1, . . . , N − 1} .

(2.7)

Theorem 2.9 The sets (2.7) form a schedule for any MRC permutation. Therefore, any MRC

permutation can be performed in one pass.

Proof: The sets (2.7) obviously partition all N source addresses. Moreover, each set consists

of M/BD source tracks, and hence each set contains exactly M/BD source blocks per disk.

To show that the sets (2.7) form a schedule, we need to show that for each set, the M source

records map to exactly M/B target blocks and that each disk has exactly M/BD of these

target blocks mapped to it.

It suffices to show that any pair of source addresses in the same memoryload are mapped to

the same memoryload by any MRC permutation. That is, we wish to show that if x and z are

two distinct source addresses in the kth set of (2.7) and their corresponding target addresses

are y and w, then ym..n−1 = wm..n−1. (Since an MRC mapping is a permutation, it must also

follow that y0..m−1 6= w0..m−1.)



2.4. MRC permutations 47

Consider two distinct source addresses x and z in the kth set. That is, x = kM + i and

z = kM + j, where 0 ≤ k ≤ N/M − 1, 0 ≤ i, j ≤M − 1, and i 6= j. Then

x0..m−1 = i 6= j = z0..m−1 (2.8)

and

xm..n−1 = zm..n−1 = k . (2.9)

Let y = Ax⊕ c and w = Az⊕ c be the corresponding target addresses for an MRC permutation

with characteristic matrix A and complement vector c. An MRC permutation maps a source

address x′ to a target address y′ by the equation

[
y′0..m−1

y′m..n−1

]
=

[
α β

0 δ

] [
x′0..m−1

x′m..n−1

]
⊕
[
c0..m−1

cm..n−1

]
,

where α is m×m and nonsingular and δ is (n−m)× (n−m) and nonsingular. Thus,

y′0..m−1 = αx′0..m−1 ⊕ β x′m..n−1 ⊕ c0..m−1 , (2.10)

y′m..n−1 = δ x′m..n−1 ⊕ cm..n−1 . (2.11)

By equations (2.9) and (2.11), therefore, we have ym..n−1 = wm..n−1, which completes the proof.

Note also that because the submatrix α in equation (2.10) is nonsingular, equation (2.8) implies

that y0..m−1 6= w0..m−1.

In one pass, therefore, we can step through the data one memoryload at a time by reading in

a memoryload from the source portion, permuting it in RAM, and writing it back out, although

to possibly a different set of track numbers in the target portion.

For some MRC permutations, it may be possible to form k-permutable sets of blocks for

some value of k that is strictly less than M/BD. But k = M/BD always works for MRC

permutations. Moreover, in practice it is often more efficient to read and write contiguous sets

of tracks at once than to break the I/O into several pieces.
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2.5 Block BMMC and block BPC permutations

In this section, we show how to perform any block BMMC permutation in just one pass, using

exactly 2N/BD parallel I/Os. We also show how some of the mathematics of the block-BMMC

algorithm can be avoided for the more restricted class of block BPC permutations.

The algorithm for block BMMC permutations is easier to understand if we assume for now

that B = 1, and thus b = 0 and n = d + t. That is, we assume that blocks contain just

one record each and that we perform a BMMC permutation on them. We are given an n× n
characteristic matrix A and a complement vector c of length n.

The algorithm has two parts. First, we find a 1-permutable set of blocks. Second, we

construct a schedule for the entire permutation given any 1-permutable set of blocks. After

presenting these two parts, we shall see how to remove the restriction that B = 1.

2.5.1 Finding a 1-permutable set of blocks

Our description of finding a 1-permutable set of blocks starts with a simple observation: we

can ignore all but the first d rows of the characteristic matrix A and all but the first d positions

of the complement vector c. Why? The last n− d rows of A and positions of c determine only

target-address track numbers, which do not affect 1-permutability.

We find a 1-permutable set of blocks in four steps:

1. Find a set S of d “basis” columns for the first d rows of A.

2. Given the basis set S, define three sets of columns T , U , and V .

3. Based on the sets T and U , define a permutation R on the set {0, 1, . . . , D − 1}.

4. Given all of the above, define a set of source addresses {x(0), x(1), . . . , x(D−1)}, which

constitutes a 1-permutable set of blocks.

After describing these steps, we shall then prove that the set {x(0), x(1), . . . , x(D−1)} is indeed

a 1-permutable set of blocks. We use a running example to help describe the four steps.
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Finding a set S of basis columns

We start by finding a set S of d columns such that the submatrix A0..d−1,S is nonsingular. Such

a set exists by the following argument. Because A is nonsingular, all of its rows are linearly

independent. In particular, rows 0, 1, . . . , d− 1 are. Thus, the submatrix A0..d−1,0..n−1 has full

row rank. Hence, there exists a subset of column indices S ⊆ {0, 1, . . . , n− 1} such that |S| = d

and the d× d submatrix A0..d−1,S is nonsingular. Let us define

Q = A0..d−1,S ,

so that Q−1 exists.

The basis S can be determined by performing Gaussian elimination to create an LUP

decomposition of AT. (See [CLR90, pp. 749–761] for example.) The sequential running time

of Gaussian elimination is Θ(n3) = Θ(lg3N). In an LUP decomposition of AT, we compute a

permutation matrix P , a unit lower triangular matrix8 L, and an upper triangular matrix U

such that PAT = LU . The permutation matrix P specifies the basis S, as we shall show. Since

P−1 = PT for any permutation matrix P , we have

(PAT)T = APT = AP−1 .

Since transposing a matrix does not affect its invertibility, for any k, the leading k×k submatrix

of PAT is nonsingular if and only if the leading k×k submatrix of AP −1 is nonsingular. Because

P−1 is a permutation matrix, the product AP−1 consists of the matrix A with its columns

rearranged. In particular, if (P−1)i,j = 1, then the ith column of A is the jth column of AP −1.

If we can show that the leading d× d submatrix of PAT is nonsingular, then by letting

S = {i : (P−1)i,j = 1 for some 0 ≤ j ≤ d− 1} ,

8A lower triangular matrix has all 0s above the main diagonal, and a upper triangular matrix has all 0s below
the main diagonal. A unit triangular matrix is a triangular matrix with 1s along the main diagonal.
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we will have our basis.

We make use of the following facts from linear algebra.9

Lemma 2.10 Any triangular matrix whose diagonal elements are all nonzero is nonsingular.

Lemma 2.11 Any leading submatrix of a nonsingular triangular matrix is nonsingular.

Lemma 2.12 In an LUP decomposition PAT = LU of a nonsingular matrix AT, the upper

triangular matrix U is nonsingular.

We now show that the leading d × d submatrix of PAT is nonsingular, thus obtaining our

basis.

Theorem 2.13 In an LUP decomposition PAT = LU of a nonsingular matrix AT, any leading

square submatrix of PAT is nonsingular.

Proof: We shall show that for any k, the leading k × k submatrix of PAT is nonsingular. Let

X = PAT, so that X = LU . Let us divide X , L, and U to separate out their leading k × k
submatrices χ, λ, and υ, respectively:

[
χ β

γ δ

]
=

[
λ 0

µ ξ

] [
υ σ

0 τ

]
.

The submatrix λ is unit lower triangular, so by Lemma 2.10, it is nonsingular. By Lemmas

2.11 and 2.12, the submatrix υ is nonsingular, too. Since χ = λυ, the leading k × k submatrix

χ is nonsingular.

Running example: As an example, let n = 5 and d = 3, and consider the characteristic matrix

A =




0 1 1 1 0
0 0 0 1 1
0 1 1 0 0
1 1 0 0 1
1 0 0 1 0



.

9Lemmas 2.10–2.12 and Theorem 2.13 apply to standard matrices over the reals as well.
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We choose the basis S = {1, 3, 4}, so that

Q = A0..d−1,S =




1 1 0
0 1 1
1 0 0


 and Q−1 =




0 0 1
1 0 1
1 1 1


 .

Defining the sets T , U , and V

Given a set of basis columns S, we define

T = {0, 1, . . . , d− 1} − S ,

U = S ∩ {0, 1, . . . , d− 1} ,

V = {0, 1, . . . , n− 1} − (S ∪ T ) .

The sets T and U form a partition of {0, 1, . . . , d−1}, and the sets S, T , and V form a partition

of {0, 1, . . . , n− 1}. Think of T as the subset of the first d columns that are not in the basis S

and of U as the set of basis columns that are also among the first d columns. We order T and U

into increasing order (we don’t need to order V ) so that

T = {t0, t1, . . . , t|T |−1} , tj > tj−1 for j = 1, 2, . . . , |T | − 1

U = {u0, u1, . . . , u|U |−1} , uj > uj−1 for j = 1, 2, . . . , |U | − 1 .

Running example: With S = {1, 3, 4}, we have T = {0, 2}, U = {1}, and V = ∅.

Defining the permutation R

For the sake of clarity, we shall be more explicit in the remainder of this section about conver-

sions between integers and their binary representations. Let us denote the d-bit representation

of an integer i ∈ {0, 1, . . . , D−1} by bin(i); this representation can be thought of as a vector of

length d. Let us also denote the jth bit of this representation, for j = 0, 1, . . . , d−1, by binj(i).

(Thus, binj(i) = bi/2jc mod 2.) We extend this notation from individual bits to sets of bits in

the natural way.
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We define the permutation R on {0, 1, . . . , D− 1} as follows. Let i ∈ {0, 1, . . . , D− 1}, and

let the binary representation of i be bin(i) = (i0, i1, . . . , id−1). Then R(i) = k, where the binary

representation of k is bin(k) = (k0, k1, . . . , kd−1) and

kj = iuj
for j = 0, 1, . . . , |U | − 1 ,

k|U |+j = itj for j = 0, 1, . . . , |T | − 1 .

Because R is a BPC permutation on bin(i), it defines a permutation on {0, 1, . . . , D− 1}. Note

that R is constructed so that

bin0..|U |−1(R(i)) = binU (i) (2.12)

for i = 0, 1, . . . , D − 1.

Running example: Since d = 3, we have D = 8. One way to see how to form the permutation R

is to write out 0 through D − 1 in binary and label each of the d columns of bits according to

whether it belongs to T or U . Then rearrange the columns so that all the columns of U precede

all the columns of T :

T U T

i 0 1 2

0 0 0 0

1 1 0 0

2 0 1 0

3 1 1 0

4 0 0 1

5 1 0 1

6 0 1 1

7 1 1 1

=⇒

U T T

1 0 2 R(i)

0 0 0 0

0 1 0 2

1 0 0 1

1 1 0 3

0 0 1 4

0 1 1 6

1 0 1 5

1 1 1 7
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Defining the set of source addresses {x(), x(), . . . , x(D−)}

We define the set {x(0), x(1), . . . , x(D−1)} according to bit indices:

x
(i)
S = Q−1A0..d−1,T binT (i)⊕ bin(R(i))⊕ c0..d−1 , (2.13)

x
(i)
T = binT (i) , (2.14)

x
(i)
V = 0 (2.15)

for i = 0, 1, . . . , D − 1.

Running example: We let the complement vector c be all 0s to keep the example simple. Let

us see how to compute x(6). We start by computing the bits in positions 1, 3, and 4, since

S = {1, 3, 4}. Writing lower-order bits on the left, and indexing from zero, we have that

bin(6) = 011 and, taking bits 0 and 2 because T = {0, 2}, we have binT (6) = 01. From above,

we have bin(R(6)) = 101, and so

x
(6)
{1,3,4} = Q−1A0..2,T binT (6)⊕ bin(R(6))

=




0 0 1
1 0 1
1 1 1






0 1
0 0
0 1



[

0
1

]
⊕



1
0
1




=




0 1
0 0
0 0



[

0
1

]
⊕



1
0
1




=




1
0
0


⊕




1
0
1




=




0
0
1


 .

Filling these values into the positions indexed by set S in the source address, we have that

x(6) =?0?01, where the positions marked by question marks correspond to set T . For these

remaining positions, we use the bits of binT (6) = 01, and so x(6) = 00101. We also have that

y(6) = Ax(6) = 11110.
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If we were to do this calculation for i = 0, 1, . . . , 7, we would compute the following source

and target addresses:

0 1 2 3 4

x(0) 0 0 0 0 0

x(1) 1 0 0 1 0

x(2) 0 1 0 0 0

x(3) 1 1 0 1 0

x(4) 0 1 1 0 1

x(5) 1 1 1 1 1

x(6) 0 0 1 0 1

x(7) 1 0 1 1 1

0 1 2 3 4

y(0) 0 0 0 0 0

y(1) 1 1 0 1 0

y(2) 1 0 1 1 0

y(3) 0 1 1 0 0

y(4) 0 1 0 0 0

y(5) 1 0 0 1 0

y(6) 1 1 1 1 0

y(7) 0 0 1 0 0

Note that for both the set of source addresses and the set of target addresses, the disk numbers,

which appear in the leftmost three columns, are permutations of {0, 1, . . . , 7}.

Proving that {x(), x(), . . . , x(D−)} is a 1-permutable set of blocks

It remains to show that the set {x(0), x(1), . . . , x(D−1)} is a 1-permutable set of blocks. Letting

y(i) = Ax(i)⊕ c for i = 0, 1, . . . , D−1, it suffices to show that both {x(0)
0..d−1, x

(1)
0..d−1, . . . , x

(D−1)
0..d−1}

and {y(0)
0..d−1, y

(1)
0..d−1, . . . , y

(D−1)
0..d−1} are permutations of {0, 1, . . . , D − 1}. The following two the-

orems prove these properties.

Theorem 2.14 Let b = 0, and define {x(0), x(1), . . . , x(D−1)} according to equations (2.13)–

(2.15). Then {x(0)
0..d−1, x

(1)
0..d−1, . . . , x

(D−1)
0..d−1} is a permutation of {0, 1, . . . , D − 1}.

Proof: It suffices to show that for all k, l ∈ {0, 1, . . . , D − 1}, k 6= l implies x
(k)
0..d−1 6= x

(l)
0..d−1.

Since T ∪U = {0, 1, . . . , d−1}, then k 6= l implies that binT (k) 6= binT (l) or binU (k) 6= binU (l).

If binT (k) 6= binT (l), then by equation (2.14), we have x
(k)
T 6= x

(l)
T and hence x

(k)
0..d−1 6= x

(l)
0..d−1.

Now suppose that binT (k) = binT (l). Then U 6= ∅ and binU(k) 6= binU (l). By equa-

tion (2.13), we have

x
(k)
S = Q−1A0..d−1,T binT (k)⊕ bin(R(k))⊕ c0..d−1 ,
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x
(l)
S = Q−1A0..d−1,T binT (l)⊕ bin(R(l))⊕ c0..d−1 ,

which implies that

x
(k)
S ⊕ x

(l)
S = bin(R(k))⊕ bin(R(l))

since binT (k) = binT (l). Because U = S ∩ {0, 1, . . . , d − 1}, if we were to order the column

numbers in S, the first |U | of them would be the set U . Thus, the first |U | positions of x
(k)
S

comprise x
(k)
U , and the same holds for x(l). We therefore have

x
(k)
U ⊕ x

(l)
U = bin0..|U |−1(R(k))⊕ bin0..|U |−1(R(l))

= binU (k)⊕ binU (l) (by equation (2.12))

6= 0

since binU (k) 6= binU (l). We conclude that x
(k)
U 6= x

(l)
U and thus x

(k)
0..d−1 6= x

(l)
0..d−1.

Theorem 2.15 Let b = 0, define {x(0), x(1), . . . , x(D−1)} according to equations (2.13)–(2.15),

and let y(i) = Ax(i)⊕c for i = 0, 1, . . . , D−1. Then {y(0)
0..d−1, y

(1)
0..d−1, . . . , y

(D−1)
0..d−1} is a permutation

of {0, 1, . . . , D − 1}.

Proof: It suffices to show that for all k, l ∈ {0, 1, . . . , D − 1}, k 6= l implies y
(k)
0..d−1 6= y

(l)
0..d−1.

We start by noting that

x
(k)
S ⊕ x

(l)
S = (Q−1A0..d−1,T binT (k)⊕ bin(R(k))⊕ c0..d−1)

⊕ (Q−1A0..d−1,T binT (l)⊕ bin(R(l))⊕ c0..d−1)

= Q−1A0..d−1,T (binT (k)⊕ binT (l))⊕ bin(R(k))⊕ bin(R(l)) . (2.16)

Thus,

y
(k)
0..d−1 ⊕ y

(l)
0..d−1 = (A0..d−1,0..n−1 x

(k) ⊕ c0..d−1)⊕ (A0..d−1,0..n−1 x
(l) ⊕ c0..d−1)

= (A0..d−1,S x
(k)
S ⊕A0..d−1,T x

(k)
T ⊕A0..d−1,V x

(k)
V )

⊕ (A0..d−1,S x
(l)
S ⊕A0..d−1,T x

(l)
T ⊕A0..d−1,V x

(l)
V )
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= Q(x
(k)
S ⊕ x

(l)
S )⊕A0..d−1,T (x

(k)
T ⊕ x

(l)
T )⊕A0..d−1,V · 0

= Q[Q−1A0..d−1,T (binT (k)⊕ binT (l))⊕ bin(R(k))⊕ bin(R(l))]

⊕A0..d−1,T (binT (k)⊕ binT (l)) (by equations (2.14) and (2.16))

= QQ−1A0..d−1,T (binT (k)⊕ binT (l))⊕Q(bin(R(k))⊕ bin(R(l)))

⊕A0..d−1,T (binT (k)⊕ binT (l))

= Q(bin(R(k))⊕ bin(R(l)))

6= 0 ,

since k 6= l implies R(k) 6= R(l) and the submatrix Q is nonsingular. We conclude that

y
(k)
0..d−1 6= y

(l)
0..d−1, which completes the proof.

2.5.2 Devising a schedule given a 1-permutable set of blocks

Having seen how to find a 1-permutable set of blocks, we now show how to use this set to

decompose the BMMC permutation into 1-permutable sets of blocks that together form a

schedule. We still assume that B = 1 and thus b = 0.

The method is simple. We define a set of N/D − 1 n-vectors {p(0), p(1), . . . , p(N/D−1)} such

that p
(j)
0..d−1 = 0 and p

(j)
d..n−1 is the binary representation of j for j = 0, 1, . . . , N/D − 1. Given

a 1-permutable set of blocks {x(0), x(1), . . . , x(D−1)}, we form the following N/D sets:

{x(0) ⊕ p(0), x(1) ⊕ p(0), . . . , x(D−1) ⊕ p(0)} ,

{x(0) ⊕ p(1), x(1) ⊕ p(1), . . . , x(D−1) ⊕ p(1)} ,

{x(0) ⊕ p(2), x(1) ⊕ p(2), . . . , x(D−1) ⊕ p(2)} ,
...

{x(0) ⊕ p(N/D−1), x(1) ⊕ p(N/D−1), . . . , x(D−1) ⊕ p(N/D−1)} .

(2.17)

Theorem 2.16 Let B = 1, and let {x(0), x(1), . . . , x(D−1)} be a 1-permutable set of blocks

for a BMMC permutation with characteristic matrix A and complement vector c. For j = 0, 1,

. . . , N/D−1, let p(j) be an n-vector for which p
(j)
0..d−1 = 0 and p

(j)
d..n−1 is the binary representation
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of j. Then the N/D sets (2.17) form a schedule to perform the BMMC permutation in one

pass.

Proof: We start by showing that each set is a 1-permutable set of blocks. For i = 0, 1, . . . , D−1

and j = 0, 1, . . . , N/D − 1, let y(i) = Ax(i) ⊕ c, z(i,j) = x(i) ⊕ p(j), and w(i,j) = Az(i,j) ⊕ c.
For all j, we need to show that the sets {z(0,j)

0..d−1, z
(1,j)
0..d−1, . . . , z

(D−1,j)
0..d−1 } of source addresses and

{w(0,j)
0..d−1, w

(1,j)
0..d−1, . . . , w

(D−1,j)
0..d−1 } of target addresses are permutations of {0, 1, . . . , D−1}. Because

p
(j)
0..d−1 = 0 for j = 0, 1, . . . , N/D − 1, we have z

(i,j)
0..d−1 = x

(i)
0..d−1 for all i and j. Since {x(0)

0..d−1,

x
(1)
0..d−1, . . . , x

(D−1)
0..d−1} is a permutation of {0, 1, . . . , D − 1}, so is {z(0,j)

0..d−1, z
(1,j)
0..d−1, . . . , z

(D−1,j)
0..d−1 }.

For {w(0,j)
0..d−1, w

(1,j)
0..d−1, . . . , w

(D−1,j)
0..d−1 }, we have that for all i and j,

w(i,j) = Az(i,j) ⊕ c

= A(x(i) ⊕ p(j))⊕ c

= Ax(i) ⊕Ap(j) ⊕ c

= y(i) ⊕Ap(j) .

Because {x(0), x(1), . . . , x(D−1)} is a 1-permutable set of blocks, {y(0)
0..d−1, y

(1)
0..d−1, . . . , y

(D−1)
0..d−1} is a

permutation of {0, 1, . . . , D− 1}. The vector Ap(j) that we XOR into each y(i) depends only on

j and not on i, and thus we XOR the same vector into {y(0)
0..d−1, y

(1)
0..d−1, . . . , y

(D−1)
0..d−1}. Therefore,

{w(0,j)
0..d−1, w

(1,j)
0..d−1, . . . , w

(D−1,j)
0..d−1 } is a permutation of {0, 1, . . . , D − 1}.

It remains to show that each source block appears exactly once in the sets (2.17). Consider

a block whose source address is the n-vector z. We must show that z = x(i) ⊕ p(j) for some i

and j. Choose i ∈ {0, 1, . . . , D− 1} so that z0..d−1 = x
(i)
0..d−1. Having chosen i, choose j ∈ {0, 1,

. . . , N/D − 1} so that p
(j)
d..n−1 = x

(i)
d..n−1 ⊕ zd..n−1.

Thus we see that, assuming that B = 1, once we have found any 1-permutable set of

blocks, we can construct an entire schedule by simply XORing the most signficant t bits by

0, 1, . . . , N/D − 1 in turn.
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2.5.3 Removing the restriction on the block size

Removing the restriction that B = 1 is easy. By the structure of block BMMC matrices,

the b least significant bits of a target address depend only on the b least significant bits of

the corresponding source address. (Recall that the lower left (n − b) × b submatrix of the

characteristic matrix is 0.) Moreover, the leading b× b submatrix of the characteristic matrix is

nonsingular. Therefore, records that start in the same block end up in the same block. Likewise,

the most significant n − b bits of a target address depend only on the most significant n − b
bits of the corresponding source address. Blocks, therefore, are permuted according only to

their block addresses. Thus, the “permute the records read in RAM” part of performing a pass

consists of simply permuting records within the boundaries of their current blocks.

We have thus shown how to perform block BMMC permutations in one pass, using exactly

2N/BD parallel I/Os.

2.5.4 Block BPC permutations

For block BPC permutations, which are included in the class of block BMMC permutations,

some of the mathematics in finding an initial 1-permutable set of blocks becomes considerably

simpler. Let us again work under the assumption that B = 1; we use the method we have just

seen to extend the scheme to the case in which B > 1. We are given a characteristic matrix

A = (aij) that is a permutation matrix and a complement vector c.

Finding the set of basis columns S is then easy. We don’t need to perform Gaussian

elimination. We only need to find the columns that have a 1 within the first d rows:

S = {j : aij = 1 for some 0 ≤ i ≤ d− 1} .

(Note that Q = A0..d−1,S is a permutation matrix.) Since S ∩ T = ∅ and all d of the 1s in the

first d rows of A are contained in A0..d−1,S , we have that A0..d−1,T = 0. The computation of

x
(i)
S , for i = 0, 1, . . . , D − 1, becomes simpler, involving no matrix operations. Starting from
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equation (2.13), we have

x
(i)
S = Q−1A0..d−1,T binT (i)⊕ bin(R(i))⊕ c0..d−1

= bin(R(i))⊕ c0..d−1 .

The definitions of x
(i)
T = binT (i) and x

(i)
V = 0 remain the same.

2.6 BMMC permutations

In this section, we show how to perform BMMC permutations using MRC, block BPC, and

BPC permutations. As usual, we assume that the BMMC permutation is given by an n × n
characteristic matrix A and a complement vector c of length n. The number of parallel I/Os is

at most
2N

BD

(
2

⌈
lgM − rank(A0.. lg M−1,0.. lg M−1)

lg(M/B)

⌉
+H(N,M,B)

)
,

where

H(N,M,B) =





4

⌈
lgB

lg(M/B)

⌉
+ 9 if M ≤

√
N ,

4

⌈
lg(N/B)

lg(M/B)

⌉
+ 1 if

√
N < M <

√
NB ,

5 if
√
NB ≤M .

(2.18)

Our strategy is to factor the matrix A into a product of matrices, each of which is the

characteristic matrix of an MRC, block BPC, or BPC permutation. For now, we ignore the

complement vector c. We read the factors right to left to determine the order in which to

perform these permutations. For example, if we factor A = V W , then we perform A by

performing the permutation with characteristic matrix W and then performing the permutation

with characteristic matrix V . The reason for this right-to-left order is that if y = Ax, then we

first multiply Wx, giving y′, and then multiply V y′, giving y. Factoring the matrix A in this

way will make it easy to count how many passes the BMMC permutation takes.
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Permuting columns to create a nonsingular leading submatrix

We start by permuting the columns of A so that the leading m×m submatrix is nonsingular.

That is, we factor

A = ÂΠ ,

where Π is a permutation matrix and the submatrix Â0..m−1,0..m−1 is nonsingular. We would

like to permute the columns of A so that the number of I/Os required to perform Π is minimum.

We call such a permutation a minimum-impact permutation. The size of the largest set S of

columns of A0..m−1,0..m−1 that is linearly independent is equal to rank(A0..m−1,0..m−1). As the

following theorem shows, we can come up with a minimum-impact permutation by choosing a

set T of m− rank(A0..m−1,0..m−1) columns from the rightmost n−m columns of A that, along

with S, provide the needed set of m linearly independent columns.

Theorem 2.17 Let A be a nonsingular n × n matrix, m be an integer such that 1 ≤ m ≤
n, and r = rank(A0..m−1,0..m−1). Then for any set S of r linearly independent columns of

A0..m−1,0..m−1, there is a set T ⊆ {m,m+ 1, . . . , n− 1} such that |T | = m− r and A0..m−1,S∪T

is a nonsingular m×m matrix.

Proof: We start by showing that for any k < m, if S ′ ⊆ {0, 1, . . . , n− 1} is such that |S ′| = k

and the columns of A0..m−1,S′ are linearly independent, then there exists a column j 6∈ S ′ such

that the columns of A0..m−1,S′∪{j} are linearly independent. Suppose that no such j exists.

Then all columns in {0, 1, . . . , n − 1} − S ′ are linearly dependent on columns in S ′. Because

|S′| < m, there is no set of m linearly independent columns of A0..m−1,0..n−1. The column

rank of A0..m−1,0..n−1 is therefore less than m, which implies that the row rank is as well. But

then there are linearly dependent rows in A0..m−1,0..n−1, contradicting our assumption that A

is nonsingular.

We can therefore choose m − r columns not in the set S of the theorem statement one at

a time, to form a set T such that A0..m−1,S∪T is nonsingular. Since r = rank(A0..m−1,0..m−1),

all the columns in A0..m−1,{0,1,...,m−1}−S are linearly dependent on columns in A0..m−1,S. The

column indices in T , therefore, must be drawn from {m,m+ 1, . . . , n− 1}.
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To find these sets S and T , we can use Gaussian elimination on AT, just as we did in

performing block BMMC permutations in Section 2.5. In Gaussian elimination, we choose a

pivot row by finding a row with a nonzero diagonal entry at or below the current row position.

In matrices with entries drawn from the real numbers, we often choose the diagonal with the

greatest absolute value for the sake of numerical stability. Here, however, matrix entries are

0 or 1. By choosing the first row at or below the current row position that has a 1 in the

diagonal, we get an LUP decomposition PAT = LU in which the permutation matrix P has

the minimum-impact property with respect to its rows. By setting

Π = PT = P−1 , (2.19)

the matrix Π has the minimum-impact property with respect to its columns, as desired.

How many I/Os are required to perform the permutation Π? Since Π specifies that m −
rank(A0..m−1,0..m−1) columns move from the upper n −m positions to the lower m positions,

we have ρm(Π) = m − rank(A0..m−1,0..m−1). We claim that ρb(Π) ≤ ρm(Π). Why? For each

column that moves from the upper n − b positions to the lower b positions, there is a column

that moves from the upper n − m positions to the lower m positions. A column that moves

from the upper n −m positions to the lower b positions is moving into the lower m positions

as well, since m ≥ b. A column that moves from positions {b, b + 1, . . . ,m− 1} into the lower

b positions vacates a position that is filled by a column from the upper n−m positions. Thus,

ρ(Π) = ρm(Π) = m− rank(A0..m−1,0..m−1). By Theorem 2.8, therefore, we can perform Π using

at most
2N

BD

(
2

⌈
lgM − rank(A0.. lg M−1,0.. lg M−1)

lg(M/B)

⌉
+ 1

)
(2.20)

parallel I/Os.
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Factoring the remaining matrix

Our next task is to factor the matrix Â, which is nonsingular since A and Π are. We divide Â

between the lower m rows and columns and the upper n−m rows and columns:

m n − m

Â =

[
α β

γ δ

]
m

n − m

,

so that the leading m×m submatrix α is nonsingular. Then we factor Â as

m n − m

Â = V W =

[
I 0

γ α−1 I

] m n − m[
α β

0 γ α−1 β ⊕ δ

]
m

n − m

. (2.21)

Because the matrix V is unit lower triangular, Lemma 2.10 says that it is nonsingular. There-

fore, so is the matrix W . In fact, it is easy to show that W characterizes an MRC permutation,

which requires only one pass. The leading m×m submatrix α is nonsingular by construction.

The trailing (n − m) × (n − m) submatrix γ α−1 β ⊕ δ must be nonsingular as well, for if it

contained linearly dependent rows, then so would W , contradicting the nonsingularity of W .

We still have to factor the matrix V , which would be an identity matrix if the lower left

submatrix, equal to γ α−1, were 0. The location of this submatrix is exactly the location that

is required to be all 0s in both MRC and block BMMC permutations. If γ = 0, then γ α−1 = 0,

and we don’t need to factor any further. In general, however, we factor V by applying BPC

permutations to move the entries of this submatrix to locations that allow us to perform MRC

or block BPC permutations. The way in which we factor V depends on whether m ≤ n−m,

which is equivalent to m ≤ n/2 or M ≤
√
N .

First, we handle the case in which m > n/2. We divide the (n−m)×m submatrix product

γ α−1 as
2m − n n − m

γ α−1 = [ σ τ ] n − m
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so that we divide V as

2m − n n − m n − m

V =




I 0 0

0 I 0

σ τ I




2m − n

n − m

n − m

.

We factor V into

V = Π′ Z Π′ ,

where
2m − n n − m n − m

Π′ =




I 0 0

0 0 I

0 I 0




2m − n

n − m

n − m

(2.22)

and
2m − n n − m n − m

Z =




I 0 0

σ I τ

0 0 I




2m − n

n − m

n − m

. (2.23)

The matrix Z is characteristic of an MRC permutation, since its leading m ×m submatrix is

unit lower triangular and by Lemma 2.10, is thus nonsingular. The permutation characterized

by Z can therefore be performed in one pass.

There are two cases in the analysis for the permutation matrix Π′:

1. If b ≤ 2m−n or, equivalently,
√
NB ≤M , then Π′ is the characteristic matrix of a block

BPC permutation, so Π′ can be performed in only one pass.

2. If b > 2m− n or, equivalently,
√
NB > M , then we use Theorem 2.8 to obtain a bound.

We have

ρm(Π′) = n−m ,

ρb(Π
′) = b− (2m− n)

≤ n−m ,
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so that ρ(Π′) = n−m. Therefore, we can perform Π′ in at most

2
⌈n−m
m− b

⌉
+ 1 = 2

⌈
n− b
m− b − 1

⌉
+ 1

= 2

⌈
lg(N/B)

lg(M/B)

⌉
− 1 (2.24)

passes.

Now we factor V for the case in which m ≤ n/2 or, equivalently, M ≤
√
N . We divide

γ α−1 as
m

γ α−1 =

[
φ

ψ

]
m

n − 2m

so that we divide V as

m m n − 2m

V =




I 0 0

φ I 0

ψ 0 I




m

m

n − 2m

.

We factor V into

V = Π′′ Y Π′′ ,

where
m m n − 2m

Π′′ =




0 I 0

I 0 0

0 0 I




m

m

n − 2m

(2.25)

characterizes a BPC permutation and

m m n − 2m

Y =




I φ 0

0 I 0

0 ψ I




m

m

n − 2m

. (2.26)

Because the trailing (n − m) × (n − m) submatrix of Y , equal to

[
I 0

ψ I

]
, is unit lower
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triangular, this submatrix is nonsingular. Hence, Y characterizes an MRC permutation, which

can be performed in one pass. For the permutation matrix Π′′, we have

ρb(Π
′′) = b ≤ m = ρm(Π′′) ,

which implies that the number of passes to perform Π′′ is at most

2
⌈ m

m− b
⌉

+ 1 = 2

⌈
b

m− b + 1

⌉
+ 1

= 2

⌈
lgB

lg(M/B)

⌉
+ 3 . (2.27)

Analysis

Putting all the factors together, we get the following theorem.

Theorem 2.18 A BMMC permutation with characteristic matrix A and complement vector c

can be performed using at most

2N

BD

(
2

⌈
lgM − rank(A0.. lg M−1,0.. lg M−1)

lg(M/B)

⌉
+H(N,M,B)

)

parallel I/Os, where

H(N,M,B) =





4

⌈
lgB

lg(M/B)

⌉
+ 9 if M ≤

√
N ,

4

⌈
lg(N/B)

lg(M/B)

⌉
+ 1 if

√
N < M <

√
NB ,

5 if
√
NB ≤M .

Proof: Assume for the moment that the complement vector c is all 0s. We factor the matrix A

into a product of matrices and perform the permutations given by the factors from right to left.

If M ≥
√
N , we factor A as

A = Π′ Z Π′ W Π ,



66 Chapter 2. Performing Bit-Defined Permutations on Parallel Disk Systems

where the factors are defined in equations (2.19) and (2.21)–(2.23). By expression (2.20), at

most 2
⌈

lg M−rank(A0.. lg M−1,0.. lg M−1)
lg(M/B)

⌉
+ 1 passes are needed to perform the BPC permutation Π.

If
√
NB ≤ M , then the remaining four factors can be performed in one pass each. If

√
N <

M <
√
NB, then by expression (2.24), the two Π′ BPC permutations can be performed in at

most

2

(
2

⌈
lg(N/B)

lg(M/B)

⌉
− 1

)
= 4

⌈
lg(N/B)

lg(M/B)

⌉
− 2

passes. Adding in the two passes for W and Z achieves the stated bound.

If M <
√
N , we factor A as

A = Π′′ Y Π′′ W Π ,

where the factors are defined by equations (2.19), (2.21), (2.25), and (2.26). Again, expres-

sion (2.20) gives the I/O bound to perform Π. By expression (2.27), we can perform the two

Π′′ BPC permutations in at most

2

(
2

⌈
lgB

lg(M/B)

⌉
+ 3

)
= 4

⌈
lgB

lg(M/B)

⌉
+ 6

passes. Adding in the two passes for W and Y achieves the stated bound.

To handle cases in which the complement vector c is nonzero, we include c in the last BPC

permutation performed, either Π′ or Π′′. If V = I, in which case we perform neither Π′ nor Π′′,

we complement when performing the MRC permutation W .

We conclude this section with an observation about the function H(N,M,B). It is

Θ
(

lg B
lg(M/B) + 1

)
if M ≤

√
N and Θ

(
lg(N/B)
lg(M/B) + 1

)
if
√
N < M <

√
NB. Although the latter

bound is asymptotically no better than we get by sorting, we can actually write the asymptotic

bound as Θ
(

lg min(B,N/B)
lg(M/B) + 1

)
for M <

√
NB. If M ≤

√
N , then we have B ≤ M ≤

√
N ,

which implies that N/B ≥
√
N ≥ B. If

√
N < M <

√
NB, then lg(N/B)

lg(M/B) = O
(

lg B
lg(M/B) + 1

)
,

as follows. Let M =
√
NBε, where 0 < ε < 1/2. Then,

lg(N/B)

lg(M/B)
=

lg(N/M)

lg(M/B)
+ 1
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=
lg(
√
N/Bε)

lg(
√
N/B1−ε)

+ 1

= log√N/B1−ε

√
N

Bε
+ 1

= log√N/B1−ε B
1−2ε + 2

<
lgB

lg(M/B)
+ 2 .

Although our method for performing BMMC permutations is not asymptotically faster than

sorting when
√
N < M <

√
NB, the value of lg(N/B)

lg(M/B) is relatively small, being bounded

asymptotically by lg B
lg(M/B) in this range.

2.7 Arbitrary block permutations

In this section, we show how to perform arbitrary block permutations in one pass with off-line

scheduling. By “off-line,” we mean that, unlike all the other algorithms in this chapter, the

schedule is not easily computed on-line; the amount of data required to compute a schedule for

an arbitrary block permutation may exceed the RAM available in the computer.

Let us assume that we are given a permutation π : {0, 1, . . . , N/B−1} 1-1→ {0, 1, . . . , N/B−1}
of block addresses. We shall compute off-line a schedule for π consisting of a set of N/BD

1-permutable sets of blocks. The key idea is to view the permutation as an undirected bipar-

tite multigraph10 and find a good edge coloring on the multigraph. A k-edge coloring of a

(multi)graph G = (V,E) is an assignment of k colors to the edges of G such that no two edges

incident on a common vertex have the same color.

We interpret a block permutation π as a bipartite multigraph as follows. The multigraph is

Gπ = (V, E), where V = S ∪ T , S = {s0, s1, . . . , sD−1}, T = {t0, t1, . . . , tD−1}, and E contains

one edge (si, tj) for each block whose source address is on disk Di and target address is on

disk Dj. Since each disk contains N/BD source addresses and N/BD target addresses, each

10A multigraph is a graph that can have multiple edges between vertices.
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vertex of Gπ has exactly N/BD incident edges. That is, Gπ is N/BD-regular. By a well-known

theorem (see Bondy and Murty [BM76, p. 93] for example), Gπ has an N/BD-edge coloring.

The set of edges colored by any given color in such a coloring corresponds directly to a 1-

permutable set of blocks: each edge in the set corresponds to a block, and each disk appears as

a source exactly once and as a target exactly once.

The problem then is to find an N/BD-edge coloring. Unfortunately, this problem can get

big. There are N/B edges, requiring Θ(N/B) storage; if N/B = ω(M), then we cannot fit

Gπ into RAM.11 If N/B = ω(D2), we can reduce this storage to Θ(D2) by representing Gπ

by a D × D integer-valued matrix in which each entry represents the number of duplicate

edges connecting two vertices. If D2 = ω(M), however, this scheme does not work. And,

even if we can fit the representation of Gπ into RAM, finding an N/BD-edge coloring can

be time-consuming. The sequential algorithm by Gabow and Kariv [GK82] finds the coloring

in O(min(|E| lg2 |V | , |V |2 lg |V | , |V | |Eunique| lg µ)) time, where Eunique is the set of “unique”

edges of Gπ (all edges between the same pair of vertices are coalesced into one) and µ is the

maximum edge multiplicity (the maximum over all pairs of vertices of the number of multiedges

between them).

2.8 Lower bounds

In this section, we prove lower bounds on parallel I/Os for BPC and BMMC permutations.

We show that any algorithm that performs a BMMC permutation with characteristic matrix A

requires Ω
(

N
BD

(
1 +

rank(Ab..n−1,0..b−1)
lg(M/B)

))
parallel I/Os. We then use this lower bound to show

that our BPC algorithm in Section 2.2 is asymptotically optimal. We also use this bound

to prove an Ω
(

N
BD

lg M−rank(A0.. lg M−1,0.. lg M−1)
lg(M/B)

)
bound for BMMC permutations. The additive

term of Θ
( N

BDH(N,M,B)
)

represents a gap between the lower and upper bounds.

We will rely heavily on the technique used by Aggarwal and Vitter [AV88] for a lower bound

11We use the condition N/B = ω(M ) rather than N/B > M to gloss over the difference between the size of
the data records to be permuted and the size of the representation of edges of Gπ.
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on I/Os in matrix transposition; their proof is based in turn on a method by Floyd [Flo72]. We

prove the lower bound for the case in which D = 1, the general case following by dividing by D.

We consider only I/Os that are simple. An input is simple if each record read is removed from

the disk and moved into an empty location in RAM. An output is simple if the records are

removed from the RAM and written to empty locations on the disk. When all I/Os are simple,

exactly one copy of each record exists at any time during the execution of an algorithm. The

following lemma, proven by Aggarwal and Vitter, allows us to consider only simple I/Os when

proving lower bounds.

Lemma 2.19 For each computation that implements a permutation of records, there is a cor-

responding computation strategy involving only simple I/Os such that the total number of I/Os

is no greater.

Potential function

The basic scheme of the proof uses a potential function argument. We call the time interval

starting when the qth I/O occurs and ending just before the (q+ 1)st I/O time q. We define a

potential function Φ so that Φ(q) is the potential at time q. We compute the initial and final

potentials and bound the amount that the potential can increase in each I/O operation. The

lower bound then follows.

To be more precise, we start with some definitions. For i = 0, 1, . . . , N/B− 1, we define the

ith target group to be the set of records that belong in block i according to the permutation π.

(Remember that D = 1.) We denote by gblock(i, k, q) the number of records in the ith target

group that are in block k at time q, and gmem(i, q) denotes the number of records in the ith

target group that are in RAM at time q. We define the continuous function

f(x) =




x lg x if x > 0 ,

0 if x = 0 ,
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and we define togetherness functions

Gblock(k, q) =

N/B−1∑

i=0

f(gblock(i, k, q))

for each block k at time q and

Gmem(q) =

N/B−1∑

i=0

f(gmem(i, q))

for RAM at time q. Finally, we define the potential at time q, denoted Φ(q), as the sum of the

togetherness functions:

Φ(q) = Gmem(q) +

N/B−1∑

k=0

Gblock(k, q) . (2.28)

Aggarwal and Vitter embed the following key lemma in their lower-bound argument.

Lemma 2.20 If D = 1, any algorithm that performs a permutation uses Ω
(

N
B + N lg B−Φ(0)

B lg(M/B)

)

parallel I/Os, where the function Φ is defined in equation (2.28).

Domains

To prove the lower bounds, we shall require the following lemma. For a p× q matrix A and a

p-vector y ∈ R(A), we define the domain of y as

Dom(A, y) = {x : Ax = y} .

That is, Dom(A, y) is the set of q-vectors x that map to y when multiplied by A.

Lemma 2.21 Let A be a p×q matrix whose entries are drawn from {0, 1}, let y be any p-vector

in R(A), and let r = rank(A). Then |Dom(A, y)| = 2q−r.

Proof: Let S index a maximal set of linearly independent columns of A, so that S ⊆ {0, 1,
. . . , q−1}, |S| = r, the columns of the submatrix A0..p−1,S are linearly independent, and for any
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column number j 6∈ S, the column A0..p−1,j is linearly dependent on the columns of A0..p−1,S .

Let S′ = {0, 1, . . . , q − 1} − S.

We claim that for any value i ∈ {0, 1, . . . , 2q−r−1}, there is a unique q-vector x(i) for which

x
(i)
S′ is the binary representation of i and y = Ax(i). Why? The columns of A0..p−1,S span R(A),

which implies that for all z ∈ R(A), there is a unique r-vector w such that z = A0..p−1,S w.

Letting z = y ⊕A0..p−1,S′ x
(i)
S′ and x

(i)
S = w proves the claim.

Thus, we have shown that |Dom(A, y)| ≥ 2q−r. If we had |Dom(A, y)| > 2q−r, then be-

cause y is arbitrarily chosen from R(A), we would have that
∑

y′∈R(A) |Dom(A, y′)| > 2q. But

this inequality contradicts there being only 2q possible domain vectors. We conclude that

|Dom(A, y)| = 2q−r.

The key lemma

The following lemma is the basis for the lower bounds.

Lemma 2.22 Any algorithm that performs a BMMC permutation with characteristic matrix

A requires Ω
(

N
BD

(
1 +

rank(Ab..n−1,0..b−1)
lg(M/B)

))
parallel I/Os.

Proof: We prove the lower bound for the case in which D = 1, which implies that d = 0,

the general case following by dividing by D. We assume that all I/Os are simple and transfer

exactly B records, some possibly empty. Since all records start on disk and I/Os are simple,

RAM is initially empty.

We need to compute the initial potential in order to apply Lemma 2.20. Let us view the

binary representation of an (n−b)-bit block number k as being b-indexed rather than 0-indexed.

That is, we define

bin(k) = (kb, kb+1, . . . , kn−1) ,

where kb is the least significant bit of the (n− b)-bit binary representation of k and kn−1 is the

most significant bit.

The initial potential depends on the number of records that start in the same source block

and are in the same target group. Consider a record with source address x = (x0, x1, . . . , xn−1).
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For a record with source address w = (w0, w1, . . . , wn−1) to be in the same source block as x,

we must have that wb..n−1 = xb..n−1. Also, if we let y = Aw and z = Ax, then x and w are in

the same target group if yb..n−1 = zb..n−1, or

Ab..n−1,0..n−1w0..n−1 = Ab..n−1,0..n−1 x0..n−1 ,

which is equivalent to

Ab..n−1,0..b−1w0..b−1 = Ab..n−1,0..b−1 x0..b−1 ,

since wb..n−1 = xb..n−1. Letting r = rank(Ab..n−1,0..b−1), Lemma 2.21 says that there are 2b−r

distinct records w in Dom(A,Ab..n−1,0..b−1x0..b−1). Thus, there are 2b−r = B/2rank(Ab..n−1,0..b−1)

records in x’s source block that are in x’s target group.

Now we compute gblock(i, k, 0) for all blocks i and k. Block k contains some record that

maps to block i if and only if there exists some source address x = (x0, x1, . . . , xn−1) such that

xb..n−1 = bin(k) (i.e., x is in source block k) and

bin(i) = Ab..n−1,0..n−1 x0..n−1

= Ab..n−1,0..b−1 x0..b−1 ⊕Ab..n−1,b..n−1 xb..n−1

= Ab..n−1,0..b−1 x0..b−1 ⊕Ab..n−1,b..n−1 bin(k) .

For each block number k, Lemma 2.1 says that there are 2rank(Ab..n−1,0..b−1) different values of

Ab..n−1,0..b−1x0..b−1 as x0..b−1 takes on all values in {0, 1, . . . , B − 1}. Since k is fixed, there is

only 1 value of Ab..n−1,b..n−1 bin(k). Thus, there are 2rank(Ab..n−1,0..b−1) different values of bin(i).

Now we can compute Φ(0). Since RAM is initially empty, gmem(i, 0) = 0 for all blocks i,

which implies that Gmem(0) = 0. Letting r = rank(Ab..n−1,0..b−1), we have

Φ(0) = Gmem(0) +

N/B−1∑

k=0

Gblock(k, 0)



2.8. Lower bounds 73

= 0 +

N/B−1∑

k=0

N/B−1∑

i=0

f(gblock(i, k, 0))

=

N/B−1∑

k=0

2rB

2r
lg
B

2r

=
N

B
B lg

B

2r

= N(lgB − r) . (2.29)

Combining Lemma 2.20 and equation (2.29), we get a lower bound of

Ω

(
N

B
+
N lgB −N(lgB − r)

B lg(M/B)

)
= Ω

(
N

B

(
1 +

rank(Ab..n−1,0..b−1)

lg(M/B)

))

parallel I/Os. Dividing through by D yields a bound of

Ω

(
N

BD

(
1 +

rank(Ab..n−1,0..b−1)

lg(M/B)

))
,

which completes the proof.

A lower bound for BPC permutations

Using Lemma 2.22, we can prove that the Perform-BPC procedure in Section 2.2, which uses

O
(

N
BD

(
1 + ρ(A)

lg(M/B)

))
parallel I/Os, is asymptotically optimal.

Theorem 2.23 Any algorithm that performs a BPC permutation with characteristic matrix A

requires Ω
(

N
BD

(
1 + ρ(A)

lg(M/B)

))
parallel I/Os.

Proof: From equation (2.5), we have ρb(A) = rank(Ab..n−1,0..b−1). Because the characteristic

matrix is a permutation matrix, the rank of any submatrix is equal to the number of 1s in the

submatrix. Looking at submatrices as sets of positions, we have that

Am..n−1,0..m−1 = Ab..n−1,0..b−1 −Ab..m−1,0..b−1 ∪Am..n−1,b..m−1 ,
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which implies that

ρm(A) = rank(Am..n−1,0..m−1)

≤ rank(Ab..n−1,0..b−1) + rank(Am..n−1,b..m−1)

≤ ρb(A) + (m− b) ,

since Am..n−1,b..m−1 contains m− b columns and therefore has rank at most m− b. Thus,

ρm(A)

lg(M/B)
≤ ρb(A)

lg(M/B)
+ 1 .

Since ρ(A) = max(ρm(A), ρb(A)), we have shown that ρb(A)
lg(M/B) = Θ

(
ρ(A)

lg(M/B)

)
. Combined with

Lemma 2.22, we get a lower bound of Ω
(

N
BD

(
1 + ρ(A)

lg(M/B)

))
parallel I/Os.

A lower bound for BMMC permutations

The following theorem gives a lower bound for BMMC permutations that matches one term in

the upper bound proven in Section 2.6.

Theorem 2.24 Any algorithm that performs a BMMC permutation with characteristic matrix

A requires Ω
(

N
BD

(
lg M−rank(A0.. lg M−1,0.. lg M−1)

lg(M/B)

))
parallel I/Os.

Proof: By Lemma 2.22, it suffices to show that

rank(Ab..n−1,0..b−1)

lg(M/B)
≥ m− rank(A0..m−1,0..m−1)

lg(M/B)
− 1 .

For any subset of row indices S, any subset of column indices T , and any column index j, we

have

rank(AS,T−{j}) ≥ rank(AS,T )− 1 , (2.30)

since rank(AS,T−{j}) = rank(AS,T ) if AS,j is linearly dependent on other columns in AS,T−{j}

and rank(AS,T−{j}) = rank(AS,T )−1 otherwise. Applying equation (2.30) once for each column
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j = b, b+ 1, . . . , m− 1, we get

rank(Am..n−1,0..b−1) ≥ rank(Am..n−1,0..m−1)− (m− b) . (2.31)

Because A is nonsingular, the submatrix A0..n−1,0..m−1 contains a subset of m linearly inde-

pedent rows. The quantity rank(Am..n−1,0..m−1) is the cardinality of a maximal set of linearly

independent rows in (Am..n−1,0..m−1); there are at least m − rank(A0..m−1,0..m−1) such rows.

Thus,

rank(Am..n−1,0..m−1) ≥ m− rank(A0..m−1,0..m−1) . (2.32)

We also have

rank(Ab..n−1,0..b−1) ≥ rank(Am..n−1,0..b−1) (2.33)

since appending rows to any submatrix cannot decrease the rank. Putting equations (2.31)–

(2.33) together, we have

rank(Ab..n−1,0..b−1)

m− b ≥ rank(Am..n−1,0..b−1)

m− b
≥ rank(Am..n−1,0..m−1)− (m− b)

m− b
≥ m− rank(A0..m−1,0..m−1)

m− b − 1 ,

which completes the proof.

We do not know how tight a bound the additive Θ
( N

BDH(N,M,B)
)

term is. There are

some BMMC permutations, such as Π′ in equation (2.22) and Π′′ in equation (2.25), that

require Ω
( N

BDH(N,M,B)
)

parallel I/Os, but there are other BMMC permutations, such as

BPC permutations with low cross-ranks, that can be performed with fewer. We’ll have a little

more to say on this topic in Section 2.10.
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2.9 Performing BMMC and BPC permutations with other vector

layouts

The algorithms in this chapter assume that the vectors they permute are ordered on the parallel

disk system according to the Vitter-Shriver scheme shown in Figure 2.1. In practice, however,

vectors might not be organized in this fashion. This section shows that when the difference

between the actual vector organization and the Vitter-Shriver scheme is itself a BMMC per-

mutation, we can perform BMMC and BPC permutations by running the algorithms in this

chapter without changing the code. We compensate instead by altering the input characteristic

matrix and complement vector. Before seeing how to alter the inputs in general, we examine a

case in which we want to do so.

Converting banded layouts to the Vitter-Shriver scheme

Chapter 4 describes situations in which vector layouts other than the Vitter-Shriver scheme

may occur. We summarize them here. In a banded layout, we divide a vector of length N into

bands of β elements each. We restrict the band size β to be a power of 2 times the number

of processors. Figure 2.3 shows two examples of banded layout with P = 8 processors and a

track size of BD = 16. In Figure 2.3(a), the band size is β = 64, and so each band occupies

β/BD = 4 tracks. In Figure 2.3(b), the band size equals the track size—β = BD = 16—and

so each band occupies one track. This case is precisely the Vitter-Shriver layout. Each row

in Figure 2.3 contains one element per processor. Element indices vary most rapidly within

each processor, then among processors within a band, and they vary least rapidly from band

to band. Within each band, elements are in column-major order.

The mapping from a banded layout with band size β > BD, such as in Figure 2.3(a), to the

Vitter-Shriver layout with band size BD is itself a BPC permutation. The complement vector
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Figure 2.3: Two banded layouts with P = 8 processors and a track size of BD = 32. Track boundaries
are drawn with heavy lines. (a) The band size is β = 64. (b) The band size is β = BD = 16.

is all 0s, and the bit permutation πβ>BD is given by

πβ>BD(j) =





j if 0 ≤ j ≤ lg
BD

P
− 1 or lg β ≤ j ,

lg
BD

P
+

(
(j − lgBD) mod lg

βP

BD

)
if lg

BD

P
≤ j ≤ lg β − 1 .

(2.34)

Let us see why mapping (2.34) works. To start, observe that each record stays within its

group of β records. That is, records do not cross band boundaries. The only address bits that

change, therefore, are the least significant lg β. Hence, πβ>BD(j) = j for j ≥ lg β.

We treat each β-record band as a matrix in which each entry actually contains several

elements, and we transpose this matrix. Elements that are in the same track and processor

travel together in the mapping. That is, each group of BD/P elements (2 in Figure 2.3)

travels together. Because the BD/P elements stay in the same order relative to each other,

the least significant lg(BD/P ) address bits do not change, and so πβ>BD(j) = j for 0 ≤ j ≤
lg(BD/P ) − 1. We treat each β-record band as a β/BD × P matrix, with each matrix entry

consisting of BD/P records. We transpose this matrix. In the example of Figure 2.3, we
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perform the following transpose of a 4× 8 matrix, where each entry consists of two records:




(0, 1) (8, 9) (16, 17) (24, 25) (32, 33) (40, 41) (48, 49) (56, 57)
(2, 3) (10, 11) (18, 19) (26, 27) (34, 35) (42, 43) (50, 51) (58, 59)
(4, 5) (12, 13) (20, 21) (28, 29) (36, 37) (44, 45) (52, 53) (60, 61)
(6, 7) (14, 15) (22, 23) (30, 31) (38, 39) (46, 47) (45, 55) (62, 63)




⇓


(0, 1) (2, 3) (4, 5) (6, 7)
(8, 9) (10, 11) (12, 13) (14, 15)

(16, 17) (18, 19) (20, 21) (22, 23)
(24, 25) (26, 27) (28, 29) (30, 31)
(32, 33) (34, 35) (36, 37) (38, 39)
(40, 41) (42, 43) (44, 45) (46, 47)
(48, 49) (50, 51) (52, 53) (54, 55)
(56, 57) (58, 59) (60, 61) (62, 63)




Each consecutive group of BD/P rows (2 in this example) of this transposed matrix comprises

a track of the result.

The transpose is of a β/BD×P matrix, affecting address bits lg(BD/P ) through lg β − 1.

We adapt equation (2.2), but with P columns, βP/BD elements altogether, and adjusting the

first bit position to lg(BD/P ) instead of 0:

πβ>BD(j) = lg
BD

P
+

(((
j − lg

BD

P

)
− lgP

)
mod lg

βP

BD

)
(2.35)

= lg
BD

P
+

(
(j − lgBD) mod lg

βP

BD

)
(2.36)

for lg(BD/P ) ≤ j ≤ lg β − 1.

If instead we had β < BD and we wished to map a vector with band size β to one with

band size BD, we would interchange BD and β in equations (2.34)–(2.36). We would also have

to change equation (2.35) to also add lgP instead of subtract it:

πβ<BD(j) = lg
β

P
+

(((
j − lg

β

P

)
+ lgP

)
mod lg

BDP

β

)

= lg
β

P
+

((
j + lg

P 2

β

)
mod lg

BDP

β

)
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for lg(β/P ) ≤ j ≤ lgBD − 1. We then have

πβ<BD(j) =





j if 0 ≤ j ≤ lg
β

P
− 1 or lgBD ≤ j ,

lg
β

P
+

((
j + lg

P 2

β

)
mod lg

BDP

β

)
if lg

β

P
≤ j ≤ lgBD − 1 .

(2.37)

Performing BMMC and BPC permutations by adjusting the characteristic matrix

and complement vector

In the remainder of this section, we solve the following problem. We are given a mapping f to

perform; this mapping is a BMMC or BPC permutation. The vector we wish to permute is laid

out according to some scheme other than the Vitter-Shriver one. A BMMC mapping g maps

this actual layout to the Vitter-Shriver layout. How do we perform the mapping f under these

conditions?

In effect, we wish to simulate the BMMC mapping f by another mapping h that takes the

actual layout into account. We shall see in a moment that h is a BMMC permutation if f and g

are and, in addition, h is a BPC permutation if f and g are. We describe the mapping h in

three steps. First, we permute the vector according to mapping g to convert the vector from

the actual layout to Vitter-Shriver order. Second, we perform mapping f . Third, we permute

the vector according to g−1 to restore the actual layout order. Thus,

h(x) = g−1(f(g(x))) . (2.38)

To determine the nature of the mapping h, we define the characteristic matrices and com-

plement vectors for the BMMC mappings f and g by

f(x) = Afx⊕ cf ,

g(x) = Agx⊕ cg .

Note that because g is a BMMC permutation, the matrix A−1
g exists. Since g(x) = Agx ⊕ cg,
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we have that g−1(x) = A−1
g (x⊕ cg). We are now ready to expand equation (2.38):

h(x) = g−1(f(g(x)))

= A−1
g ((Af (Agx⊕ cg)⊕ cf )⊕ cg)

= A−1
g (AfAgx⊕Afcg ⊕ cf ⊕ cg)

= (A−1
g AfAg)x⊕A−1

g ((Af ⊕ I)cg ⊕ cf ) .

We conclude that the mapping h is a BMMC permutation whose characteristic matrix Ah

is the product A−1
g AfAg and whose complement vector ch is A−1

g ((Af ⊕ I)cg ⊕ cf ). Moreover,

if f and g are BPC permutations, then each of the matrices A−1
g , Af , and Ag is a permutation

matrix. The product Ah is then also a permutation matrix. In this case, the mapping h is also

a BPC permutation.

Thus, we can perform a BMMC or BPC permutation with a different layout order without

changing the algorithm.

2.10 Conclusions

In this section, we recap the results in this chapter and suggest related research topics.

We have shown that many permutations can be performed on parallel disk systems faster

than sorting. In particular, we generalized the matrix-tranpose algorithm of Vitter and Shriver

to BPC permutations and BMMC permutations. These are broad classes that include many

commonly used permutations: matrix transpose (or cyclic rotation of address bits), bit-reversal,

hypercube, vector-reversal, Gray codes, inverse Gray codes, and permutations that help reduce

data-access conflicts. Along the way, we came up with restricted permutations—MRC, block

BPC, and block BMMC—that can be performed in just one pass over the records. We also

showed how to perform arbitrary block permutations with off-line scheduling. We proved lower

bounds for BPC and BMMC permutations, showing that our algorithm for BPC permutations

is asymptotically optimal. Finally, we showed how to perform BMMC and BPC permutations
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without changing the algorithm when the vector to be permuted violates the Vitter-Shriver

layout scheme.

The VM-DP system includes an implementation of the BPC algorithm. As we shall see in

Chapter 3, its actual performance matches the performance predicted in this chapter exactly.

Future research

We have seen that the Ω
(
min

(
N
D ,

N
BD

lg(N/B)
lg(M/B)

))
lower bound for general permutations fails to

apply for a fairly broad class of permutations. We shall see even more classes that we can

perform quickly in Chapter 3. How broadly applicable then is this lower bound? Can we

succinctly characterize classes of permutations for which it does not apply?

Is the BPC algorithm in this chapter optimal? It is asymptotically optimal, but what about

the constant factors? They are small, but are they the best possible? The lower bounds proven

in Section 2.8 are only asymptotic lower bounds. Can we determine the constants? The key

to doing so, at least using the framework of Section 2.8, is to replace the asymptotic notation

in Lemma 2.20 by an expression with exact constants. How can we adapt the Aggarwal-Vitter

[AV88] argument that establishes this lemma to use constants rather than asymptotics?

There is a gap in the known asymptotics for BMMC permutations. Where in this gap is

their true complexity? It depends on the exact nature of the submatrix denoted by γα−1 in

equation (2.21). As we observed in Section 2.6, when γα−1 = 0, the cost of performing Â

includes only the cost of performing the MRC permutation W , and so it is constant. It seems

that the fewer nonzero rows or columns γα−1 contains, the faster it can be performed. Can we

precisely characterize this property?



Chapter 3

Performing General and Special Permutations

We saw in Chapter 2 that if we carefully choreograph the disk I/O in virtual-memory systems for

data-parallel computing, we can reduce the cost of performing bit-defined permutations. This

chapter continues our examination of the differences between performing general and special

permutations.

This chapter takes a more practical and slightly less theoretical approach than Chapter 2.

It presents a simple, though asymptotically suboptimal, algorithm to perform general permu-

tations. This algorithm uses Θ
(

N
BD

lg N
lg(M/BD)

)
parallel I/Os by performing external radix sort

on target addresses. Then this chapter explores several classes of special permutations that we

can perform much faster than general permutations:

• Monotonic routes, which we can perform with dNs/BDe+2 dNt/BDe parallel I/Os for a

source vector of Ns elements and a target vector of Nt elements.

• k-monotonic routes, which are the superposition of k monotonic routes and can be

performed with dNs/BDe + 2k dNt/BDe parallel I/Os, subject to the restriction that

(k + 1)BD ≤M .

• Mesh permutations, which are a special case of monotonic routes and can be performed

with 3 dN/BDe parallel I/Os.

• Torus permutations in d dimensions, which are a special case of 2d-monotonic routes and

can be performed with (2d+1 + 1) dN/BDe parallel I/Os if (2d + 1)BD ≤M .

• BMMC and BPC permutations, which we saw in Chapter 2.

• General matrix transpose of any R × S matrix, which we can perform with less than

9 RS
BD

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+ 53

2
RS
BD + 11 parallel I/Os, and often fewer.

82
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These classes arise frequently. We show, for each of these classes, not only how to perform

them quickly, but also how to detect them at run-time given a vector of target addresses using

barely more than N/BD parallel I/Os.

We then focus on the question of how to invoke special permutations. We shall argue that

although we can detect these special permutations quickly at run time, it is better to invoke

them by specifying them in the source code. We support this argument with empirical data for

BPC permutations.

Importance of permuting in a data-parallel system with virtual memory

Just as communication costs dominate parallel computers, permuting costs dominate data-

parallel computing with virtual memory. Common operations, such as elementwise operations,

scans (parallel prefix), and reduces, can be performed in one pass through the data. As we saw

in Section 1.4, however, permuting in general is much more expensive, requiring more than a

constant number of passes.

Suppose we examine a data-parallel program running on a parallel machine at the level of

Vcode or Paris on the CM-2 [Thi89]. Although it may be the case that only a few operations

permute data, the cost of the entire computation may very well be dominated by the cost of

performing the few permutations. When the data must reside on disk, the relative cost of per-

muting is even greater. For any hope of reasonable performance, we must perform permutations

as fast as possible.

Outline of this chapter

The remainder of this chapter is organized as follows. Section 3.1 presents how the VM-

DP system performs general permutations, sorting target addresses by an external radix sort.

Section 3.2 is an overview of several special permutations that Sections 3.3–3.5 show how to

perform faster than general permutations and also detect quickly at run time. We argue in

Section 3.6 that it is best to invoke these permutations at the source-code level. The argument

includes a case study of how the VM-DP system performs BPC permutations, with empirical
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statistics. Finally, Section 3.7 contains some concluding remarks and discusses future work.

3.1 Performing general permutations

The VM-DP system performs general permutations by sorting records according to their asso-

ciated target addresses. The asymptotically optimal algorithms of Vitter and Shriver [VS90a,

VS90b] and Nodine and Vitter [NV90, NV91, NV92] sort N records using Θ
(

N
BD

lg(N/B)
lg(M/B)

)

parallel I/Os. These algorithms, however, are rather complicated to implement. We instead

opted for simplicity, sorting target addresses with an external radix sort. This method uses

Θ
(

N
BD

lg N
lg(M/BD)

)
parallel I/Os.

Radix sort is an old sorting algorithm. See [CLR90] for a detailed description. It works as

follows. The N keys to be sorted are assumed to be k-bit integers. When the keys are indices

of an N -element vector, k = dlgNe. We form β buckets, where β is an integer power of 2. We

then make dk/ lg βe passes over the keys, placing each key into a bucket according to the value

of lg β of its bits. In particular, in the jth pass (starting from 0), a record with key x is placed

into bucket number bx/βjc mod β. This scheme sorts from the least significant bits first. As

long as each pass is stable—if key x preceeds key y in a bucket after the (j + 1)st pass, then

x preceeded y in the total order after the jth pass—this method correctly sorts the keys in

dk/ lg βe passes.

External radix sort

The VM-DP system uses an external version of this algorithm that performs only striped I/O.

Each key is a target address and has some associated data. Although we move each key and

its data together, they are elements of separate vectors. For the purpose of this exposition, we

assume that keys are 4-byte integers and so is the data. A track frame consists of BD records

in RAM, and each bucket is two track frames, one for the data and one for the keys, occupying

2BD records in RAM. Although it seems that we ought to be able to set the number of buckets

β to M/2BD, we cannot. We must instead reserve an additional bucket’s worth of track frames
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(a) (b)

bucket 0
bucket 1
bucket 2
bucket 3
bucket 4
bucket 5
bucket 6
bucket 7

input buffer

Figure 3.1: The state of RAM (a) before and (b) after distributing the records of an input buffer
to β = 8 buckets. Light shading represents records in buckets before distribution, and dark shading
represents the new records to be distributed. Buckets 2 and 5 have only new records, and fewer of them,
afterward because they were filled during the distribution, written out to disk, emptied in RAM, and
then more records were routed to them.

as input buffers for keys and data. In order to keep everything a power of 2, therefore, we set

β = M/4BD.

Each pass processes lg β = lg(M/4BD) bits of the keys. Initially, all N records are in one

bucket. The jth pass, for j = 0, 1, . . . , d(lgN)/(lg β)e − 1, processes β input buckets, which are

the output buckets of the (j − 1)st pass, in order. That is, it processes input bucket 0 from

beginning to end, then input bucket 1, and so on up to input bucket β− 1. (The pass for j = 0

processes the lone initial bucket.) All β output buckets are empty at the beginning of each pass.

Input buckets are read into the input buffers a track at a time; we read a track of BD keys and

a track of their associated BD data elements. As an optimization, we can check whether all

keys are sorted after each pass, thereby avoiding unnecessary passes when the sorting completes

before all dlgNe bits are processed.

After reading each track, we distribute its records to the β buckets according to the ap-

propriate bits of the keys. As Figure 3.1 shows, we loop through buckets i = 0, 1, . . . , β − 1,

finding all the records in the input buffer with key x such that bx/β jc mod β = i. That is, we

find the keys for which the jth group of lg β bits, starting from the least significant position, is

the binary representation of i. We perform an internal (in-RAM) route of these keys and their
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data into the next available positions in bucket i.1 If this route fills up bucket i in RAM, we

write it out to disk, empty it in RAM, and continue on.

All writes are to a different set of tracks from the tracks containing the input buckets. We

call the tracks containing the input buckets the input portion of the parallel disk system, and

the output portion contains the output tracks. Since we need the output buckets of a pass only

as the input buckets to the next pass, we swap the input and output portions from pass to pass.

Having read in and processed all N records in the input buckets, we are left with many

tracks having been written out to disk and up to β buckets that are partially full in RAM. We

write these partially full buckets out to disk, and we are then ready for the next pass.

We must perform some special processing before the first pass and after the last pass. In

order to know where on disk to write each track of each output bucket, we need to know how

much disk space is needed to hold each bucket. Moreover, we need to know this information in

each pass. Before the first pass (pass j = 0), therefore, we read all the keys, creating a census

of how many records will end up in each bucket in each pass. With one read pass through

the records, we create a d(lgN)/(lg β)e × β array of this census information, which we use to

allocate disk space. After the last pass, we have β buckets on disk, but the last track of many

of these buckets may be only partially full.2 Therefore, we perform one more pass through the

buckets to compact the keys and data.

Analysis of external radix sort

We now analyze the asymptotic I/O behavior of external radix sort. Although it is not difficult

to determine the constant factors in general, it is somewhat tedious and yields little additional

insight. In Section 3.6, we determine the constant factors for the case in which the keys are the

set {0, 1, . . . , N − 1} and N is a power of 2.

External radix sort uses Θ
(

N
BD

lg N
lg(M/BD)

)
parallel I/Os. Each bucket may have one partially

full track, so the number of parallel reads for keys and for data per pass is at most dN/BDe+β

1Because we require radix sort to be stable, this route must be monotonic (see Section 3.3).
2If N is a power of 2 and the keys are the set {0, 1, . . . , N − 1}, all buckets will be full after each pass. The

routines that call external radix sort in the VM-DP system, however, cannot assume that N is a power of 2, that
all keys are distinct, or even that all values between 0 and N − 1 appear in the set of keys.
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each. The same holds for the number of parallel writes. Thus, there are Θ(N/BD + β)

parallel I/Os per pass. Presumably, we invoke external radix sort only if N is large enough

that the keys and data do not fit in RAM. Let us assume therefore that 2N > M , which

implies that β = M/4BD < N/2BD and thus Θ(N/BD + β) = Θ(N/BD). Thus, there are

Θ
(

N
BD

lg N
lg(M/BD)

)
parallel I/Os in all

⌈
lg N

lg(M/4BD)

⌉
passes together. The remaining parallel I/Os

number only Θ(N/BD). There are dN/BDe parallel reads in the census count, and compaction

takes Θ(N/BD) parallel I/Os. The total number of I/Os used by external radix sort is therefore

Θ
(

N
BD

lg N
lg(M/BD)

)
.

Asymptotically, the external radix sort bound is worse than the optimal I/O bound because

it has a numerator of lgN rather than lg(N/B) and a denominator of lg(M/BD) rather than

lg(M/B). External radix sort is much simpler to implement than the optimal sorting algo-

rithms, however. Moreover, it uses only striped I/O, unlike the optimal algorithms, which use

independent I/O.

3.2 Special permutations

In the three following sections, we explore some classes of permutations that can be performed

faster than general permutations. In particular, we examine monotonic routes, mesh and torus

permutations, BMMC and BPC permutations, and general matrix transpose. In addition to be-

ing performed quickly, these permutations have two additional qualities: they occur frequently

and we can detect them efficiently at run time. We will see how to both perform and detect

these classes.

Each permutation is specified by a source vector, a target vector, and a mapping from indices

in the source vector to indices in the target vector. Two of them—monotonic routes and mesh

permutations—are partial permutations rather than full permutations. In a partial permutation,

the mapping does not necessarily cover all indices in the source vector in its domain, nor does

it necessarily cover all indices in the target vector in its range.

Many of the run-time detection schemes take as input a vector of N target addresses and
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follow a three-stage strategy:

1. Decide which class of special permutation we are trying to detect. The detection schemes

vary among the special permutations.

2. Read target addresses for a small number of individual elements. From these target

addresses, hypothesize the particular parameters of the permutation.

3. Read target addresses for all elements in order to verify that the permutation is indeed

described by the hypothesized parameters. We can terminate this stage early, thus saving

parallel I/Os, if any source-target address pair fails the verification test. We must check

all N elements, however, if all pairs pass the test. Although checking all N elements

entails dN/BDe parallel I/Os, we more than compensate for this cost by running the

appropriate special permutation code rather than the general permutation routine.

To minimize the number of passes through the target-address vector, we can perform the

verification step simultaneously for all the permutation classes under consideration.

3.3 Monotonic routes, mesh permutations, and torus permutations

In this section, we see how to perform and detect monotonic routes and a generalization called

k-monotonic routes. For a source vector of Ns elements and a target vector of Nt elements,

we can perform a monotonic route using dNs/BDe + 2 dNt/BDe parallel I/Os, and we can

perform a k-monotonic route using dNs/BDe+2k dNt/BDe parallel I/Os. We shall see how to

detect monotonic and k-monotonic routes in one pass over the mapping. We then see how mesh

permutations are special cases of monotonic routes and d-dimensional torus permutations are

special cases of 2d-monotonic routes. Therefore, we can detect mesh and torus permutations

in one pass, we can perform mesh permutations using 3 dN/BDe parallel I/Os, and we can

perform torus permutations using (2d+1 + 1) dN/BDe parallel I/Os.
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…source vector

…target vector

(a)

(b)

source vector

target vector

Figure 3.2: (a) A monotonic route, with each element mapping indicated by an arrow. No arrows cross
in a monotonic route. Heavy lines indicate track boundaries. We can perform any monotonic route by
making just one pass over the source and target vectors. (b) A k-way split operation is an example of a
k-monotonic route, shown here for k = 3. The three component monotonic routes are drawn with solid,
dashed, and dotted lines, and arrowheads are omitted.

Monotonic routes

A monotonic route is a partial permutation in which if elements i and j are mapped to positions

i′ and j′, respectively, then

i < j if and only if i′ < j ′ . (3.1)

If we view each individual mapping in a monotonic route as one of the arrows in Figure 3.2(a),

then no arrows cross.

Because elements that are routed appear in the same relative order in the source and target

vectors, we can perform a monotonic route in only one pass over the source and target vectors.

We perform the individual mappings (arrows) in order, reading and writing tracks of the source

and target vectors as necessary. Since no arrows cross, tracks are read and written in order.

We read each track of the source vector once, and we read and write each track of the target

vector once. (We have to read target-vector tracks to avoid overwriting data in positions that

are not routed to.) Thus, we can perform a monotonic route with a source vector of length Ns

and a target vector of length Nt using at most dNs/BDe+ 2 dNt/BDe parallel I/Os.
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k-monotonic routes

A k-monotonic route is the superposition of k monotonic routes. The source and target vectors

of the k routes are the same, but the domains of the routes are disjoint, as are their ranges.

As Figure 3.2(b) shows, a k-monotonic route can be used to implement a k-way split operation.

Here, each element is assigned to one of k partitions, and the vector is permuted to place all

elements in the same partition together.

We can perform a k-monotonic route as k individual (1-)monotonic routes, using a total

of k dNs/BDe + 2k dNt/BDe parallel I/Os, but in fact we can do somewhat better. Observe

that if there is enough RAM to hold one track of the source vector plus k tracks of the target

vector (one for each component monotonic route), we can arrange for one read pass to serve

all k of the component monotonic routes. We have to take care to ensure that each target

track appears in RAM only once at a time, and we read and write each target track up to

k times. As long as (k + 1)BD ≤ M , therefore, we can perform a k-monotonic route with at

most dNs/BDe+ 2k dNt/BDe parallel I/Os.

For a k-way split operation, as in Figure 3.2(b), we can do even better. Each target track

that contains at most one of the split partitions needs to be read and written only once. Target

tracks that contain portions of more than one partition need to be read and written more than

once, but there are at most k−1 such reads and writes. We can perform a k-way split, therefore,

with at most dNs/BDe+ 2 dNt/BDe+ 2(k − 1) parallel I/Os. When k = 1, this bound is the

same as the one above for monotonic routes.

Detecting monotonic and k-monotonic routes

Monotonic routes are the simplest of all permutations or partial permutations to detect. We

simply verify that condition (3.1) holds for all source-target pairs.

Detecting k-monotonic routes, for k > 1, is harder. Trivially, we can let k be the size of the

domain of the mapping, but the domain size is often too large for this value of k to be useful

in performing the route. To determine a more reasonable value of k, we adapt Pinter’s method

[Pin82, Section V.2.2] for sequentially determining the minimum number of layers needed for
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river routing two-terminal nets in a channel. We consider only the domain of the mapping, i.e.,

indices in the source vector that map to the target vector. For the ith such index in the source

vector, let π(i) be the position it maps to in the target vector. We will assign to each mapping i

the number R(i) of the monotonic route it belongs to. At each point in the algorithm, we

maintain the k component routes formed so far. For the jth such monotonic route, we define

πmax(j) = max{π(i) : R(i) = j}. In other words, πmax(j) is the highest target address in the

jth component route. When we process a mapping of i to π(i), we assign i to the component

route j for which πmax(j) < π(i) (so that the component route, extended by this mapping,

remains monotonic) and πmax(j) is maximum over all such routes. If no existing component

routes can be extended by the mapping, we create a new one and increment k. The number k

of component routes at the end is the minimum possible.

Pinter’s method requires only one pass over the target-address vector, so it is efficient in

terms of disk-access cost. We omit discussion of the processing cost, since we are more concerned

with I/O. Pinter observed, however, that we can use binary search to find the appropriate

component route in O(lg k) time sequentially for each individual mapping.

Mesh and torus permutations

Many applications use data that is organized into multidimensional grids, or meshes. A class of

permutation commonly performed in d-dimensional meshes adds an offset o = (o1, o2, . . . , od)

to the element originally in position p = (p1, p2, . . . , pd), mapping it to position

mesh(p, o) = (p1 + o1, p2 + o2, . . . , pd + od) .

When the number of dimensions is d = 1, this type of permutation is a shift operation. Some

people think of mesh permutations exclusively in terms of the offset o as a unit vector; the

above definition generalizes this view.

There are two common ways to handle boundary conditions. Let the dimensions of the

mesh be m = (m1,m2, . . . ,md), with positions in dimension i indexed from 0 to mi− 1, so that

−mi < oi < mi for i = 1, 2, . . . , d. One choice is to not map elements that would be mapped
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across a boundary. That is, map only elements p for which 0 ≤ pi + oi < mi. In this case,

only (m1− |o1|)(m2− |o2|) · · · (md− |od|) elements are actually mapped, and the mapping does

not cover all indices in the source or target vectors. We call this type of partial permutation a

mesh permutation. The other common choice is a full permutation called a torus permutation,

in which we wrap around at the boundaries:

torus(p, o,m) = ((p1 + o1) mod m1, (p2 + o2) mod m2, . . . , (pd + od) mod md) .

We will show that mesh permutations are monotonic routes and that torus permutations

are 2d-monotonic routes. First, however, we need to define the mapping from grid locations to

positions in the underlying one-dimensional vector. We assume that we store a d-dimensional

grid in row-major order, with 0-origin indexing in each dimension. Under these assumptions, we

define the indexing function ι mapping a grid position p = (p1, p2, . . . , pd) to its corresponding

index in row-major order:

ι(p,m) =
d∑

i=1






d∏

j=i+1

mj


 pi


 . (3.2)

For a 2-dimensional mesh, for example, equation (3.2) reduces to the familiar form ι(p,m) =

m2p1 + p2, where m2 is the number of columns.

Mesh permutations as monotonic routes

We now show that mesh permutations are monotonic routes. In fact, as the following lemma

shows, mesh permutations are a special type of monotonic route in which the difference between

the positions in the row-major order of the source and target addresses is the same for each

element permuted.

Lemma 3.1 Let p = (p1, p2, . . . , pd) be any grid location mapped by a mesh permutation with

offset o = (o1, o2, . . . , od) on a d-dimensional grid with dimensions m = (m1,m2, . . . , md). Then

ι(mesh(p, o),m)− ι(p,m) = ι(o,m).
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Proof: We have

ι(mesh(p, o),m)− ι(p,m) =
d∑

i=1






d∏

j=i+1

mj


 (pi + oi)


− ι(p,m)

=
d∑

i=1






d∏

j=i+1

mj


 pi


+

d∑

i=1






d∏

j=i+1

mj


 oi


− ι(p,m)

= ι(p,m)− ι(o,m)− ι(p,m)

= ι(o,m) ,

which completes the proof.

Because mesh permutations are monotonic routes, we can perform them by reading each

track at most once and writing each track at most once. The total number of parallel I/Os is

thus at most 3 dN/BDe, where N = m1m2 · · ·md is the total number of elements in the grid.

Torus permutations as d-monotonic routes

We now show that torus permutations are not monotonic routes, but they are 2d-monotonic

routes. They are not monotonic routes because of wraparound. Consider a 1-dimensional torus,

for example, with dimension m. In a 1-dimensional torus, ι(p,m) = p for all p = 0, 1, . . . ,m−1.

Consider the source addresses 0 and 1, so that ι(0,m) = 0 and ι(1, m) = 1. Let the offset of

the permutation be o = m − 1. Then ι(torus(0, m − 1,m), m) = torus(0, m − 1,m) = m − 1

and ι(torus(1, m − 1,m),m) = torus(1, m − 1, m) = 0. Thus, we see that ι(0,m) < ι(1, m)

but ι(torus(0,m − 1, m),m) > ι(torus(1,m − 1, m),m), and so the torus permutation is not a

monotonic route.

Intuitively, a torus permutation is a 2d-monotonic route because if we partition the source

addresses into 2d sets according to whether or not they wrap around in each dimension, each such

set forms a monotonic route. To formalize this notion, we assume without loss of generality that

for each dimension i = 1, 2, . . . , d, offset oi is nonnegative. For each dimension i = 1, 2, . . . , d,
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we define

wrapi(p, o,m) =





0 if (pi + oi) mod mi ≥ pi ,

1 if (pi + oi) mod mi < pi ,

and we define the vector

wrap(p, o,m) = (wrap1(p, o,m),wrap2(p, o,m), . . . ,wrapd(p, o,m)) .

For each vector j = (j1, j2, . . . , jd) ∈ {0, 1}d, we define the set

W (j, o,m) = {p : wrap(p, o,m) = j} ;

that is, W (j, o,m) is the set of grid locations p for which the vector j describes whether the

torus permutation causes it to wrap around in each dimension. Next, we define modified offset

values o′(j, o,m), which may now be negative, that describe the actual offsets used for each set

W (j, o,m). For j = (j1, j2, . . . , jd) ∈ {0, 1}d and i = 1, 2, . . . , d,

o′i(j, o,m) =




oi if ji = 0 ,

oi −mi if ji = 1 ,

and we define

o′(j, o,m) = (o′1(j, o,m), o′2(j, o,m), . . . , o′d(j, o,m)) .

The following lemma shows that for each set W (j, o,m), the offset vector o′(j, o,m) describes a

mesh permutation that is equivalent to the torus permutation performed on the grid locations

in the set.

Lemma 3.2 For each j = (j1, j2, . . . , jd) ∈ {0, 1}d and for all grid locations p ∈W (j, o,m),

torus(p, o,m) = mesh(p, o′(j, o,m)) .

Proof: Consider a given value of j ∈ {0, 1}d and any dimension i ∈ {1, 2, . . . , d}.
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If ji = 0, then o′i(j, o,m) = oi and so the ith position of mesh(p, o′(j, o,m)) is pi + oi. But

by the definition of the set W (j, o,m), if ji = 0 then wrapi(p, o,m) = 0. This in turn implies

that (pi + oi) mod mi ≥ pi, and thus (pi + oi) mod mi = pi + oi. Therefore, torus(j, o,m) and

mesh(p, o′(j, o,m)) agree in the ith dimension.

If instead ji = 1, then o′i(j, o,m) = oi −mi and so the ith position of mesh(p, o′(j, o,m)) is

pi + oi −mi. By the definition of the set W (j, o,m), if ji = 1 then wrapi(p, o,m) = 1. This in

turn implies that (pi + oi) mod mi < pi, and thus (pi + oi) mod mi = pi + oi −mi. Therefore,

torus(j, o,m) and mesh(p, o′(j, o,m)) agree in the ith dimension.

In either case, we have shown that torus(j, o,m) and mesh(p, o′(j, o,m)) are equal in each

dimension.

Finally, we show that each set W (j, o,m) defines a monotonic route.

Lemma 3.3 For each j = (j1, j2, . . . , jd) ∈ {0, 1}d and for all grid locations p ∈W (j, o,m),

ι(torus(p, o,m),m)− ι(p,m) = ι(o′(j, o,m), m) .

Proof: By Lemmas 3.1 and 3.2,

ι(torus(p, o,m), m)− ι(p,m) = ι(mesh(p, o′(j, o,m)))− ι(p,m)

= ι(o′(j, o,m), m) ,

which completes the proof.

Because each setW (j, o,m) defines a monotonic route and there are 2d such sets, we conclude

that a d-dimensional torus permutation is a 2d-monotonic route. As long as (2d + 1)BD ≤M ,

therefore, we can perform a d-dimensional torus permutation on N = m1m2 · · ·md elements

using at most (2d+1 + 1) dN/BDe parallel I/Os.

In fact, when all dimensions are powers of 2, the number of parallel I/Os needed to perform

a torus permutation is independent of the number of dimensions. Section 4.3 shows that as long
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as vectors are laid out with element Xk residing in track number bk/BDc, the elements of each

source-vector track map to at most 2 target-vector tracks for any torus permutation regardless

of the number of dimensions. When all dimensions are powers of 2, therefore, we can perform

any torus permutation using only 5N/BD parallel I/Os.

3.4 BMMC and BPC permutations

Chapter 2 defined the classes of BMMC and BPC permutations, demonstrated that these classes

include many useful classes of permutations, and presented efficient algorithms to perform them.

In this section, we show how to detect BMMC permutations using only N/BD +
⌈

lg(N/B)+1
D

⌉

parallel reads.

Once we can detect BMMC permutations, we can detect the other classes in Chapter 2

that are defined by characteristic matrices. The BMMC detection method below determines

a candidate characteristic matrix and a candidate complement vector. To detect a subclass

of BMMC permutations, we check that the characteristic matrix is of the correct form for the

subclass. For BPC permutations, for example, we would check that each row and each column

contains exactly one 1.

Detecting BMMC permutations

We detect BMMC permutations by first checking that N is a power of 2; if not, the permutation

cannot be BMMC. We then form a candidate characteristic matrix A and complement vector c

by a method we are about to see that uses only
⌈

lg(N/B)+1
D

⌉
parallel reads. Next, we check that

the matrix A is nonsingular. Many data-parallel machines have an attached front-end machine,

which is where this nonsingularity check would typically take place. If there is no front end

and the check must occur on the data-parallel machine, A and c together are described by only

lg2N + lgN bits, so they easily fit in RAM. Finally, we verify that A and c define a BMMC

permutation by checking for all N source addresses x and all N target addresses y whether

y = Ax⊕ c. Verification takes N/BD parallel reads, for a total of N/BD+
⌈

lg(N/B)+1
D

⌉
parallel
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reads for BMMC detection.

The method for forming the candidate characteristic matrix A and candidate complement

vector c is based on two observations. First, if the permutation is BMMC, then the complement

vector c must be the target address corresponding to source address 0. This relationship holds

because x = 0 and y = Ax⊕ c imply that y = c.

The second observation is as follows. Consider a source address x with binary representation

bin(x) = (x0, x1, . . . , xlg N−1), and suppose that bit position k holds a 1, i.e., xk = 1. Let us

denote the jth column for matrix A by Aj. Also, let Sk denote the set of bit positions other

than k that hold a 1: Sk = {j : j 6= k and xj = 1}. If y = Ax⊕ c, then we have

y =


⊕

j∈Sk

Aj


⊕Ak ⊕ c , (3.3)

since only the bit positions j for which xj = 1 contribute a column of A to the sum of columns

that forms the matrix-vector product. If we know the target address y, the complement vector c

and the columns Aj for all j 6= k, we can rewrite equation (3.3) to yield the kth column of A:

Ak = y ⊕

⊕

j∈Sk

Aj


⊕ c . (3.4)

We shall compute the complement vector c first and then the columns of the characteristic

matrix A one at a time, from A0 up to Alg N−1. When computing Ak, we will have already

computed A0, A1, . . . , Ak−1, and these will be the only columns we need in order to apply

equation (3.4). In other words, Sk ⊆ {0, 1, . . . , k − 1}. It is useful to think of each source

address as being comprised of three fields of bits: the lower lgB bits give the record’s offset

within its block, the middle lgD bits give the disk number, and the upper lg(N/BD) bits give

the track number.

From equation (3.4), it would be easy to compute Ak if Sk were empty. The set Sk is

empty if the source address is a unit vector, with its only 1 in position k. If we look at these

addresses, however, we find that the target addresses for a disproportionate number—all but

lgD of them—reside on disk D0. The block whose disk and track fields are all zero contains lgB
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such addresses, so they can be fetched in one disk read. A problem arises for the lg(N/BD)

source addresses with one 1 in the track field: their target addresses all reside on different

blocks of disk D0. Each must be fetched in a separate read. The total number of parallel reads

to fetch all these addresses is lg(N/BD) + 1.

To achieve only
⌈

lg(N/B)+1
D

⌉
parallel reads, each read fetches one block from each of the D

disks. The first parallel read determines the complement vector, the first lgB + lgD = lgBD

columns, and the next D − lgD − 1 columns. Each subsequent read determines another D

columns, until all lgN columns have been determined.

In the first parallel read, we do the same as above for the first lgBD bits. That is, we fetch

blocks containing target addresses whose corresponding source addresses are unit vectors with

one 1 in the first lgBD positions. As before, lgB of them are in the same block on disk D0. This

block also contains address 0, which we need to compute the complement vector. The remaining

lgD are in track number 0 of disks D1,D2,D4,D8, . . . ,DD/2. Having fetched the corresponding

target addresses, we have all the information we need to compute the complement vector c and

columns A0, A1, . . . , Alg BD−1.

The columns we have yet to compute correspond to bit positions in the track field. If we were

to compute these columns in the same fashion as the first lgBD, we would again encounter the

problem that all the blocks we need to read are on disk D0. In the first parallel read, the only

unused disks remaining are those whose numbers are not a power of 2 (D3,D5,D6,D7,D9, . . .).

The key observation is that we have already computed all lgD columns corresponding to the

disk field, and we can thus apply equation (3.4). For example, let us compute column A lg BD,

which corresponds to the first bit of the track number. We read track 1 on disk D3 and find

the first target address y in this block. Disk number 3 corresponds to the first two disk-

number columns, Alg B and Alg B+1. Applying equation (3.4) with Slg BD = {lgB, lgB+1}, we

compute Alg BD = y ⊕Alg B ⊕Alg B+1 ⊕ c. The next column we compute is Alg BD+1. Reading

the block at track 2 on disk D5, we fetch a target address y and then compute Alg BD+1 =

y ⊕ Alg B ⊕ Alg BD+2 ⊕ c. Continuing on in this fashion, we compute a total of D − lgD − 1

track-bit columns from the first parallel read.

The remaining parallel reads compute the remaining track-bit columns. We follow the track-
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bit pattern of the first read, but we use all disks, not just those whose disk numbers are not

powers of 2. Each block read fetches a target address y, which we exclusive-or with a set of

columns from the disk field and with the complement vector to compute a new column from the

track field. The first parallel read computes lgB +D − 1 columns and all subsequent parallel

reads compute D columns. The total number of parallel reads is thus

1 +

⌈
lgN − (lgB +D − 1)

D

⌉
= 1 +

⌈
lg(N/B)−D + 1

D

⌉

=

⌈
lg(N/B) + 1

D

⌉
.

3.5 General matrix transpose

We can transpose any matrix efficiently, even when the number of elements is not a power

of 2. This section presents a method that uses less than 9 RS
BD

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+ 53

2
RS
BD + 11

parallel I/Os to transpose any R × S matrix, and it often uses fewer. Detection of general

matrix transpose is also easy, requiring only dN/BDe parallel reads, where N = RS.

Performing general matrix transpose

We perform a general matrix transpose in three steps:

1. Partition the given matrix X into four submatrices, each with dimensions that are powers

of 2.

2. Use the BPC algorithm to transpose each submatrix.

3. Reassemble the transposed submatrices to form XT.

We determine the submatrix dimensions as follows. Let X have R rows and S columns,

and define R′ = 2blg Rc and S′ = 2blg Sc. The value R′ is the closest power of 2 less than R

unless R itself is a power of 2, in which case R′ = R. The same holds for S ′ and S. Note that

R/2 < R′ ≤ R and S/2 < S ′ ≤ S, which imply that R − R′ < R/2 and S − S ′ < S/2. We
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partition X into four submatrices with the following dimensions:

S′ S − S′

X =

[
X11 X12

X21 X22

]
R′

R − R′

.

The transpose of X is then

R′ R − R′

XT =

[
XT

11 XT
21

XT
12 XT

22

]
S′

S − S′

.

We can use the BPC algorithm to compute XT
11 because the dimensions R′ × S′ of X11 are

powers of 2. To compute XT
12, X

T
21, and XT

22 using the BPC algorithm, however, we need to pad

the dimensions of X12, X21, and X22 to powers of 2. That is, we define the following matrices:

• X̂12 is an R′ × S/2 matrix whose leading R′ × (S − S′) submatrix is equal to X12.

• X̂21 is an R/2× S ′ matrix whose leading (R−R′)× S′ submatrix is equal to X21.

• X̂22 is an R/2×S/2 matrix whose leading (R−R′)× (S−S′) submatrix is equal to X22.

We then run the BPC algorithm on X̂12, X̂21, and X̂22 to compute their transposes. After

computing X̂T
12, X̂

T
21, and X̂T

22, we set

• XT
12 to the leading (S − S ′)×R′ submatrix of X̂T

12,

• XT
21 to the leading S ′ × (R−R′) submatrix of X̂T

21, and

• XT
22 to the leading (S − S ′)× (R−R′) submatrix of X̂T

22.

We create the matrices X11, X̂12, X̂21, and X̂22 using a particularly efficient version of a

4-way split. As we saw in Section 3.3, we can perform a k-way split in at most dNs/BDe +

2 dNt/BDe+ 2(k − 1) parallel I/Os. Here we have k = 4, Ns = RS, and

Nt = R′S′ +R′(S − S′) + (R−R′)S′ + (R−R′)(S − S′)

< RS +RS/2 +RS/2 +RS/4
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=
9

4
RS .

We can reduce the constants in the 4-way split in two ways. First, there is no need to read

tracks of the matrices we create, since we don’t care about the values in their pad regions. This

observation allows to us to reduce the term 2 dNt/BDe to only dNt/BDe. The second way is to

start each of the four matrices on a track boundary, which we need to do anyway. The 2(k− 1)

term comes only from target tracks that share partitions in a k-way split. Since there are no

such tracks, this term drops out altogether. The total number of parallel I/Os to create the

four matrices is thus at most

⌈
Ns

BD

⌉
+

⌈
Nt

BD

⌉
≤

⌈
RS

BD

⌉
+

⌈
9
4 RS

BD

⌉

<
13

4

RS

BD
+ 2 .

We then transpose the four matrices X11, X̂12, X̂21, and X̂22 using the BPC algorithm.

We’ll analyze the I/O requirements for these transpose operations in a moment.

Having computed XT
11, X̂

T
12, X̂

T
21, and X̂T

22, we need to reassemble them into the matrix XT.

The reassembly is simply a 4-monotonic route with the source and target vectors reversing their

roles from the partitioning. Thus, we have k = 4, Ns ≤ 9
4 RS, and Nt = RS, so the I/O count

for reassembly is at most

⌈
Ns

BD

⌉
+ 2k

⌈
Nt

BD

⌉
=

⌈
9
4 RS

BD

⌉
+ 8

⌈
RS

BD

⌉

<
41

4

RS

BD
+ 9 .

Note that this method is not recursive; we only partition and reassemble once.

It remains for us to compute the I/O cost of performing the four submatrix transpose

operations. Before doing so, we present a more concise characterization of the cross-rank for

matrix transpose.
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The cross-rank of matrix transpose

It turns out that the cross-rank of a matrix transpose has a simple characterization when we

normalize it by lg(M/B). We can use this characterization to give a tight bound on the number

of parallel I/Os for the transpose of any matrix. We start by proving a useful fact about cross-

ranks. Since cross-ranks apply only to BPC permutations, which require the number of elements

to be a power of 2, we assume for now that the matrix dimensions are powers of 2.

Lemma 3.4 For any matrix A that characterizes a BPC permutation, ρlg B(A) − ρlg M (A) ≤
lg(M/B) and ρlg M (A)− ρlg B(A) ≤ lg(M/B).

Proof: Because A characterizes a BPC permutation, it is a permutation matrix. The rank of

any R × S submatrix of a permutation matrix is the number of 1s in the submatrix, and it is

no greater than min(R,S). Thus,

ρlg B(A) = rank(A0.. lg B−1,lg B.. lg N−1)

= rank(A0.. lg B−1,lg B.. lg M−1) + rank(A0.. lg B−1,lg M.. lg N−1)

and

ρlg M (A) = rank(A0.. lg M−1,lg M.. lg N−1)

= rank(A0.. lg B−1,lg M.. lg N−1) + rank(Alg B.. lg M−1,lg M.. lg N−1) ,

and so

ρlg B(A)− ρlg M (A) = [rank(A0.. lg B−1,lg B.. lg M−1) + rank(A0.. lg B−1,lg M.. lg N−1)]

− [rank(A0.. lg B−1,lg M.. lg N−1) + rank(Alg B.. lg M−1,lg M.. lg N−1)]

= rank(A0.. lg B−1,lg B.. lg M−1)− rank(Alg B.. lg M−1,lg M.. lg N−1)

≤ lg(M/B)− 0
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and

ρlg M (A)− ρlg B(A) = rank(Alg B.. lg M−1,lg M.. lg N−1)− rank(A0.. lg B−1,lg B.. lg M−1)

≤ lg(M/B)− 0 ,

which completes the proof.

Next, we show that the (lgB)-cross-rank of a matrix transpose is concisely characterized.

Lemma 3.5 Let A be a (lgN)× (lgN) permutation matrix characterizing a BPC permutation

that is the transpose of an R× S matrix. Then ρlg B(A) = lg min(R, S,B,N/B).

Proof: We use the address-bit permutation formulation of matrix transpose in equation (2.2).

We start by showing that ρlg B(π) = lg min(R,S,B,N/B). We consider each of the four cases

separately.

1. min(R,S,B,N/B) = R:

As Figure 3.3(a) shows, lgR address bits cross from the upper side of position lgB to the

lower side. The remaining lg(B/R) bits that end up on the lower side of position lgB

start on the lower side. We have ρlg B(π) = lgR.

2. min(R,S,B,N/B) = S:

As Figure 3.3(b) shows, lgS address bits cross from the lower side of position lgB to the

upper side. The remaining lg(N/BS) bits that end up on the upper side of position lgB

start on the upper side. We have ρlg B(π) = lg S.

3. min(R,S,B,N/B) = B:

As Figure 3.3(c) shows, all of the lower lgB bits of the column number cross position

lgB. We have ρlg B(π) = lgB.

4. min(R,S,B,N/B) = N/B:

As Figure 3.3(d) shows, all of the upper lg(N/B) bits of the row number cross position

lgB. We have ρlg B(π) = lg(N/B).
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lg B

lg R

lg (B/R)

lg S

lg R lg S
(a)

lg B

lg S

lg (N/BS)

lg R

(b)
lg Slg R

lg B

lg Rlg S

(c)
lg R lg S

lg Rlg S

(d)

lg B
lg (N/B)

lg R lg S

lg (B/R) lg (N/BS)

Figure 3.3: Cases in the proof of Lemma 3.5. Lower-order bit positions are on the left. (a) When
min(R,S,B,N/B) = R, the lgR bits that end up on the left must come from the right of position lgB,
and the remaining leftmost lg(B/R) bits start on the left of position lgB. (b) When min(R,S,B,N/B) =
S, the lgS bits that end up on the right must come from the left of position lgB, and the remaining
rightmost lg(N/BS) bits start on the right of position lgB. (c) When min(R,S,B,N/B) = B, all of
the leftmost lgB bits cross position lgB. (d) When min(R,S,B,N/B) = N/B, all of the rightmost
lg(N/B) bits cross position lgB.

When the address-bit permutation π and the characteristic matrix A are related by equa-

tions (2.1) (page 29) and (2.3) (page 31), we have that ρk(π) = ρk(A) for all k, which completes

the proof.

We are now ready to give a simple characterization of the cross-rank for matrix transpose.

This form matches the bound for matrix transpose given by Vitter and Shriver [VS90a, VS90b].

Theorem 3.6 We can transpose any R × S matrix, where R and S are powers of 2, using

between 2N
BD

(
2
⌈

lg min(R,S,B,N/B)
lg(M/B)

⌉
+ 1

)
and 2N

BD

(
2
⌈

lg min(R,S,B,N/B)
lg(M/B)

⌉
+ 3

)
parallel I/Os.

Proof: Let A be the (lgN)× (lgN) characteristic matrix for the matrix transpose, where N =

RS. By equation (2.6) (page 38), ρ(A) equals either ρlg B(A) or ρlg M (A). In the former case,
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we apply Lemma 3.5 to the bound of 2N
BD

(
2
⌈

ρ(A)
lg(M/B)

⌉
+ 1

)
parallel I/Os for BPC permutations

from Theorem 2.8 (page 44) to prove the theorem. In the latter case, we apply Lemmas 3.4

and 3.5:

ρ(A)

lg(M/B)
≤ ρlg B(A) + lg(M/B)

lg(M/B)

=
lg min(R, S,B,N/B)

lg(M/B)
+ 1 . (3.5)

Plugging inequality (3.5) into the bound from Theorem 2.8, we get that the number of parallel

I/Os is at most

2N

BD

(
2

⌈
lg min(R, S,B,N/B)

lg(M/B)
+ 1

⌉
+ 1

)
=

2N

BD

(
2

⌈
lg min(R,S,B,N/B)

lg(M/B)

⌉
+ 3

)
,

which completes the proof.

Total I/O count for general matrix transpose

We are now ready to total up the number of parallel I/Os for general matrix transpose.

Theorem 3.7 We can transpose any R × S matrix, for any dimensions R and S, using less

than

9
RS

BD

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+

53

2

RS

BD
+ 11

parallel I/Os.

Proof: We counted the parallel I/Os for partitioning and reassembly above, so we only need

to count the I/Os for the four submatrix transpose operations and then sum all the I/O counts

together:

1. The matrix X11 has dimensions R′ × S′, so by Theorem 3.6, computing XT
11 requires at

most

2R′S′

BD

(
2

⌈
lg min(R′, S′, B,R′S′/B)

lg(M/B)

⌉
+ 3

)
≤ 2RS

BD

(
2

⌈
lg min(R, S,B,RS/B)

lg(M/B)

⌉
+ 3

)
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parallel I/Os.

2. The matrix X̂12 has dimensions R′× (S−S′), so by Theorem 3.6, computing X̂T
12 requires

at most

2R′(S − S′)
BD

(
2

⌈
lg min(R′, S − S′, B,R′(S − S′)/B)

lg(M/B)

⌉
+ 3

)

<
RS

BD

(
2

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+ 3

)

parallel I/Os.

3. The matrix X̂21 has dimensions (R−R′)×S′, so by Theorem 3.6, computing X̂T
21 requires

at most

2(R−R′)S′

BD

(
2

⌈
lg min(R−R′, S′, B, (R−R′)S′/B)

lg(M/B)

⌉
+ 3

)

<
RS

BD

(
2

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+ 3

)

parallel I/Os.

4. The matrix X̂22 has dimensions (R−R′)× (S − S′), so by Theorem 3.6, computing X̂T
22

requires at most

2(R−R′)(S − S)′

BD

(
2

⌈
lg min(R−R′, S − S′, B, (R−R′)(S − S′)/B)

lg(M/B)

⌉
+ 3

)

<
RS

2BD

(
2

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+ 3

)

parallel I/Os.

Now we total up all the I/Os. Totaling up the coefficients, we see that the four submatrix

transpose operations require less than

9

2

RS

BD

(
2

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+ 3

)
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parallel I/Os. Adding in the I/Os for partitioning and reassembly, we get a total count of less

than

(
13

4

RS

BD
+ 2

)
+

(
9

2

RS

BD

(
2

⌈
lg min(R, S,B,RS/B)

lg(M/B)

⌉
+ 3

))
+

(
41

9

RS

BD
+ 9

)

= 9
RS

BD

⌈
lg min(R,S,B,RS/B)

lg(M/B)

⌉
+

53

2

RS

BD
+ 11 ,

which completes the proof.

Although the I/O count of Theorem 3.7 has relatively large constant factors—9 and 53/2—

this method is still likely to be practical. The constants are derived from taking upper bounds.

For the partitioning and reassembly analyses, the tightness of some bounds depends on how

close R and S are to their next lower powers of 2. We bounded R − R′ by R/2 and S − S ′

by S/2. If R is just above a power of 2, then R − R′ is close to 0, and the same holds for S

and S −S′. A more careful analysis would then yield lower constants. In a more extreme case,

either R or S is a power of 2. Two of the submatrices would then drop out of the method

altogether, and the constants would then be much lower.

Detecting general matrix transpose

General matrix transpose is much simpler to detect than BMMC permutations. We can de-

termine from just one target address the number of columns S that the transposed N -element

matrix must have. The number of rows R must then equal N/S. Given these dimensions,

we can easily verify that each target address corresponds to where it belongs in a row-major

ordering of the transpose.

If the target-address vector is X, the one target address we need is X1. Why? Indexing

rows and columns from 0, this element is the target address of matrix entry (0, 1). Thus it is

the row-major mapping of entry (1, 0) in the transpose. If there are S columns in the transpose,

entry (1, 0) maps to S.

Thus, we can detect a general matrix transpose using only dN/BDe parallel reads. In the

first read, we determine candidate values of R and S and verify that all the target addresses of
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the track read are consistent with the transpose of an R×S matrix. The remaining dN/BDe−1

parallel reads are used to verify the remaining target addresses.

3.6 Invoking special permutations

There are three ways for a system to handle special permutations such as those we examined

in Sections 3.3–3.5:

1. Treat them as general permutations.

2. Detect them at run time and then call special routines to perform them.

3. Specify them in the source code and have the compiled code call special routines to

perform them.

In this section, we argue in favor of the third option, specifying them in the source code,

whenever possible. We shall do so by examining the advantages and disadvantages of each

method.

Treating special permutations as general permutations

The only advantages of treating special permutations as general permutations are that no

additional source language constructs or library functions are required and that there is no

overhead for detection.

The disadvantage is obvious: general permutations take longer to perform than special

permutations (except for the worst cases of BPC and BMMC permutations). This holds true

even if we perform general permutations by sorting target addresses using the asymptotically

sorting algorithms of Nodine and Vitter [NV90, NV91, NV92] or Vitter and Shriver [VS90a,

VS90b] rather than the easier-to-code external radix sort of Section 3.1.
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Detecting special permutations at run time

As we saw in Sections 3.3–3.5, the overhead for detecting special permutations is typically

quite low. In the worst case, for BMMC permutations, we had to spend N/BD +
⌈

lg(N/B)+1
D

⌉

parallel I/Os to generate a hypothesized BMMC permutation and then verify it. The savings

due to performing the permutation with special routines more than make up for the additional

parallel I/Os for detection. Another advantage of run-time detection is that, like treating special

permutations as general ones, no additional source language constructs or library functions are

required.

There are two disadvantages to run-time detection. First, we pay an overhead penalty when

the permutation we are given turns out to be none of the special ones we can detect and perform

quickly. Second, although each detection scheme in Sections 3.3–3.5 is relatively inexpensive,

when one adds up the costs of detecting all the different special permutations, the total cost

might be substantial. We can defray up to dN/BDe parallel I/Os of the total cost, however,

by performing the census count of external radix sort at the same time as we attempt to detect

special permutations.

Specifying special permutations in the source code

There is only one reason not to specify special permutations in the source code: it requires

additional language constructs or library functions. There are, however, four compelling argu-

ments in favor of source-level specification. We save the best one for last, because we back it

up with a case study.

First, source-level specification often allows a very compact representation of the permuta-

tion. We represent a general permutation on N elements by N lgN bits: N target addresses,

each of which is lgN bits long. Mesh and torus permutations in d dimensions require only

d integers to specify the offsets, one offset per dimension, for a total of d lgN bits. Matrix

transpose requires only two (lgN)-bit integers. BPC and BMMC permutations require only

lg2N + lgN bits to specify the characteristic matrix and complement vector. For about one

billion records (N = 230) this amounts to only 930 bits compared to about 30 billion bits for
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general permutations. For about one trillion records (N = 240) the comparison is 1640 bits vs.

about 40 trillion bits.

Second, when the representation is compact enough that it fits in the front-end machine, we

can get higher RAM utilization in the parallel machine. Consider, for example, BPC permuta-

tions with data elements that are 4-byte integers. If we treat them as general permutations and

sort them based on their 4-byte target addresses, at least half of the RAM is filled by target

addresses rather than the data that we wish to move. On the other hand, the BPC algorithm

of Chapter 2 uses RAM only for data. In essence, the RAM size is at least twice that available

to a general-permutation routine.

Third, source-level specification often matches what the programmer has in mind. Only

the most oblivious programmer would generate the target addresses for a mesh permutation

without realizing that he wanted to perform a special type of permutation. The same goes for

torus permutations and matrix transpose. It even applies to many BPC permutations, such as

bit-reversal, vector-reversal, and hypercube permutations.

Fourth, the overhead of generating all N target addresses is often avoided by source-level

specification. Generating the target addresses can take much longer than performing the per-

mutation. This can be true even when we use the general permutation routine to perform it!

The following case study shows that generating the target addresses for BPC permutations can

take Θ
( N

BD lgN
)

parallel I/Os, which is significantly worse than even the general permutation

I/O cost of Θ
(

N
BD

lg N
lg(M/BD)

)
.

A case study: BPC permutations in VM-DP

In remainder of this section, we report empirical data from the VM-DP system on performing

BPC permutations, drawing the following conclusions:

1. We can predict the performance of external radix sort and of the BPC algorithm of

Chapter 2 very accurately.

2. If we are not clever in how we generate the target addresses, the cost of doing so is

exorbitant. If we are clever, the cost is merely high. Target-address generation can be
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expensive and should be avoided.

This case study is small but conclusive. It is small because the simulations performed by

the VM-DP system are limited by the address-space restrictions of the workstation and by the

slow speed of the simulation. It is conclusive because it strongly supports both of the above

conclusions for all problem sizes examined.

The permutations have the following characteristics in common:

• Each element is a 4-byte integer.

• Each block is 128 bytes and thus can hold 32 4-byte integers.

• The RAM is 16384 bytes and thus can hold 4192 4-byte integers. We then have lg(M/B) =

lg(4192/32) = 7.

• There are D = 4 disks and P = 16 processors.

• Each permutation is the transpose of an R× 16384 matrix, where the number of rows R

varies but is always a power of 2.

We examine two ways to perform the transpose permutations, specified by a run-time flag

that is checked by the VM-DP system. It can treat them as general permuations, or it can

attempt to detect BPC permutations and perform them specially. As explained in Sections 2.9

and 4.6, when it performs a BPC permutation specially, the VM-DP system actually performs a

slightly different BPC permutation than it is given. This discrepancy is because integer vectors

are laid out within tracks in a slightly different fashion than the algorithms of Chapter 2 expect.

The difference between the permutation the system is given and the one it performs is so small

that their cross-ranks differ by at most two.

We also examine two ways to generate the target addresses. The less clever method alluded

to above generates them one bit at a time. That is, from equations (2.1) and (2.2) (page 31),

we set bit target-address bit y(j+lg R)modN to source-address bit xj for j = 0, then for j = 1, and

so on up to j = lgN − 1. Each bit position requires making one pass over the source-address
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N R

observed
BPC I/Os

observed
radix sort
I/Os

32768 2 2317 6408
65536 4 4621 14856

131072 8 9230 29704
262144 16 18446 59400
524288 32 36878 135176

1048576 64 73742 270344
2097152 128 212999 540680
4194304 256 425991 1212424

Table 3.1: Observed I/O counts for the BPC algorithm and external radix sort.

and target-address vectors, for a total of Θ
( N

BD lgN
)

parallel I/Os. As N increases, this cost

becomes exorbitant.

The more clever method of generating target addresses generates several bits at a time by

using arithmetic on the number of rows and columns. A source address for row i and column j

has the value x = iS + j in row-major ordering, and its corresponding target address has the

row-major value y = jS + i. Since i = bx/Sc and j = x mod S, we can compute the target

addresses in a constant number of passes, or Θ(N/BD) parallel I/Os, by the following sequence

of vector operations:

i ← bx/Sc

j ← x mod S

y ← j ∗ S

y ← y + j .

We can predict the I/O counts of the BPC algorithm quite accurately. Because of aliasing

within the Vcode interpreter, the VM-DP system always works with a copy of the vector. The

predicted number of parallel reads is

• N/BD to make the copy,
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Figure 3.4: A plot of Table 3.1.

•
⌈

lg(N/B)+1
D

⌉
to form the candidate characteristic matrix and complement vector,

• N/BD to verify them, and

•
(
2
⌈

ρ
lg(M/B)

⌉
+ 1

)
N

BD for all passes of the algorithm.

The predicted number of parallel writes is N/BD to make the copy and
(
2
⌈

ρ
lg(M/B)

⌉
+ 1

)
N

BD

for each pass of the algorithm. Here, lg(M/B) = 7. The predicted read count matches the

observed read count exactly. The predicted and observed write counts differ by at most 10, this

difference being due to writes of changed tracks when RAM is cleared out prior to running the

BPC algorithm.

We can predict the I/O counts of external radix sort with equal accuracy. Because the

target addresses and records are separate vectors, we perform twice as many I/Os per pass.

Because of aliasing within the Vcode interpreter, the system works with a copy of the target-

address vector and of the vector containing the records to be permuted. The predicted number

of parallel reads is

• 2N/BD to make the copies,
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N R tracks
other reads,
fast method

other
reads/track,
fast method

other reads,
slow method

other
reads/track/lgN ,
slow method

32768 2 256 4873 19.035 60232 15.685
65536 4 512 9737 19.018 128076 15.634

131072 8 1024 19465 19.009 271441 15.593
262144 16 2048 38921 19.004 573525 15.558
524288 32 4096 77833 19.002 1208409 15.527

1048576 64 8192 155657 19.001 2539614 15.501
2097152 128 16384 311305 19.001
4194304 256 32768 622601 19.000

Table 3.2: Read counts excluding the actual permuting for the faster and slower target-address gener-
ation methods. The faster method is proportional to N/BD, and the slower method is proportional to
(N/BD) lgN . There are no results for the slower-method simulation with N ≥ 2097152 because the
simulation took so long that it was killed.

• N/BD to form the census counts for buckets,

• 2
⌈

lg N
lg(M/4BD)

⌉
N

BD for all passes, and

• N/BD during compaction (only the records are compacted, not the keys).

The predicted number of parallel writes is the same, minus the N/BD for forming the census

counts. The total number of parallel I/Os is thus
(
4
⌈

lg N
lg(M/4BD)

⌉
+ 7

)
N

BD . Again, the predicted

and observed read counts match exactly, and the write counts differ by at most 8.

As Table 3.1 and Figure 3.4 show, external radix sort uses many more I/Os than the

specialized BPC algorithm. For these examples, external radix sort uses between 2.5 and 4

times as many parallel I/Os. Some of these additional I/Os are due to external radix sort

having to read and write the target addresses, and the remainder are due to the BPC algorithm

being more asymptotically efficient.

Table 3.2 and Figure 3.5 show the number of parallel reads performed other than in actu-

ally performing the permutation. Most of these reads occur during generation of the target ad-

dresses. Some of them, however, are due to system overhead and appear to be unavoidable. The

parallel-write counts are comparable. Observe that with the faster target-address-generation

method, the number of reads exceeds the number used to perform even external radix sort. The
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Figure 3.5: A plot of Table 3.2. Even with the faster target-address-generation method, the read counts
slightly exceed those incurred during external radix sort.

table shows that the ratio of the number of reads to the number of tracks (which is directly

proportional to N with B and D fixed in this example) is just over 19. Thus the number of

reads grows linearly in N . With the slower method, we see that the number of reads per track,

divided by lgN , is just over 15.5; it grows as (N/BD) lgN . Here, the cost of generating the

target addresses dwarfs all other costs, including the cost of permuting.

Recap

This case study provides strong evidence that generating target addresses, even when done

cleverly, can be very costly.

Why should the programmer go through the effort of writing code to generate target ad-

dresses just so the run-time system can go through the effort of detecting special permutations,

when a compact, direct method is available? Source-level specification is clearly the method of

choice.
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3.7 Conclusions

In this section, we present some conclusions and discuss future work.

The principal lesson of this chapter is that in data-parallel systems with virtual memory,

permuting is so expensive that any special permutations that can be performed faster than

general permutations should be specified at the source level. Source-level specification allows

for direct invocation of the special routines to perform the permutation, permits a more compact

representation of the permutation and hence greater utilization of the available RAM, and avoids

the high expense of target-address generation.

We saw how to perform and detect several such permutations: monotonic routes, mesh and

torus permutations, BMMC and BPC permutations, and general matrix transpose. Unfortu-

nately, Nesl, which is the source language for the VM-DP system, has no way to invoke special

routines for permutations, with one exception. That exception is the pack function, a type of

monotonic route in which every position of the target vector receives an element. This function,

useful for load-balancing, has its own Vcode instruction and CVL functions, which is why we

can invoke it specially. There is no Vcode instruction or CVL entry point for other special

permutations. Modification of Nesl and Vcode to permit special library functions is highly

desirable from the point of view of the VM-DP system.

VM-DP includes run-time detection of BPC permutations, and it performs them with special

routines. We have yet to add code to detect and specially perform mesh, torus, BMMC, and

general matrix-transpose permutations. (The BPC detection code only needs a nonsingularity

check added to be BMMC detection code.) VM-DP includes a low-level monotonic route

function, which is invoked not only by the pack function, but as a subroutine by other CVL

functions.

There are two other directions for future work. One is to implement other sorting algorithms

to perform general permutations. Obvious candidates are the most recent one by Nodine

and Vitter [NV92] and the Vitter-Shriver randomized algorithm [VS90a, VS90b]. Another

interesting candidate would be an external version of sample sort [BLM+91], such as Smith’s
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implementation [Smi92].

The other direction for future work is to extend the catalog of special permutation classes

that we can perform quickly. Ideally, we should be able to detect such special permutations

efficiently as well, but if they are specified at the source level, detection becomes moot.



Chapter 4

Vector Layout

In a data-parallel computer with virtual memory, the way in which vectors are laid out on

the disk system affects the performance of data-parallel operations. This chapter presents a

general method of vector layout called banded layout, in which we divide a vector into bands of

a number of consecutive vector elements laid out in column-major order. This chapter analyzes

the effect of band size β on upper bounds for the major classes of data-parallel operations,

deriving the following results:

• For permuting operations, the best upper bounds come from band sizes that are a track

or smaller. There is no optimal band size for random permutations or BPC permutations.

Regardless of the number of grid dimensions, we can perform mesh and torus permutations

efficiently when all dimensions are powers of 2. Specifically, these permutations require

at most 5N/BD parallel I/Os when the band size is at most the track size BD, and they

require at most 9N/BD parallel I/Os otherwise. The smaller upper bound for β ≤ BD

suggests that we should use small band sizes for permuting.

• For scan operations, the best upper bounds occur when the band size equals the size of

the I/O buffer, and these sizes depend on several machine parameters. In particular, the

best band size is a power of 2 that is near
√

NBD
α

S
IO

and is between BD and M , where S

is the time to perform a physical scan operation, IO is the time to perform a parallel I/O

operation, and α is the fraction of tracks in the I/O buffer that are in the vector being

scanned.

• The band size has no effect on the performance of reduce operations.

118
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• When there are several different record sizes, band sizes for elementwise operations should

be based on the largest record size, which has the smallest band size.

This chapter focuses on vectors that occupy several tracks. An N -record vector starts at

the beginning of a track and occupies exactly dN/BDe consecutive tracks on the disk array.

For simplicity in exposition and analysis we shall assume that N is an integer multiple of BD

and hence of P .

In this chapter, we relax the assumption of the machine model from Section 1.3 that vectors

are laid out a track at a time. As we shall see, when the band size exceeds the size of a track,

we do not have the first BD elements of a vector in track 0, the next BD in track 1, and so on.

The track that a given elements maps to will depend on the band size among other parameters.

This chapter is organized as follows. Section 4.1 presents how to lay out vectors in terms

of a parameterized band size. Section 4.2 summarizes the three major classes of data-parallel

operations considered in Sections 4.3–4.6. Section 4.3 discusses the effect of band size on the

performance of several permutation classes. Section 4.4 presents an algorithm for the scan oper-

ation on a banded vector and gives a precise formula for the performance of the operation under

a certain set of assumptions. This section also briefly analyzes reduce operations. Section 4.5

analyzes the scan formula to derive the optimal band size. Section 4.6 looks at the effect of

band size on elementwise operations. Finally, Section 4.7 contains some concluding remarks.

4.1 Banded vector layout

This section presents banded vector layout, which is a general framework for laying out vec-

tors on a parallel disk system for parallel processing. A banded layout is characterized by a

parameter we call the band size. After defining banded layout in general, we shall how some

specific layout methods result from particular choices for the band size. Then we shall see the

one-to-one mapping between a record’s index in its vector and its location (track number, row

within track, and processor number) in the banded layout.
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Figure 4.1: Banded layout of a vector, shown for N = 64 elements in the vector, P = 8 processors, and
β = 32 elements per band. Each position shows the index of the element mapped to that position. If
each band is also a track, it is a Vitter-Shriver layout as well.

Banded layout

In a banded layout, we divide a vector of length N into bands of β elements each. We restrict the

band size β to be a power of 2 times the number of processors. Figure 4.1 shows an example of

banded layout for P = 8 and β = 32. Each row in Figure 4.1 contains one element per processor.

Element indices vary most rapidly within each processor, then among processors within a band,

and they vary least rapidly from band to band. Within each band, elements are in column-

major order. The mapping of elements to disk locations follows directly from this mapping of

elements to processors according to the scheme of Figure 1.1. We use processor rather than disk

mapping because, as we shall see, both processing and disk I/O time are criteria for comparing

layout methods. The total number of rows is sometimes called the virtual processor ratio, and

it equals N/P . The number of bands for a vector of length N is N/β. Each band contains β/P

rows.

Particular banded layouts

The specific choice of the band parameter β determines the exact layout of a vector. Three

particular choices yield familar vector layouts: row-major, column-major, and the Vitter-Shriver

scheme used in Chapter 2. We shall see in later sections that for some operations, the band size

doesn’t affect the performance but for others it does. In particular, the best layout is either
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Figure 4.2: Row-major layout of a vector, shown for P = 8 and N = 64 elements in the vector.
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Figure 4.3: Column-major layout of a vector, shown for P = 8 and N = 64 elements in the vector.

the Vitter-Shriver one or a less common style that seems to be rarely used.

When β = P , we have row-major layout, shown in Figure 4.2. Each row is a band, and there

are N/P bands. Element Xi is in track bi/BDc, processor i mod P , and row b(i mod BD)/P c
within its track. Row-major layout has two advantages. First, each track contains a contiguous

subset of the vector, so that we can access the entire vector from beginning to end by reading it

track by track. Second, the mapping of elements to processors depends only on the number of

processors and the element index; it does not depend on any machine parameters or the vector

length. As we shall see in Section 4.5, row-major order suffers from the disadvantage that it

requires many physical scans during scan operations.

When β = N , we have column-major layout, shown in Figure 4.3. The entire vector forms

one band. Element Xi is in track bP (i mod (N/P ))/BDc, processor biP/Nc, and row i mod

(BD/P ) within its track. Column-major order is a good way to lay out vectors when all data
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fits in RAM because, as we shall see in Section 4.5, it requires only one physical scan during

a scan operation. It is a poor choice when data does not fit in RAM, because it can lead to

additional I/O costs during scans.

The Vitter-Shriver layout uses β = BD. That is, each band is exactly one track, and there

are N/BD bands. Figure 4.1 is a banded layout with a track size of BD = β = 32. Element Xi

is in track bi/BDc, processor b(i mod BD)P/BDc, and row i mod (BD/P ). Like row-major

order, each track contains a contiguous subset of the vector. In addition, each disk block does,

too.

Mapping indices to banded layout locations

For a given band size β and machine parameters P , B, and D, there is a one-to-one mapping

between the index of each element and a location within the banded layout, specified by a

track number, a row within the track, and a processor number. We just saw examples of these

mappings for row-major, column-major, and Vitter-Shriver layouts. We now present a mapping

scheme that applies to any band size. Although it is interesting in its own right, we shall use

this scheme in Section 4.3 to prove that we can efficiently perform a mesh or torus permutation

on any vector with a banded layout regardless of the dimension of the underlying grid, and that

the efficiency is better for small band sizes.

Given the (lgN)-bit index i of an element, the following scheme determines the number of

the element’s track (between 0 and N/BD − 1), the number of its processor (between 0 and

P − 1), and the number of its row within its track (between 0 and BD/P − 1). The scheme

has two cases, depending on the relative sizes of the band size β and the track size BD.

Figure 4.4(a) shows the scheme for the case in which β ≤ BD:

• The track number is given by the most significant lg(N/BD) bits, i.e., bits lgBD, lgBD+

1, . . . , lgN − 1. Thus, the track number of the ith element is bi/BDc.

• The processor number is given by the lgP bits lg(β/P ), lg(β/P ) + 1, . . . , lg β − 1. Thus,

the processor number of the ith element is
⌊

imodβ
β/P

⌋
=
⌊

(imodβ)P
β

⌋
.
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Figure 4.4: How element indices map to track numbers (bits labeled “t”), processor numbers (“p”), and
row numbers within tracks (“r”). Least significant bits are on the right. (a) The scheme for β ≤ BD.
(b) The scheme for β ≥ BD.

• The row within the track is given by the lg(BD/P ) bits formed by concatenating the

lg(β/P ) bits 0, 1, . . . , lg(β/P ) − 1 and the lg(BD/β) bits lg β, lg β + 1, . . . , lgBD − 1.

Thus, the row number of the ith element is (i mod (β/P )) +
⌊

imodBD
β

⌋
(β/P ).

Figure 4.4(b) shows the scheme for the case in which β ≥ BD:

• The track number is given by the lg(N/BD) bits formed by concatenating the lg(β/BD)

bits lg(BD/P ), lg(BD/P ) + 1, . . . , lg(β/P ) − 1 and the lg(N/β) bits lg β, lg β + 1,

. . . , lgN −1. Thus, the track number of the ith element is
⌊

imod(β/P )
BD/P

⌋
+ bi/βc (β/BD) =

⌊
(imod(β/P ))P

BD

⌋
+ bi/βc (β/BD).

• The processor number is the same as for β ≤ BD. It is given by the lgP bits lg(β/P ),

lg(β/P ) + 1, . . . , lg β − 1. Thus, the processor number of the ith element is
⌊

imodβ
β/P

⌋
=

⌊
(imodβ)P

β

⌋
.

• The row within the track is given by the lg(BD/P ) bits 0, 1, . . . , lg(BD/P ) − 1. Thus,

the row number of the ith element is i mod (BD/P ).

As one might expect, these two cases are equivalent for the Vitter-Shriver layout. That

is, when β = BD, the least significant lg(BD/P ) bits give the row within the track, the next

lgP bits give the processor number, and the most significant lg(N/BD) give the track number.

Moreover, we can view the least significant lgBD bits in a slightly different way. The least

significant lgB bits give the offset of each element within its disk block, and the next lgD

bits identify the disk containing the element. Because of this simple partition of bits among
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offset, disk number, and track number, the Vitter-Shriver layout is assumed by the parallel-disk

algorithms of Chapters 2 and 3, Vitter and Shriver [VS90a, VS90b], and Nodine and Vitter

[NV90, NV91, NV92].

4.2 Data-parallel operations

This short section presents an overview of the three major classes of data-parallel operations:

elementwise operations, permuting operations, and scans. (See Blelloch [Ble90] for more on

these classes of operations.) Sections 4.3–4.6 study the effect of band size on each of these

operation classes.

Elementwise operations

In an elementwise operation, we apply a function to one or more source vectors, or operands,

to compute a target vector, or result. All vectors involved are of equal length, and the value

of each element of the result depends only on the corresponding elements in the operands. A

simple example is elementwise addition: Z ← X + Y . We set Zi to the sum Xi + Yi for each

index i = 0, 1, . . . , N − 1. At first glance it might seem that the elementwise operations should

be independent of the band size. As Section 4.6 shows, however, some elementwise operations

take vectors with different record sizes. Such operations might affect the choice of band size.

Permuting operations

A permuting operation moves some or all of the elements from a source vector into a target

vector according to a given mapping from the source-vector indices to the target-vector indices.

Section 4.3 studies the effect of band size on permuting operations and concludes that band

sizes less than or equal to the track size are best.

The mapping and the form in which it is specified may vary. In a general permutation, the

mapping is a vector A of indices in the target vector. For source vector X and target vector Y ,

we set YAi
← Xi for all indices i such that 0 ≤ Ai ≤ N − 1.
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There are many classes of special permutations. Chapters 2 and 3 showed that many of them

can be specified more compactly and performed faster than general permutations. Section 4.3

studies three classes of special permutations: BPC permutations, mesh permutations, and torus

permutations.

Scans

A scan operation, also known as a parallel-prefix operation, takes a source vector and yields a

result vector for which each element is the “sum” of all the prior elements1 of the source vector.

Here, “sum” refers to any associative operation, which we denote by ⊕. Typical operations are

addition, multiplication, logical-and, inclusive-or, exclusive-or, minimum, and maximum. The

source and target vectors are of equal length. For example, here is a source vector X and a

vector Y that is the result of scanning X with addition:

i 0 1 2 3 4 5 6 7 8 9

Xi 5 7 −3 4 −9 −2 2 0 −1 6

Yi 0 5 12 9 13 4 2 4 4 3

Element Y0 receives the identity value for the operation, which is 0 for addition.

Parallel machines often provide hardware [BK82, LF80] to perform scan operations with

one element per processor. We call such an operation a physical scan.

Section 4.4 presents a method for performing scans that works well for all band sizes.

Section 4.5 analyzes this method to determine the optimal band size for scans and also the

optimal size of the I/O buffer used during scanning.

Related to scans are reduce operations, which apply an associative operator ⊕ to an operand

vector, returning a single “sum” of all elements of the operand. Section 4.4 briefly studies reduce

operations.

1This type of scan operation, which includes only prior elements, is often called an exclusive scan, as opposed
to an inclusive scan, which includes the element itself and all prior ones.
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Segmented operations

Scans, reduces, and permuting operations can treat vectors as segmented, so that they are

understood to be smaller vectors concatenated together. Segmented operations are typically

implemented by performing an equivalent unsegmented operation. (See Blelloch [Ble90] for

more information on the uses and implementations of segmented vector operations.) As such,

they have no effect on vector-layout issues, and we shall not consider them in this chapter.

4.3 Permuting operations and banded layout

In this section, we examine the effect of band size on permuting operations. We look at random

permutations, monotonic routes, BPC permutations, and mesh and torus permutations. We

shall see that random permutations and BPC permutations have no optimal band size, and

that mesh and torus permutations have upper bounds of 5N/BD parallel I/Os when β ≤ BD

and 9N/BD parallel I/Os when β > BD. Because of mesh and torus permutations, we prefer

band sizes no greater than the track size.

Random permutations

In a random permutation on N elements, all N ! target orderings are equally likely. Each element

of the source vector is equally likely to end up in each each position of the target vector. For a

random permutation, the band size clearly does not matter.

Monotonic routes

Section 3.3 discussed monotonic routes under the machine model of Section 1.3, in which the

band size is a track or less. Here we consider all band sizes.

If the band size is less than or equal to half the RAM size—β ≤ M/2—we can perform

a monotonic route in only one pass over the source and target vectors. We partition RAM

into a “source half” and a “target half,” and we read or write M/2 records at a time from
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the source and target vectors as necessary. Since no arrows cross, groups of M/2 records, or

half memoryloads, are read and written in order. We read each half memoryload of the source

vector once, and we read and write each half memoryload of the target vector once. (We have

to read the target vector to avoid overwriting data in positions that are not routed to.) When

β ≤ M/2, therefore, we can perform a monotonic route with a source vector of length Ns and

a target vector of length Nt using at most Ns/BD + 2Nt/BD parallel I/Os.

If the band size exceeds half the RAM size, then we cannot perform monotonic routes in

just one pass over the source and target vectors. We shall see later in this section that for mesh

and torus permutations we prefer band sizes less than the track size, so for monotonic routes

we need not concern ourselves with band sizes the size of RAM or greater. For permuting, we

don’t want band sizes that large.

BPC permutations

In a bit-permute/complement, or BPC permutation, we form the target index of source ele-

ment Xi by permuting the bits of the (lgN)-bit binary representation of the index i according

to a fixed permutation π : {0, 1, . . . , lgN − 1} 1-1→ {0, 1, . . . , lgN − 1}. We then complement

a fixed subset of the bits. Chapter 2 presents asymptotically optimal algorithms (with small

constant factors) for BPC permutations on parallel disk systems.

The BPC algorithm assumes that the vector is stored in Vitter-Shriver layout, and the

analysis depends on it. When the band size β is not equal to BD, Section 2.9 shows how to

compute another bit permutation π̂ : {0, 1, . . . , lgN − 1} 1-1→ {0, 1, . . . , lgN − 1} such that the

bit permutation actually performed by the BPC algorithm is π̂−1 ◦ π ◦ π̂. (The algorithm can

perform the bit permutation π if the vector is laid out with the Vitter-Shriver scheme.) The

bit permutation π̂ depends on β and BD.

It turns out that no one band size is always best for BPC permutations. We show this

property by exhibiting a bit permutation π̂ and two bit permutations π1 and π2 such that the

BPC algorithm uses fewer disk I/Os for π̂−1 ◦ π1 ◦ π̂ than for π1 but it uses more disk I/Os

for π̂−1 ◦ π2 ◦ π̂ than for π2. For these bit permutations, we let N = 210, B = 26, D = 2,

P = 22, M = 28, and β = 23. Applying the scheme of Section 2.9, we have the following bit
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permutation π̂:2

j 0 1 2 3 4 5 6 7 8 9

π̂(j) 0 3 4 5 6 1 2 7 8 9

The bit permutation π1 is the bit-reversal permutation defined in Section 2.1. We then have

the following bit permutations:

j 0 1 2 3 4 5 6 7 8 9

π1(j) 9 8 7 6 5 4 3 2 1 0

(π̂−1 ◦ π1 ◦ π̂)(j) 9 4 3 2 1 8 7 6 5 0

In this example, ρ(π1) = 4 and ρ(π̂−1 ◦π1 ◦ π̂) = 2. By Theorem 2.8 (page 44), the upper bound

for the BPC algorithm on π1 is 5 passes and for π̂−1 ◦ π1 ◦ π̂ it is only 3 passes.

The bit permutation π2 defines the transpose of a 256 × 4 matrix, so that we have the

following bit permutations:

j 0 1 2 3 4 5 6 7 8 9

π2(j) 8 9 0 1 2 3 4 5 6 7

(π̂−1 ◦ π2 ◦ π̂)(j) 8 5 6 1 2 9 0 3 4 7

Here, ρ(π2) = 2 and ρ(π̂−1 ◦ π2 ◦ π̂) = 3. By Theorem 2.8, the upper bound for the BPC

algorithm on π2 is 3 passes but for π̂−1 ◦ π2 ◦ π̂ it is 5 passes.

Thus, we cannot show that any one band size is always best for BPC permutations.

Mesh and torus permutations

The final class of permutations we consider are mesh and torus permutations on grids each

of whose dimensions are powers of 2. Section 3.3 defined these permutations. We shall show

that regardless of the number of grid dimensions, we can perform mesh and torus permutations

efficiently. The performance is good no matter what the band size, but it is best for band sizes

2The bit permutation π̂ here is the mapping πβ<BD in equation (2.37) (page 79).
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no greater than the track size, i.e., for β ≤ BD.

We will show that in a mesh or torus permutation, for each track in the source vector, the

elements of that track map to a small constant number of tracks in the target vector. This

property is independent of the number of grid dimensions. The following lemma shows why

this property is useful.

Lemma 4.1 If the elements of each source-vector track map to at most k target tracks for a

given permutation and (k + 1)BD ≤ M , then the permutation can be performed with at most

(2k + 1)N/BD parallel I/Os.

Proof: We perform the permutation as follows. Read into RAM a source-vector track and the

k target-vector tracks it maps to, using k + 1 parallel reads. We can do so if we have room in

RAM for these k + 1 tracks, i.e., as long as (k + 1)BD ≤M . Move the source-vector elements

into the appopriate locations in the track images of the target vector. Then write out the k

target-vector tracks. We perform at most 2k + 1 parallel I/Os for this source-vector track.

Repeat this process for each of the N/BD source-vector tracks, for a total of (2k + 1)N/BD

parallel I/Os.

We shall assume in the remainder of this section that each grid dimension is a power of 2

and that a vector representing a grid is stored in row-major order with 0-origin indexing in

each dimension. Indices vary most rapidly in dimension d and least rapidly in dimension 1. For

a 3-dimensional mesh, for example, the element in grid position (p1, p2, p3) appears in index

m2m3p1 +m3p2 + p3 of the vector. Thus, we can partition the bits of each element’s index as

shown in Figure 4.5: the least significant lgmd bits give the element’s position in dimension d,

the next most significant lgmd−1 give the position in dimension d − 1, and so on, up to the

most significant lgm1 bits, which give the position in dimension 1.

Performing a mesh or torus permutation entails adding an offset oi to the original position pi

in each dimension i. We can place each offset oi into a (lgmi)-bit field of a (lgN)-bit offset

“word” that we add to each source position to compute the corresponding target position.

Figure 4.5 shows that we treat the lgmi bits of each dimension i independently.
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Figure 4.5: Partitioning the bits of an element’s index to determine its grid position. The least significant
bits are on the right. This example shows d = 4 dimensions, with m1 = 16, m2 = 8, m3 = 32, and
m4 = 4. For each dimension i, a group of lgmi bits determines the position in dimension i. Adding the
offset (10, 3, 22, 1) to the source position (12, 2, 28, 3) in a torus permutation yields the target position
(6, 5, 18, 0). The bits of each dimension are treated independently.

We will use this way of partitioning index bits to prove that each source-vector track maps

to few target-vector tracks. Before we do so, however, we need the following lemma, which will

help us determine how adding an offset to a source position affects the bits corresponding to

the track number in the resulting target position.

Lemma 4.2 Let r and s be any positive integers. Let a be any integer such that 0 ≤ a < 2s,

and let x′ and y′ be integers such that 0 ≤ x′ ≤ y′ < 2r. Define x = a2r + x′ and y = a2r + y′.

Consider any integer c such that 0 ≤ c < 2r+s. Then either

⌊x+ c

2r

⌋
mod 2s =

⌊y + c

2r

⌋
mod 2s , or

⌊x+ c

2r

⌋
mod 2s =

(⌊y + c

2r

⌋
− 1

)
mod 2s .

Proof: Let c = e2r + c′, where 0 ≤ e < 2s and 0 ≤ c′ < 2r. Then

⌊x+ c

2r

⌋
mod 2s =

⌊
(a2r + x′) + (e2r + c′)

2r

⌋
mod 2s

=

(
a+ e+

⌊
x′ + c′

2r

⌋)
mod 2s
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and

⌊y + c

2r

⌋
mod 2s =

⌊
(a2r + y′) + (e2r + c′)

2r

⌋
mod 2s

=

(
a+ e+

⌊
y′ + c′

2r

⌋)
mod 2s .

Because 0 ≤ x′ ≤ y′ < 2r, we have that 0 ≤ y′ − x′ < 2r, which in turn implies that either

⌊
x′ + c′

2r

⌋
=

⌊
y′ + c′

2r

⌋
or

⌊
x′ + c′

2r

⌋
=

⌊
y′ + c′

2r

⌋
− 1 .

Thus, we have either

⌊x+ c

2r

⌋
mod 2s =

(
a+ e+

⌊
x′ + c′

2r

⌋)
mod 2s

=

(
a+ e+

⌊
y′ + c′

2r

⌋)
mod 2s

=
⌊y + c

2r

⌋
mod 2s

or

⌊x+ c

2r

⌋
mod 2s =

(
a+ e+

⌊
x′ + c′

2r

⌋)
mod 2s

=

(
a+ e+

⌊
y′ + c′

2r

⌋
− 1

)
mod 2s

=
(⌊y + c

2r

⌋
− 1

)
mod 2s ,

which completes the proof.

Lemma 4.2 has the following interpretation. We treat x and y as (r+ s)-bit integers whose

most significant s bits are equal and whose least significant r bits may be unequal. Without

loss of generality, we assume that x ≤ y. We add to both x and y the (r + s)-bit integer c,

and we examine the most significant s bits of the results, viewed as s-bit integers. Then either

these values are equal for x and y, or the value for y is one greater than the value for x.

We are now ready to prove that each source-vector track maps to few target-vector tracks.
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Figure 4.6: Cases in the proof of Lemma 4.3. (a) When β ≤ BD, the track number is in bits lg(N/BD)
through lgN−1. By Lemma 4.2, no matter what offset o we add to the source index, the resulting track
number is one of at most 2 values. (b) When β > BD, the track number is in bit positions lg(BD/P )
through lg(β/P ) − 1 and lgβ through lgN − 1. By Lemma 4.2, no matter what offset o we add to the
source index, the resulting value in each of these two fields is one of at most 2 values. The resulting
track number is therefore one of at most 4 values.

Lemma 4.3 Consider any d-dimensional mesh or torus permutation on a vector laid out with

a banded layout with band size β, where each dimension is a power of 2.

1. If β ≤ BD, then the elements of each source-vector track map to at most 2 target-vector

tracks.

2. If β > BD, then the elements of each source-vector track map to at most 4 target-vector

tracks.

Proof: The idea is to partition the bits of the index according to the schemes of Figures 4.4

and 4.5.

We first consider the case for β ≤ BD. As Figures 4.4(a) and 4.6(a) show, only the most

significant lg(N/BD) bits give the track number. Consider two source indices x and y that are

in the same source track, and without loss of generality, let x ≤ y. Since x and y are in the

same source track, the most significant lg(N/BD) bits of x and y are equal; let us say that they

give the binary representation of the integer a. In a mesh or torus permutation, we add the

same offset, say o, to both x and y. We now apply Lemma 4.2, with r = lgBD, s = lg(N/BD),

and c = o. By Lemma 4.2, if we examine the track-number bits of x+ o and y + o, either they

are equal or the track number for y + o is 1 greater than the track number for x+ o. Because

we chose x and y arbitrarily within the same track, we see that the target track numbers for
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any two source addresses within the same track differ by at most 1. Therefore, the elements of

each source-vector track map to at most 2 target-vector tracks.

The case for β > BD is slightly more complicated. As Figures 4.4(b) and 4.6(b) show, the

track-number field is split among two sets of bit positions: lg(BD/P ) through lg(β/P )− 1 and

lg β through lgN − 1. As we are about to see, the constant 2 for the β ≤ BD case becomes a 4

in the β > BD case because the track-number field is split.

As before, we consider two source indices x and y that are in the same source track, where

without loss of generality we have x ≤ y. Because x and y are in the same source track, the

lg(β/BD) bits in positions lg(BD/P ) through lg(β/P )− 1 of x and y are equal; let us say that

they give the binary representation of the integer a. Again we add the offset o to both x and y.

To see the effect of this addition on the target-address bits in positions lg(BD/P ) through

lg(β/P )− 1, we apply Lemma 4.2, with r = lg(BD/P ), s = lg(β/BD), and c = o mod (β/P ).

Again, we see that the target-address bits in positions lg(BD/P ) through lg(β/P )−1 are either

equal or differ by at most 1. We can apply the same argument to the remaining track-number

bits in positions lg β through lgN − 1 (here, r = lg β, s = lg(N/β), c = o, and a is the binary

representation of source index bits lg β through lgN − 1) to conclude that the target-address

bits in positions lg β through lgN − 1 are either equal or differ by at most 1. The target track

mapped to by a given source index is either the same as the source target track or it may be

1 greater in one or both track-number fields. Thus, each source index within a track maps to

one of 4 possible target tracks.

The key to the proof of Lemma 4.3 is that the track-number bits in Figures 4.4 and 4.6 fall

into just one (if β ≤ BD) or two (if β > BD) fields of bits. Each field of track bits doubles the

number of target tracks that the elements of each source track can map to.

If the grid dimensions and band sizes match up just right, we can even lower the constants

2 and 4 in Lemma 4.3. In the β ≤ BD case, for example, suppose that the line between

bit positions lg(N/BD) and lg(N/BD) − 1 is also the line between two dimensions. (That

is, suppose that mimi+1 · · ·md = BD for some dimension i.) Then the bits below position

lg(N/BD) have no effect on the bits in positions lg(N/BD) through lg(N/BD) − 1, and so
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any two source indices in the same source-vector track map to exactly the same target-vector

track. In this case, we can reduce the constant 2 to just 1. Similarly, in the β > BD case,

if a line between dimensions matches up with either the line between positions lg(BD/P ) and

lg(BD/P )−1 or the line between positions lg β and lg β−1, then we can reduce the constant 4 to

just 2 or, if the right side of both track-number fields match up with lines between dimensions,

just 1.

Finally, we put the above lemmas together to conclude that small band sizes are better for

mesh and torus permutations.

Theorem 4.4 Let N be a power of 2, and consider any d-dimensional mesh or torus permu-

tation on an N -element vector laid out with a banded layout with band size β.

1. If β ≤ BD and 3BD ≤ M , then we can perform the permutation with at most 5N/BD

parallel I/Os.

2. If β > BD and 5BD ≤ M , then we can perform the permutation with at most 9N/BD

parallel I/Os.

Proof: The proof is a simple application of Lemmas 4.1 and 4.3. If β ≤ BD, we apply

Lemma 4.1 with k = 2. If β > BD, we apply Lemma 4.1 with k = 4.

Thus, we can perform mesh and torus permutations efficiently regardless of the band size,

but band sizes less than or equal to the track size are more efficient.

4.4 Scans and reduces with banded layout

This section presents an algorithm to perform scan operations on vectors with banded layout.

It also derives a formula for the time to perform the scan. Section 4.5 analyzes this formula

to determine the optimal band and I/O buffer sizes. This section also briefly looks at reduce

operations, showing that the band size has no effect on their performance.
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Figure 4.7: Processing a band when scanning. (a) The sum s of all prior bands is 100. (b) Reduce
down the columns. (c) Perform a physical scan on the column sums and add s into the scan of the
column sums. (d) Prepend the row produced in (c) to the band as an initial row, and then scan down
the columns. (e) Compute a new sum s of bands for use by the next band.

The scan algorithm

We perform a scan operation on a banded vector band by band, making two passes over each

band. The method we present is efficient for general band sizes, and it also yields efficient scan

algorithms for the extreme cases of row-major and column-major layout. We assume that the

parallel machine provides hardware to perform a physical scan operation in which each of the

P processors contains one element.

Figure 4.7 shows how we operate on an individual band. For each band except the first,

we are given the sum s of all elements in prior bands, as shown in Figure 4.7(a). We do the

following:

1. Figure 4.7(b):

Reduce down the columns of the band. That is, step row-by-row through the values in

each processor to produce the P sums of the values in each processor.
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2. Figure 4.7(c):

Perform a physical scan on the column sums and, except for the first band, add to this

scan result the sum s from the prior bands.

3. Figure 4.7(d):

Prepend this set of P values to the band as an initial row and then scan down the columns.

4. Figure 4.7(e):

For each band except the last, add the result in the last position of the band to the

element that started there to compute a new sum s to pass to the next band.

Machine parameters

The formula we shall derive for the time to perform a scan operation will depend on three

performance parameters for the machine:

1. A denotes the time to perform an arithmetic operation in parallel for all P processors.

2. S denotes the time to perform a physical scan operation across all P processors.

3. IO denotes the time to perform one parallel disk I/O operation.

For most machines, A� S � IO . Typical estimates for these parameters might be

A ≈ 40 ns ,

S ≈ 4 µs ,

IO ≈ 20 ms ,

so that S ≈ 100A and IO ≈ 5000S. Because the cost of performing disk I/O is so high, it is

important to minimize the number of disk I/O operations.

Processing costs

To derive a formula for the scan time, we start by counting only the time for arithmetic and

physical scans. Later, we shall include disk I/O time, which is more difficult to account for.
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1. Because each band has β/P rows, each column sum requires β/P−1 arithmetic operations.

These operations are performed in parallel across the P processors. Multiplied by N/β

bands, the column reduces total (N/P −N/β)A arithmetic time.

2. There is one physical scan per band, and one arithmetic operation per band (except for

the first) to add the scan result to the sum s from prior bands. Multiplied by N/β bands,

these operations take (N/β − 1)A+ (N/β)S time.

3. Each scan down the columns takes β/P −1 arithmetic operations per band. It is not β/P

operations because we can form the first row of the band by copying the prepended row

without performing any arithmetic. Multiplied by N/β bands, the column scans total

(N/P −N/β)A arithmetic time.

4. We perform one arithmetic operation per band (except for the last) to create the new

sum s, totaling (N/β − 1)A time.

Adding up these costs, we get a total processing time of

Tprocessing(β) = 2

(
N

P
− 1

)
A+

N

β
S

for arithmetic and physical scan operations. In the absence of I/O costs, processing time strictly

decreases as the band size β increases. When all data fits in RAM, therefore, column-major

layout yields the fastest scan time since it uses the maximum band size.

Disk I/O costs

I/O costs generally dominate the cost of the scan computation, especially for large vectors.

Before we can analyze the I/O costs, we need to examine how we organize RAM during the

scan operation. A disk read needs an area of RAM to read into, and a disk write needs an area

of RAM to write from. We call this area the I/O buffer. It is large enough to hold F records,

where F is a parameter whose value we will choose later to optimize performance. There are

some restrictions on the I/O buffer size F . We require that F ≥ BD, so that the I/O buffer is
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at least one track in size, and that F ≤M , so that the I/O buffer is no greater than the RAM

size. These F records comprise F/BD track frames. Although the BD record locations in each

track frame are consecutive, the F/BD track frames need not be.

As one can see from the above description of the scan algorithm, once data has been read

into the I/O buffer, we can perform the column reduces and column scans entirely within the

buffer. In other words, except for the physical scan and adding in the previous band sums

(which involve only P records, independent of all other parameters), we can perform all the

work of the scan within the I/O buffer. Therefore, we assume that the only portion of the vector

that is in RAM at any one time is in the I/O buffer. If we need to hold more of the vector, we

do so by increasing the size F of the buffer. This assumption may be a pessimistic one, since

there might be tracks of the vector being scanned residing in the M − F records of RAM that

are not allocated to the I/O buffer. A system could save the cost of some disk accesses by using

the tracks already in RAM. To keep the analysis in Section 4.5 simple, however, we ignore such

sections of the vector. Instead, we read each track into RAM each time it is needed and write

each track out to disk once its scan values are computed.

If we are also running a demand paging system, allocation of the F -record I/O buffer may

itself incur some I/O costs. These occur from two types of tracks in the RAM space allocated

to the buffer:

1. Tracks in the buffer that have been changed since they were last brought into RAM. These

tracks must be written out to disk before we read in tracks of the vector to be scanned.

2. Tracks in the buffer that are not needed for the scan but will be needed in a later operation.

Losing these tracks from RAM incurs a cost later on.

We call either of these types of tracks penalty tracks.

Unfortunately, we have no way to determine until run time how many penalty tracks there

are. Generally speaking, the larger the I/O buffer, the more penalty tracks, because there are

that many more chances for a given track image to be in the RAM space allocated to the I/O

buffer. We model the number of penalty tracks by a function φ(F ), with the understanding that

any such function provides only an approximation of reality. No matter what function φ(F )
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we use, any given scan operation may have more than φ(F ) or less than φ(F ) penalty tracks.

We leave the exact form of φ(F ) unspecified until we analyze the cost of the scan operation in

Section 4.5. We will assume, however, that φ(F ) is monotonically increasing in F . Whatever

function φ(F ) we use, allocating the I/O buffer incurs a cost of one disk access per penalty

track. Accordingly, we set

Tbuffer(F ) = φ(F ) IO .

We are now ready to compute the I/O cost of a scan operation. The steps of the scan

algorithm for each band incur the following I/O costs:

1. We read each track of each band into RAM once to perform the column reduces. There

are β/BD tracks per band and N/β bands, for a total I/O time of (N/BD) IO . If β > F ,

we read the tracks of each band from back to front; we shall see in a moment why we do

so. This order does not affect the computation of the column sums. If β ≤ F , it does not

matter in what order we read each band’s tracks.

2. The physical scan and addition of the prior band sums s require no additional I/O.

3. The number of I/Os per band for the scans down the columns depends on the relative sizes

of β and F . If β ≤ F , then the entire band is already in RAM, and so no further reads are

required. If β > F , then the first F/BD tracks of the band are in RAM because we read

the tracks from back to front during the column reduces. The remaining β/BD−F/BD
tracks are no longer in RAM and must be read again. In either case, all β/BD tracks are

written out. The I/O time for the scans, summed over all N/β bands is thus (N/BD) IO

if β ≤ F and

(
2β

BD
− F

BD

)
N

β
IO =

(
2− F

β

)
N

BD
IO

>
N

BD
IO

if β > F .

4. Creating the new sum s requires no additional I/O.
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Adding up these costs, we get a total I/O time of

TI/O(β, F ) =





2
N

BD
IO if β ≤ F ,

(
3− F

β

)
N

BD
IO if β > F ,

where P ≤ β ≤ N and BD ≤ F ≤M .

We make some observations at this point. First, and perhaps most important, the value

in the first case is never greater than the value in the second case, since β > F implies that

3−β/F > 2. Second, when β = F , the two cases of this formula result in the same value, so we

can say that the second case holds for β ≥ F , not just β > F . Third, when β ≤ F , the function

TI/O(β, F ) does not depend on the band size β. Fourth, when β > F , the value of TI/O(β, F )

strictly increases with β and it strictly decreases with F .

Total scan costs

The total scan time is the sum of the individual costs:

Tscan(β, F ) = Tprocessing(β) + TI/O(β, F ) + Tbuffer(F ) . (4.1)

This cost function reflects the fact that we cannot begin processing a buffer of input values

until it has been read into RAM, and we cannot begin writing out the scan results until they

have been computed. Thus, we sum the costs Tprocessing(β) and TI/O(β, F ) rather than, say,

taking the maximum of the two costs, which would model overlapping I/O and computation.

Section 4.5 shows how to choose optimal values for the band size β and the I/O buffer size F

under cost function (4.1).

Reduce operations

The band size has no effect on the performance of reduce operations with banded layout. We

can perform any reduce operation using an I/O buffer only one track in size.

When the operator ⊕ is commutative as well as associative, we can sum the elements in
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any order. Therefore, we can read them in any order, and so we can read the vector track by

track. The band size does not matter.

If the operator ⊕ is not commutative, we have two cases. In either case, we compute the

sum band by band, having added in the sum s of all previous bands.

In the first case, the band size is less than or equal to the track size. Reading the vector

track by track still allows us to compute the sums band by band, since each band fits within a

track.

In the second case, the band size exceeds the track size. To compute each band sum, we

maintain P running sums, one for each column of the band. We keep these sums from track

to track within the band, and we update them for each new track within the band. When we

reach the end of a band, we sum the P column sums together to compute the new sum s of all

bands and then initialize them to the identity for ⊕ before starting on the next band.

Thus we see that regardless of the band size and whether or not the operator ⊕ is commu-

tative, we can perform any reduce operation in one read pass with the minimum I/O buffer

size.

4.5 Choosing optimal band and I/O buffer sizes for scans

In this section, we analyze the cost function, equation (4.1), for the scan operation to determine

the optimal band size β and I/O buffer size F . We shall study two different scenarios for the

number of penalty tracks. In one, we assume that there are no penalty tracks; we shall conclude

that optimal scan performance occurs when β = F = M , that is, when the band size and I/O

buffer size are both equal to the RAM size. In the other scenario, we assume that the number

of penalty tracks is proportional to the I/O buffer size; we shall conclude that optimal scan

performance occurs when β = F . The exact values to which we should set β and F in this case

depend on several of the other parameters. If a fraction 0 ≤ α ≤ 1 of the tracks in the I/O

buffer are penalty tracks, we should set β and F to a power of 2 that is near
√

NBD
α

S
IO

and is

between BD and M .
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M

BD

P M NBD

F

β

β > Fβ < F

β = F

(M,M)

(BD,BD)

Figure 4.8: The domain of the band size β and the I/O buffer size F for the total scan cost Tscan(β, F ).
The line β = F divides the two cases of the cost function.

Analysis for no penalty tracks

Under the assumption that there are no penalty tracks, we have φ(F ) = 0 for all I/O buffer

sizes F . The following theorem shows that under the reasonable assumption that the time to

perform a disk access exceeds the time to perform a physical scan, both the band size and I/O

buffer size should equal the RAM size in the absence of penalty tracks.

Theorem 4.5 If there are no penalty tracks and IO > S, then Tscan(β, F ) is minimized when

β = F = M .

Proof: When φ(F ) = 0, we have

Tscan(β, F ) =





2

(
N

P
− 1

)
A+

N

β
S + 2

N

BD
IO if β ≤ F ,

2

(
N

P
− 1

)
A+

N

β
S +

(
3− F

β

)
N

BD
IO if β ≥ F .

Figure 4.8 shows the domain of the function Tscan(β, F ), including the line β = F , which divides

the two cases.

We determine the optimal values of β and F by applying standard calculus techniques. We

treat the two regions in Figure 4.8, for β ≤ F and for β ≥ F , separately. If the interior of
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either one contains a local minimum, then both partial derivatives of Tscan—with respect to β

and to F—must equal 0 at that point. We claim that neither region’s interior contains a local

minimum, because IO > S implies that ∂ Tscan(β, F )/∂β < 0 for all β in the domain. We have

∂ Tscan(β, F )

∂β
=





−NS
β2

if β ≤ F ,

−N
β2

(
F

BD
IO − S

)
if β ≥ F .

(4.2)

Because β ≥ P > 0, this derivative is negative whenever β ≤ F . Moreover, because IO > S and

F ≥ BD, the coefficient ((F/BD) IO − S) is positive, and so the derivative (4.2) is negative

whenever β ≥ F as well.

Having ruled out the interior of either region for the minimum value, we now examine

the region boundaries. We first look at the boundary for β ≤ F . In this case, Tscan(β, F ) is

a decreasing function of β and does not depend on F . Therefore, the cost is minimized by

choosing the rightmost possible value of β on the boundary, namely β = F = M .

Now we look at the boundary for β ≥ F . Because ∂ Tscan(β, F )/∂β < 0, the minimum

cannot be on either of the horizontal boundaries of the region except for the corners. Also, we

have that ∂ Tscan(β, F )/∂F = −(N/βBD) IO < 0, and so the minimum cannot be on the right

boundary except for the corners. That leaves only the corners and the boundary marked by

BD ≤ β = F ≤M . We examine the corners and this boundary one by one.

• Tscan(M,M) = 2(N/P − 1)A+ (N/M)S + 2(N/BD) IO . This value turns out to be the

minimum.

• Tscan(N,M) = 2(N/P − 1)A + S + (3 −M/N)(N/BD) IO . Simple manipulation shows

that this value is less than Tscan(M,M) if and only if IO/S < BD/M . Since BD ≤ M

and IO > S, we conclude that Tscan(N,M) > Tscan(M,M).

• Tscan(N,BD) = 2(N/P − 1)A + S + (3N/BD − 1) IO . Simple manipulation shows that

this value is less than Tscan(M,M) if and only if IO/S < (BD/M)((N −M)/(N −BD)).

Because BD ≤ M , both of the fractions on the right side are at most 1, so we conclude

that Tscan(N,BD) > Tscan(M,M).
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• Tscan(BD,BD) = 2(N/P − 1)A+ (N/BD)S + 2(N/BD) IO . Since BD ≤M , this value

is never less than Tscan(M,M).

• On the boundary marked by BD ≤ β = F ≤ M , we have Tscan(β, F ) = 2(N/P − 1)A+

(N/β)S+2(N/BD) IO , which is greater than Tscan(M,M) everywhere except for β = M .

We conclude that the function Tscan(β, F ) is minimized at the point β = F = M .

It should come as no surprise that when there are no penalty tracks, we want large band

and I/O buffer sizes. Because the number of physical scans decreases as the band size increases,

we want a large band size. Because there is no cost to having a large I/O buffer size, we want

a large one in order to accommodate a large band size. Theorem 4.5 serves to formalize these

notions, and it also proves that increasing the band size beyond the buffer size incurs I/O costs

that we do not recoup by reducing the number of physical scans.

Analysis for penalty tracks proportional to I/O buffer size

Now we look at a scenario in which the number of penalty tracks is proportional to the I/O

buffer size. We set

φ(F ) =
αF

BD
,

where α is a fraction in the range 0 ≤ α ≤ 1. This function models the situation in which each

track frame originally in the RAM space occupied by the I/O buffer is a penalty track with

probability α.

The following theorem shows that in this case, we always want the band size to equal the

I/O buffer size, but the exact value we want depends on several parameters.

Theorem 4.6 If IO > S and the number of penalty tracks is given by φ(F ) = αF/BD, where

0 ≤ α ≤ 1, then Tscan(β, F ) is minimized only if β = F . Furthermore, if we define

t∗ =

√
NBD

α

S

IO
,

then the following hold:
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1. If BD ≤ t∗ ≤ M , then Tscan(β, F ) is minimized by choosing β and F to be t∗ if it is a

power of 2 and otherwise choosing β and F to be one of the two closest powers of 2 to t∗.

2. If t∗ ≤ BD, then Tscan(β, F ) is minimized by choosing β = F = BD.

3. If t∗ ≥M , then Tscan(β, F ) is minimized by choosing β = F = M .

Proof: When φ(F ) = αF/BD, we have

Tscan(β, F ) =





2

(
N

P
− 1

)
A+

N

β
S + 2

N

BD
IO +

αF

BD
IO if β ≤ F ,

2

(
N

P
− 1

)
A+

N

β
S +

(
3− F

β

)
N

BD
IO +

αF

BD
IO if β ≥ F .

As in the proof of Theorem 4.5, Figure 4.8 shows the domain of the function Tscan(β, F ),

including the line β = F , which divides the two cases.

We again apply standard calculus techniques, treating the two regions separately. Because

φ(F ) does not depend on β, the partial derivative ∂ Tscan(β, F )/∂β is again given by equa-

tion (4.2). As in Theorem 4.5, we rule out the interior of both regions for the minimum value

because this derivative is negative for all positive values of β.

Again, we check the boundaries and corners of the two regions, starting with the region

β ≤ F . As in Theorem 4.5, ∂ Tscan(β, F )/∂β < 0, and so the minimum cannot be on either of

the horizontal boundaries of the region except for the corners. For the left boundary, we have

∂ Tscan(β, F )/∂F = (α/BD) IO , which equals 0 only if α = 0; in this case, Tscan(β, F ) does not

depend on F in the region β ≤ F , and because Tscan(β, F ) is a decreasing function of β, the

minimum cannot be on the left boundary. We are left with only the corners and the boundary

marked by BD ≤ β = F ≤M , which we examine one by one.

• Tscan(BD,BD) = 2(N/P − 1)A+ (N/BD)S + 2(N/BD) IO + α IO .

• Tscan(M,M) = 2(N/P − 1)A+ (N/M)S + 2(N/BD) IO + (αM/BD) IO . Simple manip-

ulation shows that this value is less than Tscan(BD,BD) if and only if IO/S < N/αM .
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• Tscan(P,BD) = 2(N/P − 1)A+ (N/P )S + 2(N/BD) IO + α IO . Because BD ≥ P , this

value is never less than Tscan(BD,BD).

• Tscan(P,M) = 2(N/P −1)A+(N/P )S+2(N/BD) IO +(αM/BD) IO . Because M ≥ P ,

this value is never less than Tscan(BD,BD).

• On the boundary marked by BD ≤ β = F ≤ M , we parameterize the function and

simplify it as

Tscan(t) =
a

t
+ bt+ c ,

where a = NS, b = (α/BD) IO , and c = 2(N/P − 1)A + 2(N/BD) IO . We take the

derivative with respect to t:
d Tscan(t)

dt
= − a

t2
+ b .

If there is a minimum along this boundary, it occurs where d Tscan(t)/dt = 0, or at

t∗ =

√
a

b
. (4.3)

This extreme point is in fact a local minimum of Tscan(t), since its second derivative is

d2 Tscan(t)

dt2
=

a

t3
,

which is positive for all positive values of t. Observe that at the point t∗, the terms a/t

and bt of Tscan(t) both equal
√
ab, so they balance each other out. The value

t∗ =

√
NBD

α

S

IO
,

in the theorem statement comes from substituting a = NS and b = (α/BD) IO in

equation (4.3).

If t∗ < BD or t∗ > M , then we cannot choose β = F = t∗. Similarly, if t∗ is not a power of 2,

we cannot choose β = F = t∗. Observe, however, that because Tscan(t) has its only extreme

point at t∗, it decreases for t < t∗ and increases for t > t∗. If t∗ < BD, therefore, we should
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choose β = F = BD. If t∗ > M , we should choose β = F = M . If BD ≤ t∗ ≤ M but t∗ is

not a power of 2, we choose one of the powers of 2 immediately above or below t∗, whichever

yields a smaller value of Tscan(t). This completes the analysis of the boundaries and corners of

the region β ≤ F .

Now we analyze the boundaries and corners of β ≥ F . We have already analyzed the

boundary and corners for which β = F , so we only have to show that the other three boundaries

and two corners have higher costs. As before, we rule out the horizontal boundaries because

∂ Tscan(β, F )/∂β < 0. For the right boundary, we observe that

∂ Tscan(β, F )

∂F
=

(
α

BD
− N

βBD

)
IO ,

which equals 0 if and only if α = 1 and β = N . In this case, however, we have Tscan(β, F ) =

2(N/P − 1)A + S + 3(N/BD) IO . Simple manipulation shows that this value is less than

Tscan(BD,BD) if and only if IO/S < (N − BD)/N , which is not true since IO > S and

(N−BD)/N < 1. Thus, we rule out the right boundary. All that remain are the two rightmost

corner points.

• Tscan(N,BD) = 2(N/P − 1)A + S + 3(N/BD) IO + (α − 1) IO . Simple manipulation

shows that this value is less than Tscan(BD,BD) if and only if IO/S < 1, which is not

true.

• Tscan(N,M) = 2(N/P−1)A+S+3(N/BD) IO+(α−1)(M/BD) IO . Simple manipulation

shows that this value is less than Tscan(M,M) if and only if IO/S < BD/M , which is not

true since BD ≤M .

By exhaustive analysis, therefore, we have proven the theorem.

Where does the strange formula for t∗ in the statement of Theorem 4.6 come from? It was

a subtle point in the middle of the proof, but t∗ is the value for β and F for which the cost of

the physical scans equals the cost of buffer allocation.

Note that Theorem 4.5 is a special case of Theorem 4.6 in which α = 0. We have t∗ =∞ >

M , and so Tscan(β, F ) is minimized by choosing β = F = M .
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4.6 Band sizes for elementwise operations

Elementwise operations are often the most frequent operations in a data-parallel program.

When all record sizes are the same, elementwise operations have no effect on our choice of band

size. This section looks at elementwise operations when record sizes differ, arguing in favor of

small band sizes.

Logical vs. physical sizes

So far, we have been purposely vague as to what constitutes a record, but now let us discuss

records in more detail. A record consists of some number of bytes, and different vectors may have

elements of different record sizes. In the VM-DP system, for example, the Vcode interpreter

supports two record sizes: 4-byte integers and 8-byte double-precision floats.

Sizes of disk blocks and RAM are actually measured in bytes, not records. When we say

that RAM holds M records, we are dealing in an abstraction. If the capacity of RAM is M

8-byte floats, it is also 2M 4-byte integers. Similarly, a track that holds BD 8-byte floats is

also capable of holding 2BD 4-byte integers. We call the size of a memory unit measured in

bytes its physical size, and we call its size in terms of records of a given size its logical size.

Mapping elements to processors

Should a system with multiple record sizes also have multiple band sizes? The analyses of the

previous sections suggest that we should choose band sizes based on the logical track size BD

or the logical RAM size M . These logical sizes depend on their physical sizes and the record

size. If we choose the band size to equal the physical track size, for example, we would choose

one band size for 8-byte floats and a band size twice as large for 4-byte integers, since twice as

many 4-byte records as 8-byte records fit into the same physical track size.

The band size of a vector determines how its elements are mapped to processors. If the

band size is β, element Xi maps to processor Pb(imodβ)P/βc. If the band size is determined by

the record size, the mapping of elements to processors depends on the record size.
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Figure 4.9: When differing record sizes cause band sizes to differ, elements with equal indices do not
always map to the same processor. (a) The mapping of a 32-element vector of 8-byte values with B8 = 2
records per block and D = P = 8. The band size is β8 = 16. (b) The mapping of a 32-element vector
of 4-byte values with B4 = 4 records per block and band size β4 = 32.

P0

0

P1

2

P2

4

P3

6

P4

8

P5

10

P6

12

P7

14
1 3 5 7 9 11 13 15

16 18 20 22 24 26 28 30
17 19 21 23 25 27 29 31

(a)

0 2 4 6 8 10 12 14

1 3 5 7 9 11 13 15

16 18 20 22 24 26 28 30

17 19 21 23 25 27 29 31

(b)

8 bytes

8 bytes

8 bytes

8 bytes

P0 P1 P2 P3 P4 P5 P6 P7
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128 bytes. (a) A 32-element vector of 8-byte floats. The band size is β = 128/8 = 16. (b) A 32-element
vector of 4-byte integers, also mapped with band size β = 16. Corresponding elements of either type of
vector map to the same processor.



150 Chapter 4. Vector Layout

The problem with this scheme is that we would like the mapping of element indices to

processors to be independent of record size. To see why, consider an elementwise operation

with vectors of different record sizes, such as that of converting a vector of 4-byte integers

to a vector of 8-byte double-precision values. In an elementwise operation, for each index i,

the operand elements with index i and the result element with index i must map to the same

processor. This requirement is not always met when the mapping of elements to processors

depends on the record size.

As an example, Figure 4.9 shows how two 32-element vectors of 4- and 8-byte elements map

to processors when we base band sizes on physical sizes. Here, we have D = P = 8, and each

physical block holds 16 bytes. For 8-byte elements the logical block size is B8 = 2 elements per

block, and for 4-byte elements the logical block size is B4 = 4 elements per block. If we choose

the band size to be the number of records that fill a physical track, we get different band sizes

for the two element sizes: β8 = B8D = 16 and β4 = B4D = 32. The figure clearly shows that

many indices do not map to the same processor for the two vectors. The first such index is 2,

which maps to processor P0 in one vector and to P1 in the other.

Using the smallest band size for all vectors

Figure 4.10 shows the solution that we adopted in the VM-DP system. We use the smallest

band size for all vectors. That is, we consider a vector whose elements have the largest record

size over all vectors that we will use. We determine β such that if this vector has a band size

of β, then each of its bands occupies one physical track. We use this band size β for all vectors,

regardless of their record size. All bands are less than or equal to a physical track, and the

mapping of elements to processors is independent of each vector’s record size.

4.7 Conclusions

We have seen that the band size used to lay out a vector on a parallel disk system in a data-

parallel machine affects the performance of several data-parallel operations. There is no one
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best band size overall. For permuting, we prefer band sizes that are a track or less. For scans,

the optimal band size can be anywhere from a track to the size of RAM. For reduces, the band

size does not matter. For elementwise operations, the band size can depend on the record size

and the physical sizes of the system.

How then should one choose band sizes in an actual data-parallel system? In the VM-DP

system, we chose the band size to be the number of 8-byte floats that fit in a physical track,

these being the largest record type. The other record type, 4-byte integers, has the same band

size; hence each band of 4-byte integers occupies half a physical track. We chose one track for

the band size because it yields the best performance for permuting and overall good (if not

optimal) performance for scans. Moreover, it made the programming task easier to have each

parallel I/O always read or write at least one entire band.

It is important to put this work into perspective. This chapter has been mostly about

saving constant factors. We can perform mesh and torus permutations in Θ(N/BD) parallel

I/Os regardless of the band size, but the constant factor is better for small band sizes. In a

similar vein, the dominant performance difference for scans between good and poor choices of

band and buffer sizes is less than N/BD I/Os. Although differences due to constant factors

can add up to a lot of time for huge vectors, it is likely to be more fruitful for us to channel

our efforts into algorithms for operations in which we can realize asymptotic savings. The best

examples of such algorithms are those for permuting, as in Chapters 2 and 3.



Chapter 5

Paging and Addressing in the VM-DP System

Chapters 2 and 3 looked at algorithms to perform data-parallel operations in which the virtual-

memory system choreographed the patterns of disk accesses. This chapter focuses on a different

aspect of a virtual-memory system, the one that perhaps most often comes to mind: the

demand-paging system.

Specifically, this chapter presents the design of the demand-paging portion of the VM-DP

system. We implemented three different paging schemes and collected empirical data on their

I/O performance. One of the schemes was straight LRU (least-recently used) paging, in which

all tracks are treated equally. The other two schemes treat tracks differently according to the

sizes of vectors they contain. Our empirical tests yielded two somewhat surprising results:

• The observed I/O counts for our test suite were roughly equal under all three schemes.

Moreover, as problem sizes increased, performance differences among the three schemes

decreased.

• Overall, the best scheme of the three was the simplest one: straight LRU paging. The

other two schemes, which attempt to account for vast differences in vector sizes, were not

quite as good overall.

This chapter also discusses some of the addressing and implementation issues that arose in

the VM-DP system.

This chapter represents joint work with Lars Bader.
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Measuring sizes in bytes

In this chapter, we need to make a slight modification to the machine model that we defined in

Section 1.3 and used in Chapters 1–4. Rather than measure block and RAM sizes in records,

this chapter measures them in bytes. In this chapter, M denotes the number of bytes of RAM,

and B denotes the number of bytes per disk block. Accordingly, the track size BD is also

measured in bytes.

We use bytes rather than records because Vcode, the stack-based, intermediate, data-

parallel language that is interpreted by VM-DP supports two different record sizes: 4-byte

integers and 8-byte floats. Normalizing all sizes to bytes makes our descriptions independent of

record sizes.

When does VM-DP use demand paging?

All operations that access vectors use VM-DP’s demand-paging system. Operations other

than the permuting operations use it for all their vector accesses. These operations include all

elementwise operations, scans, and reduces. In addition, Vcode includes six different operations

that permute according to target addresses. These permuting operations go through the paging

system at least part of the time; they disable it only during external radix sort1 (see Section 3.1)

and the BPC detection and permutation code (see Sectoin 3.4). Demand paging is enabled

during the pack operation, which is a type of monotonic route (see Section 3.3).

Outline of this chapter

Since the demand-paging system is used so heavily by VM-DP, its I/O behavior is crucial to

overall system performance. To minimize the number of disk accesses, we explored three design

alternatives. Section 5.1 presents these three designs and their I/O performance on our test

suite. The remaining sections of this chapter focus on details of VM-DP that relate to its paging

system. Section 5.2 examines how vectors are mapped to pages and the effect on address-space

1Actually, the demand-paging system is enabled during the pass within external radix sort that creates a
census of how many records will end up in each bucket in each pass.
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allocation. Section 5.3 discusses further implementation issues in the VM-DP paging system.

5.1 Performance of paging schemes in VM-DP

A paging-system designer has many options. This section presents the three paging schemes

we implemented for VM-DP and summarizes their performance on our test suite. One scheme

is essentially straight LRU paging, and the other two partition RAM according to vector sizes.

As we shall see, there is not much difference in I/O performance among the three schemes,

and the scheme that had the best I/O performance overall was also the simplest: straight LRU

paging.

As we mentioned in Section 1.5, VM-DP is designed for amounts of data in excess of the

RAM size, but we also want performance to be good when all the data fits in RAM. In other

words, computations that do not really need VM should not pay a high price for its presence

in the system.

Paging and LRU replacement

The VM-DP system uses a paging system similar to the approach of using both segmentation

and paging, as described by Denning [Den70] and used in the Multics system [BCD72, DD68].

In the VM-DP system, vectors serve as the equivalent of segments in a system such as Multics.

Just as Multics addresses consist of a segment number and an index within the segment, we

can address individual vector elements by a vector address and an index within the vector.

Because vectors, like Multics segments, can take on a range of sizes from very small to larger

than RAM, it is infeasible to require that each segment is either entirely in RAM or entirely

out of RAM, as is the case in a pure segmented virtual-memory system. Instead, we divide the

address space into fixed-size pages, we partition the RAM into page frames of the same size,

and we swap pages in and out of page frames as necessary.

We chose a track of BD bytes as our page size. This size is the minimum feasible size, since

it represents the smallest unit of parallel I/O. We decided to use a size no larger because, as
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we shall see, smaller page sizes lead to less wasted space and more flexibility in the execution

of the page-replacement policy. Because any given vector may be smaller than, the same size

as, or larger than a page, any given page may contain several vectors, exactly one vector, or

just a portion of a vector.

Having decided that we were going to use paging, the next question was what page-

replacement strategy to use when performing demand paging. In demand paging, we remove a

page from RAM only when we need to find a free page frame and all page frames are in use. A

page fault occurs when we need to access a page that is not currently in RAM.

Least-recently used, or LRU, replacement is a provably good strategy. In LRU replacement,

we maintain the order in which page frames in RAM have been accessed for either reading

or writing, and we always replace the frame whose most recent access (for either reading or

writing) was the longest ago.

Sleator and Tarjan [ST85] proved that LRU is “competitive” with any on-line page-replace-

ment policy, that is, any policy that foregoes knowledge about future accesses. They showed

that in the worst case, no on-line replacement policy can produce even within a constant

factor of the number of page faults produced by an optimal off-line policy (i.e., one that uses

foreknowledge about the sequence of page accesses). Moreover, they also proved that overall,

LRU is as good as any other on-line policy. There are particular page-access sequences for

which another on-line policy may produce fewer page faults than LRU, but even in the worst

case, LRU comes within a constant factor of the number of page faults made by an optimal

off-line policy with a constant factor smaller RAM.

We use a true LRU policy rather than an approximation such as a “use bit” [PH90, p. 436].

The overhead of using true LRU is spread over the many elements involved in a single access.

Small and large vectors

VM-DP classifies vectors according to size when allocating them to tracks. A small vector

requires one track (BD bytes) or less, and a large vector requires more than one track. Each

track is in one of three states: completely unallocated, containing small vectors, or containing

part of a large vector. A track that contains one or more small vectors contains no part of any
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large vector, and a track that contains part of a large vector contains only that part of the large

vector. In other words, no track contains both large and small vectors. This distinction can

help our paging scheme and, as we shall see in Section 5.2, it also helps in vector allocation.

VM-DP paging schemes

We now present the three paging schemes that we investigated in VM-DP. Each scheme parti-

tions RAM into one or two portions. Tracks are classified according to the sizes of vectors they

contain. Each portion of RAM contains page frames for one class of tracks. Page replacement

within each portion is performed on a strict LRU basis.

• In the one-space scheme, all of RAM is one portion, containing M/BD page frames, and

there is only one classification of track. In other words, the one-space scheme is straight

LRU paging. It is the simplest of the three schemes and, according to our empirical

measurements, it has the best I/O performance overall.

• The two-space scheme partitions RAM into two equal-sized portions. The small-vector

space contains M/2BD page frames and is dedicated only to tracks containing small

vectors. The large-vector space also contains M/2BD page frames, and it is dedicated

only to tracks containing parts of large vectors. Because no track contains both large and

small vectors, each allocated track is eligible to belong to exactly one of these spaces.

• In the ω-RAM scheme, we partition RAM into two unequal portions. The ω-RAM space

contains five page frames and is dedicated only to tracks containing parts of vectors that

are at least M/4 bytes in size. The O-RAM space contains the remaining M/BD−5 page

frames and is dedicated only to small-vector tracks or to large-vector tracks containing

parts of vectors that are less than M/4 bytes in size.2

2The names “ω-RAM” and “O-RAM” were chosen by analogy to asymptotic notation. A function g(n) is
ω(f (n)) if 0 ≤ f (n) < g(n) for some constant c > 0 and sufficiently large n. A function g(n) is O(f(n)) if
0 ≤ g(n) ≤ cf (n) for some constant c > 0 and sufficiently large n. In our discussions, we called a vector “ω-
RAM” if it is more than a constant—1/4 as it turned out—of the RAM size and “O-RAM” if its size is at most
this constant fraction of RAM.



5.1. Performance of paging schemes in VM-DP 157

There are other schemes that we could have investigated, but we chose the above schemes

because they are fairly simple and also for the following reasons.

The one-space scheme was an obvious candidate because it is straight LRU.

The ω-RAM scheme was an outgrowth of the following observation. Suppose we use straight

LRU paging and we perform a simple elementwise operation, say addition of two vectors, on

very large vectors, say over a third of the RAM size each. By the time we have the last track

of each of the two source vectors and the one result vector in RAM, the first track of each has

been thrown out of RAM. If we access these vectors again—and we are likely to access the

result vector soon, if not also one of the operands—each track will produce a fault. Not only

does straight LRU paging fail to improve the I/O behavior of accessing large vectors, but any

small vectors that were in RAM prior to the first elementwise operation have been thrown out

as well. Since LRU paging does not help in accessing very large vectors, by separating page

frames for these vectors from those for smaller vectors and also limiting the number of page

frames for very large vectors, we prevent operations on very large vectors from causing smaller

vectors to be ejected from RAM for no gain. We chose to use five page frames for very large

vectors because one CVL function that VM-DP supports uses five vectors and no CVL function

uses more. We chose the size M/4 as the smallest ω-RAM vector because most CVL functions

use at most four vectors, and so if all of them are paged in, they exhaust all of RAM.

The rationale behind the two-space scheme is similar to that of the ω-RAM scheme, but

with a view toward preventing intermediate vectors—larger than a track but at most M/4

bytes—from interfering with small vectors. That is, if a computation processes small vectors,

then intermediate vectors, and then small vectors, the processing of intermediate vectors should

not cause all the small vectors to be thrown out of RAM.

Each partition in each scheme uses a straight LRU replacement policy for the reasons we

mentioned above. An LRU policy does not really improve the I/O performance of the ω-RAM

space in the ω-RAM scheme, but neither does it hurt and it was easily implemented because

all the other partitions we implemented already used it.
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Test suite

Our test suite consisted of five fairly small programs written in Nesl, which were provided to

us by Blelloch’s research group at Carnegie Mellon. Descriptions of three of the programs—

convex-hull, primes, and qsort—appear in the Nesl documentation [Ble92].

• convex-hull is an implementation of the recursive quickhull algorithm (see [Ble90] and

[PS85, pp. 106–108]) for computing the convex hull of a set of points in two dimensions.

The goal is to find two polygonal chains whose concatenation forms the convex hull of the

given set of points. The quickhull algorithm divides the input set into two sets of points,

recursively finds a polygonal chain for each set, and then merges the chains together.

• linefit is a Nesl implementation of linear regression (see Press et. al [PFTV89, pp. 553–

558]) for fitting points in two dimensions to a straight line. It is straight-line code with

no recursion.

• order is a recursive function that finds the median or any order statistic of a given set

of values. It is a deterministic version of the algorithm in [CLR90, pp. 187–189]. Each

recursive invocation removes several values that cannot be the desired order statistic, and

so the length of the vector in each recursive call strictly decreases over time.

• primes uses the sieve of Eratosthenes to find all the prime numbers less than n. It

recursively finds all primes less than
√
n and then uses these prime numbers to sieve out

candidate primes greater than or equal to
√
n.

• qsort is an implementation of quicksort (see [Ble90] and [CLR90, Chapter 8]). To sort

a set of numbers, it chooses one of them as a “pivot,” partitions the numbers into those

less than, equal to, and greater than the pivot, and recurses on these sets.

Empirical results

Our empirical tests of the three paging schemes on the five test programs were VM-DP simu-

lations with P = 16 processors, D = 4 disks, B = 128 bytes per block, and M = 16384 bytes
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N one-space two-space ω-RAM worst/best

32 41 306 82 7.463

128 667 971 780 1.456

512 3930 5694 4752 1.449

2048 21140 22453 22390 1.062

8192 89260 90104 89886 1.009

Table 5.1: I/O counts for convex running under the three paging schemes, along with the ratio for the
worst scheme to the best scheme for each input size.

N one-space two-space ω-RAM worst/best

128 6 6 6 1.000

512 73 188 99 2.575

2048 1183 1217 1217 1.029

8192 4836 4817 4817 1.004

32768 19236 19217 19217 1.001

Table 5.2: I/O counts for linefit running under the three paging schemes.

of RAM in all. These parameters may seem small, but space and time limitations prevented us

from simulating with parameters significantly larger. Moreover, these parameters exercised the

paging system to a greater degree than larger parameters would have. The simulations we ran

with other parameter values yielded essentially the same results in comparing paging schemes

as those we obtained with the above parameters.

• Table 5.1 shows the results for convex. The one-space scheme performed the fewest I/Os

for each problem size, but for N = 2048 points, the best and worst schemes differed by

only 6.2 percent, and for N = 8192 points, the best and worst schemes differed by only

0.9 percent.

• Table 5.2 shows the results for linefit. The one-space scheme performed the fewest I/Os

for smaller problem sizes, but the two-space and ω-RAM schemes tied for the fewest I/Os

for larger problem sizes. For N = 8192 points, the best and worst schemes differed by

only 0.4 percent, and for N = 32768 points, the best and worst schemes differed by only



160 Chapter 5. Paging and Addressing in the VM-DP System

N one-space two-space ω-RAM worst/best

32 4 4 4 1.000

128 6 6 6 1.000

512 3 20 3 6.667

2048 288 520 398 1.806

8192 2174 2492 2397 1.147

32768 10663 10676 10616 1.006

Table 5.3: I/O counts for order running under the three paging schemes. We do not know why the I/O
counts for N = 512 should be less than those for N = 128 for the one-space and ω-RAM schemes.

N one-space two-space ω-RAM worst/best

128 8 8 8 1.000

512 217 285 228 1.313

2048 1762 1796 1839 1.044

8192 7299 7475 7530 1.032

32768 30683 30686 30737 1.002

Table 5.4: I/O counts for primes running under the three paging schemes. This is the only program in
the test suite for which the two-space scheme ever outperformed the ω-RAM scheme.

0.1 percent.

• Table 5.3 shows the results for order. The one-space scheme performed the fewest I/Os

for all but the largest problem size we ran, in which ω-RAM was the best. For N = 8192

numbers, the best and worst schemes differed by 14.7 percent, but forN = 32768 numbers,

the best and worst schemes differed by only 0.6 percent.

• Table 5.4 shows the results for primes. The one-space scheme performed the fewest I/Os

for all problem sizes. This program was the only one in our test suite for which the ω-

RAM scheme was worse than the two-space scheme. For N = 8192 numbers, the best and

worst schemes differed by 3.2 percent, and for N = 32768 numbers, the best and worst

schemes differed by only 0.2 percent.
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N one-space two-space ω-RAM worst/best

32 26 89 26 3.423

128 139 316 208 2.273

512 10808 11756 11169 1.088

2048 56206 66372 65968 1.181

8192 374489 383915 379426 1.025

Table 5.5: I/O counts for qsort running under the three paging schemes.

• Table 5.5 shows the results for qsort. The one-space scheme performed the fewest I/Os

for all problem sizes. For N = 2048 numbers, the best and worst schemes differed by 18.1

percent, but for N = 8192 numbers, the best and worst schemes differed by 2.5 percent.

In general, especially for larger vector sizes, the differences among the three schemes were

small, often under 1 percent. The one-space scheme, which is the simplest to implement,

performed the fewest I/Os for all problem sizes we considered for convex, primes, and qsort.

Moreover, for those problem sizes of linefit and order for which the one-space scheme was

not the best, it was within 1.1 percent of the best scheme. According to our empirical study,

one-space is the scheme of choice among these three.

5.2 Vector allocation

The classification of vectors into large and small sizes affects how the VM-DP system manages

its vector address space. This section discusses how vectors are mapped to pages and the

effect of the mapping on address-space allocation. Large vectors and small vectors are mapped

according to different sets of rules.

The address space

The restriction that the initial element of each vector maps to the RAM of processor P0 affects

how we view the address space of vectors. When a vector or portion thereof is in RAM, we can
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P0 P1 PP/D–1 PP/D PP/D+1 P2P/D–1

D0

…

BD/P bytes map to P0

…

… … …

BD/P bytes map to P1

BD/P bytes map to PP/D–1

page frame mapped to D0

…

0 to BD/P–1

…

BD/P bytes map to P0

BD/P bytes map to P1

BD/P bytes map to PP/D–1

…

BD/P to 2BD/P–1

mapped to D1

D1

…
…

…

…

BD/P bytes map to PP/D

BD/P bytes map to PP/D+1

BD/P bytes map to P2P/D–1

…
…

BD/P bytes map to PP/D

BD/P bytes map to PP/D+1

BD/P bytes map to P2P/D–1

Figure 5.1: The relationship among disks, blocks, and RAM. Each block on disk Di is divided into
P/D units of BD/P bytes each which map to the portion of a page frame in processors PiP/D,PiP/D+1,
. . . ,P(i+1)P/D−1. Equal shading indicates blocks on disk (top) and in RAM (bottom) that map to each
other. Blocks, both on disk and in RAM, have heavy borders around them. Addresses in the first BD/P
bytes of each block on D0 identify vector addresses.

identify it by an address in the RAM of processor P0. The machine model associates the first

BD/P bytes of each block on disk D0 with processor P0. The vector address space, therefore,

is byte offsets into the first BD/P bytes of each block of disk D0. Because each page is a track

and each track is a stripe across the parallel disk system, there are BD/P addresses per page.

Figure 5.1 shows the relationship among disks, blocks, and RAM. Each track, and hence

each page, is comprised of D blocks of B bytes each. Each block on disk Di is divided into

P/D units of BD/P bytes each which map to the portion of a page frame in processors PiP/D,

PiP/D+1, . . . ,P(i+1)P/D−1. The addresses in the first BD/P bytes of each block on disk D0

identify vector addresses.

Because the VM-DP system supports the Vcode model, there are only two types of vectors:
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P0 P1 PP–1…

(a)

P0 P1 PP–1…

X

Y

Z

(b)

Figure 5.2: How large and small vectors are mapped to the address space. Shaded positions contain
elements, and white positions are empty. (a) A large vector starts at the beginning of a track, occupies
a set of contiguous tracks, and uses the minimum VPR in its last track. The remainder of the last track
is unused. Each track is drawn with a heavy border. (b) A small-vector track. Each small vector is
aligned to start in processor P0, has the minimum VPR, and may not cross a track boundary. In this
example, vectors X and Z have VPRs of 1, and vector Y has a VPR of 3.

vectors of 4-byte integers and vectors of 8-byte (double precision) floats. All vector addresses

are therefore multiples of 4.

Mapping of vectors to the address space

Figure 5.2(a) shows how large vectors are mapped. The address of any large vector is the

address of the beginning of a track. In other words, large vectors always start at the beginning

of a page. The vector occupies a contiguous set of tracks for as many tracks as it requires.

All tracks except the possibly last one are full. The last track contains the remaining elements

in a load-balanced fashion, by which we mean the following. For an assignment of elements to

processors, we define the virtual processor ratio, or VPR, as the maximum number of elements

assigned to any processor. If there are k elements in the last track, the VPR of the last track

is dk/P e, which is the minimum possible. In particular, we map the first dk/P e elements to

processor P0, the next dk/P e elements to processor P1, and so on, until we run out of elements.

Even if only partially full, the last track of a large vector contains only the elements of this
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vector; no other vector uses this portion of the address space. A track that contains part of a

large vector therefore contains no small vectors. In the worst case—a vector that occupies one

track plus one more element—this scheme wastes less than half of the address space, and on

average it wastes much less.

Small vectors are mapped to avoid wasting space yet make accessing them simple. If a

track contains small vectors, it contains only small vectors and no portions of large vectors. As

Figure 5.2(b) shows, small vectors are placed into small vector tracks with three restrictions.

First, each vector begins in processor P0. Second, each vector is laid out with the minimum

VPR, just like the last track of a large vector. That is, we reserve dN/P e elements per processor

for an N -element vector. Third, small vectors cannot cross track boundaries. When a small-

vector track is read into RAM, we know that we have its small vectors read into RAM in their

entirety.

Vector allocation and deallocation

The only part of the Nesl/Vcode/CVL package that we had to modify other than the CVL

functions was the Vcode module that performs vector allocation and deallocation. As in

the Vcode system provided by Blelloch’s group, this code runs on the front-end machine

attached to the data-parallel machine, and there it maintains a data structure of all allocated

and unallocated sections of the address space.

The VM-DP allocation scheme takes advantage of the quantization of vector sizes. They

are quantized in two ways.

For small vectors, because they must start in processor P0 and their vector addresses are

multiples of 4, many vectors may occupy the same amount of address space. In Figure 5.2(b),

for example, the vectors X and Z each occupy only one row across the processors. Although

X is a vector of only one 4-byte integer and Z is a vector of P 4-byte integers, they take

the same amount of address space. In general, two small vectors with N1 and N2 elements

and R1 and R2 bytes per element, respectively, occupy the same amount of address space if

R1 dN1/P e = R2 dN2/P e. The quantization effect of dividing by P and taking the ceiling can

cause vectors whose lengths differ by up to P − 1 have the same address-space size.



5.3. Implementation issues in the VM-DP paging system 165

For large vectors, because the last track is not shared with any other vector, we allocate

them as if the last track were full. In other words, we round up large-vector sizes to the next full

track. The BD-byte size of a track can be quite large, resulting in a considerable quantization

effect.

Quantization helps because the VM-DP vector-allocation code uses a policy of “first exact

fit but settle for first fit.” To allocate a new vector, we search through all unallocated sections

of the address space, looking for an exact fit of the quantized size. For example, an unallocated

section of three consecutive tracks is an exact fit for any vector that needs more than two but

no more than three tracks. As we search through the unallocated sections, we keep the address

of the first section that fit at all; if there is no exact fit, we use this first fit. This search takes

place in the front-end machine, causing no disk accesses for vectors.

Why is this strategy good? It is guaranteed to use an exact fit if one exists, thus reducing

fragmentation of the address space upon allocation. The quantization increases the likelihood

of an exact fit occurring. And if there is no exact fit, this strategy has the advantage of first

fit, which Knuth [Knu68, pp. 435–451] finds to be a good allocation method.

Vector deallocation is performed as simply as possible. When we deallocate a vector, we

merge it with any of its unallocated neighboring sections of the address space to make a maximal

unallocated section. The current implementation does not attempt to compact the remaining

allocated vectors in the address space or otherwise relocate them. Even if an allocation request

finds no unallocated section large enough, no compaction occurs. Instead, we allocate new

space on the disk; disk space is viewed by the current implementation as a limitless resource.

5.3 Implementation issues in the VM-DP paging system

This section presents some of the implementation details of the VM-DP paging system. It

is by no means a complete account of the implementation but rather touches on some of the

techniques we use to access vectors quickly and save disk I/Os.
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Data structures

The VM-DP paging system uses two primary data structures: a page-frame table and a hash

table. The page-frame table has one entry for each of the M/BD page frames in RAM. Among

the information contained in each entry is the following:

• The vector address of the beginning of the page in the frame if a page is present, or a

special value if the frame is empty.

• A flag indicating whether the page has been changed in RAM since it was last read.

• Pointers to the next and previous page frame in a doubly linked list of frames in most

recently used (MRU) order. There is one such list in the one-space scheme, and the two-

space and ω-RAM schemes each use two disjoint lists, one for each portion of RAM. The

tail of each list is its LRU page.

The hash table contains an entry for each large-vector track in RAM and for each small-vector

track whether or not it is in RAM. Among the information contained in each hash-table entry

is the following:

• The vector address of the beginning of the track, which is also the hash key.

• The number of the page frame containing the track if it is in RAM, or a special value if

the track is not in RAM.

• A count of the number of vectors currently allocated in the track.

The hash table permits fast accesses and quick determination of whether a page fault occurs.

If the first address of a large-vector track is not present in the hash table, then there is a

fault. For small-vector accesses, it is simple to compute the first address of the page holding a

particular small vector. This address is present in the hash table, and the number of its page

frame determines whether there is a fault.

The count field is not really needed for large-vector tracks, since at most one large vector

can occupy a track. For small-vector tracks, however, we increment the value of this field when
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a vector is allocated on the track, and we decrement it when a vector is deallocated. When the

count goes down to zero, the track is empty.

Reducing disk accesses

In order to reduce the number of disk accesses, we do not immediately remove a track from

the page-frame and hash tables when it becomes unused. Instead we move it to the tail of the

MRU list so that it becomes a likely candidate to be swapped out upon the next page fault. If

it turns out that a vector is soon to be allocated on this track, it is already in RAM and does

not need to be read from disk.

An even more worthwhile optimization takes advantage of the property that large-vector

tracks are not shared by multiple vectors. Suppose that we are writing a large vector from

beginning to end, as occurs in elementwise and scan operations. Because each track of the large

vector contains no other data and it is being written, there is no need to read it from disk first.

Unfortunately, this optimization cannot be used for a small vector, since it may share its track

with other small vectors. Also, the disk read must occur when only a single element of a vector

is being written in order avoid corrupting the other elements in the track.

5.4 Conclusions

This chapter has presented the highlights of the design of the VM-DP paging system. In

particular, we have seen that the one-space paging scheme is overall the simplest and best. We

also examined how VM-DP maps vectors to pages and allocates vectors, along with some key

implementation details.

The remainder of this section discusses future work in paging systems for virtual memory

for data-parallel computing.

Are there other paging schemes that would yield significantly better performance than the

one-space scheme? We have considered two variations on the ω-RAM scheme. In one, we place

an upper limit the on number of page frames for each track classification, but there are no lower
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limits. Moreover, the upper limits are not in force whenever there are unused page frames. The

upper limits sum to more than the number of page frames in RAM. Such a scheme would

allow for greater flexibility yet protect some smaller vectors from being thrown out of RAM by

larger ones. The other variation is a hybrid of the ω-RAM and two-space schemes, which is

essentially a three-space scheme. We allocate a small number of page frames for vectors that

are more than a constant times the RAM size, and then split (perhaps unevenly) the remaining

frames between small and intermediate vectors. This approach may take the best from these

two schemes, or it may take the worst.

To take the first variation a step further, can we improve I/O performance with a scheme

that adapts according to the observed usage pattern?

We could have used other vector-allocation strategies as well. For example, rather than

“first exact fit but settle for first fit,” we could use “first exact fit on a page already in RAM,

settle for first exact fit, then settle for first fit on a page already in RAM, and finally settle for

first fit.” Would such a strategy improve performance, or would it be more trouble than it was

worth?

The VM-DP system does not attempt to relocate vectors upon allocation or deallocation.

Perhaps it should. If so, when should we relocate vectors? Which vectors should be relocated?

Where should they move to?

The number of empirical studies one can perform on paging systems seems limitless.



Chapter 6

Conclusions

Jim Salem feels a little better now. He sees the promise that he won’t have to write explicit

I/O calls for much longer. And he is relieved that he won’t have to become expert in how to

perform vector operations when data resides on a parallel disk system, for he sees that there

will be VM systems for data-parallel computing that handle these tasks for him.

This thesis has demonstrated theoretical and practical methods for performing permuta-

tions, shown how to lay out vectors for the best performance, and presented an empirical study

of paging systems. Many of the ideas in this thesis affected the design and implementation of

the VM-DP system, and they ought to prove valuable to anyone implementing a VM system

for data-parallel computing.

But Jim Salem is not yet completely satisfied.

There is much more to be done in order to make VM for data-parallel computing truly

useful to the computing community at large. The conclusions sections of Chapters 2–5 posed

open problems and suggested future work. Yet, there is one important area that this thesis has

not addressed.

The future of VM for data-parallel computing lies in languages and compilers as much as

in algorithms. Most of the application areas listed back in Section 1.1 were scientific. VM for

data-parallel computing will likely yield the greatest benefit to the scientific community if it

supports Fortran and other frequently used languages.1

A couple of examples show the deficiencies of an intermediate language such as Vcode

or Paris, in which the instructions apply one operation to a fixed number of operand vectors.

1Jim Salem reports, “For finite element science work I’d probably want Fortran, for graphics I’d want C, for
AI and prototyping I’d want Lisp.”

169



170 Chapter 6. Conclusions

First, consider the dot product of two N -element vectors X and Y :

X · Y =
N−1∑

i=0

Xi Yi .

In Vcode or Paris, this computation would require a temporary vector variable, and it would

be expressed along the lines of

temp ← X ∗ Y (elementwise multiplication)

result ← +-REDUCE(temp)

The problem here is that we would end up writing each track of the temporary vector temp

in the elementwise multiplication operation, only to read it back during the reduce operation.

Ideally, we would like to run code that reads in the operand vectors track by track and maintains

the running sum without the need to write or read tracks of temp. Thus, we would save 2N/BD

of the total 4N/BD parallel I/Os.

Another example takes this notion a step further. Consider the elementwise addition of

several vectors:

Z ← A+B + C + · · ·+W +X + Y .

Rather than writing and reading tracks of temporary variables for each addition operation, we

would like to read in a track of A and a track of B, add them into a track’s worth of sums

in RAM, read in a track of C, add it into the sums in RAM, and so on, writing out a track

of Z after adding in a track of Y ; we then repeat this process for the next track of each vector,

and so on. If there are k operand vectors, using full temporary vector variables incurs a cost of

3(k − 1)N/BD parallel I/Os, whereas the above method of computing the sum track by track

in RAM costs only (k + 1)N/BD parallel I/Os.

The point of these examples is that we need to define the right set of primitive operations

and invoke them effectively at compile time in order to produce efficient data-parallel code in

the presence of virtual memory. Chatterjee [Cha91] took a similar approach for shared-memory
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multiprocessing. For virtual memory in a data-parallel environment, the stakes are even higher.

The price of inefficient code is the expense of disk accesses.
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