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Abstract— This paper presents an algorithm for folding a
serial revolute chain into a rigid structure of essentially any
desired planar shape. The algorithm is fast (linear in the
number of links), and the constructed folding plan only requires
an actuation method that sequentially folds triangles as the
pattern is laid out, maintaining incremental rigidity of the
structure during folding.

I. INTRODUCTION

Consider a planar “snake robot” that is a long serial chain
of equal-length links connected by revolute joints. Further,
the robot is designed to be foldable; connections can be made
between any two link endpoints that come into contact. What
rigid shapes can be folded out of this robot without causing
self-intersection, while limiting the complexity of the actions
required during folding?

This paper proves that essentially any planar smooth-
boundaried shape that does not have any parts that are “too
narrow” or “too curved” with respect to the link length can
be approximately covered by a rigid lattice that is easily
foldable from a single chain. We present a fast (linear time
in the number of links) algorithm that, given a target shape,
generates this rigid lattice together with a folding plan to
fold the lattice. Further, the algorithm suggests an on-line
folding strategy for which is not even necessary to know the
shape ahead of time, as long as each link has sensors that
can detect the boundary of the shape as folding occurs.

A partially-folded snake robot can be considered in two
parts: the part that makes up the structure that has already
been folded, and the remaining, unfolded part, which we will
call the “tail”. We do not explicitly consider the problem of
self-intersections in the tail – imagine, for example, that the
tail is stored in a spool, and laid out into the folded structure
during the folding process.

The main contribution of the work is an insight into
a particular flavor of modular robotics. The benefits of
reconfigurable modular robots have been discussed at some
length in the literature; simple subsystems can combine and
recombine to form structures that are most suitable for the
task at hand. Perhaps the simplest task is to form a rigid
structure of some desired shape. Connecting robots made
of separate modules can be challenging, however. Modules
must locate each other, may need to climb over each other
to assemble the desired structure, and must create power
and communication links during connections. In fact, some
of these challenges have motivated recent work in folding
robots out of origami-like sheets [1] and the study of folding
serial chains [2].

The serial design is quite convenient. Chains are them-
selves easy to construct and build. Power flows through the
linear chain already, so only physical connections need to
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Fig. 1. (a) A hexagon that is not Eulerian, and thus is not foldable from
a single chain; (b) A triangle that is Eulerian, with a folding plan that only
requires sequential actuation of the joints; (c) A bad folding plan, in which
many vertices are nonrigid during folding.

Fig. 2. Our algorithm can approximate a shape of “R” by a rigid triangle
lattice folded from a linear single chain and ensures incremental rigidity
during folding.

be made during assembly. Further, constraints allow easier
connections, requiring fewer degrees of control – different
modules do not have to find each other. Folding structures
from chains also motivates considering long, skinny links,
from which lightweight trusses can be folded.

We envision lightweight deployable structures for space
and underwater applications, which can be compactly stored
in chain form and spooled out as needed. We also envision
structures that can be automatically folded to support or
repair structures at the macro-scale for engineering and at
smaller scales for medical robotics or microbiology. The cur-
rent paper is still quite far from these eventual applications,
but we hope that it lays some groundwork, and identifies
some of the interesting geometric problems that must be
studied to make progress towards these applications.

Not every geometric configuration of links can be folded
from a serial chain. The triangle in Figure 1(b) can be folded
using the sequence shown (the first link in the serial chain is
labeled 1, and the last is labeled 9), with links intersecting
only at endpoints. On the other hand, the hexagon shown
in Figure 1(a) cannot be folded from a single chain without
placing multiple links at the same location.

Although one can show that 1(a) cannot be folded by
exhaustive enumeration of fold sequences, there is also a nice
necessary (and sufficient) condition for foldability. Consider
the graph with edges along links. There must be a path that
visits each link exactly once; the graph must be Eulerian
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or sub-Eulerian[3]. It is easy to test if a graph is Eulerian:
every vertex must have even degree. In a sub-Eulerian graph,
exactly two vertices must have odd degree; these vertices
must be the endpoints of the folded serial chain.

Even though it is easy to check if a structure is Eulerian,
or to construct an Eulerian structure to approximate any
desired shape, there are typically many ways to fold Eulerian
structures, and some are better than others. The folding
sequence in Figure 1(c) leaves much of the structure non-
rigid during folding. Links 1, 2, 3, 4 and 5 must be carefully
arranged before finally creating a small triangle when link
6 is folded; we expect this folding strategy to require many
“hands” to ensure that the first 5 links stay in place during
manipulation.

On the other hand, the folding sequence in Figure 1(b) first
constructs the rigid triangle 1-2-3, and then adds the rigid
triangle 3-4-5, then 5-6-7, and finally 4-8-9 – a much simpler
folding strategy, requiring only a few hands (or otherwise-
controlled degrees of freedom).

One could imagine generating an Eulerian lattice of the
desired shape and searching the graph for Eulerian paths
with good folding characteristics. However, this approach
would seem to be too computationally intensive to apply
to structures with more than a few dozen links. Therefore,
we take an alternate approach, and build structures that
are foldable by design; elementary substructures that are
known to be rigidly foldable (essentially, fold primitives)
are logically combined to generate larger structures of a
desired shape. Because no search is required, the complexity
of finding a fold sequence is linear in the number of links
in the serial chain.

Figure 2 illustrates a more interesting example than those
in Figure 1. Our algorithm first approximates the target shape
“R” by a triangle lattice, which is a sub-Eulerian graph. Then
the algorithm folds the triangle lattice from a single chain.
Basically, this is a problem about how to produce a rigid
lattice to cover the target shape and then traverse the lattice
in order to fold it. As shown in Figure 2, our algorithm folds
the target shape while traversing along the boundary of the
shape from the vertex S to the vertex T . During the folding,
we maintain a minimum number of nonrigid vertices.

II. RELATED WORK

Modular Robots: The area of modular robotics has a
fairly long history; a good starting point for background
in this area includes [4], [5], [6], [7], [8], [9], [10], [11],
[12]. Closest to our own work is the thesis by Griffith [13],
in which it is demonstrated that a linear chain of vertex
connected squares can fold into any 2D pixelated shape, and
a linear chain of edge connected right-angled tetrahedron
can produce an arbitrary 3D voxelated structure. Griffith’s
approach is to first generate a spanning tree for any given
shape, and then convert the spanning tree to an Eulerian
path. Based on this result, White and Yim [2] devised a
3D chain modular robot, the Right Angle Tetrahedron Chain
Externally-actuated Testbed, with the flexibility to form
arbitrary space-filling 3D shapes. Our work differs from this
previous work in that we explore lightweight serial chains
composed of long rods.

Snake Robots: The snake robot is a kind of self-
reconfigurable modular robots. Due to the ability to navigate
in highly variable environments, snake robots have wide
applications. Wright et al. [14], [15] designed a modular
snake robot, which consists of many fully enclosed actuators.

The Coverage Problem: Perhaps surprisingly, the algo-
rithm we present shares strong similarities with algorithms
for mobile robot coverage problems; instead of exploring the
space with a robot trajectory, our goal is to cover the space
with the robot structure itself. Acar and Choset [16], [17]
present a coverage technique based on a hybrid topological
and geometrical structure, termed a Morse decomposition.
The Morse decomposition approach is complete, because it
divides the space into non-overlapping cells and visits each
cell by simple motion planning. There are several ways to
generate a complete coverage. Acar and Choset [18] devised
an algorithm that guarantees the completeness by using
critical points. Choset [19] exploits a geometric structure
termed exact cellular decomposition; Huang [20] devised
an optimal line-sweep-based decomposition achieving the
minimum sum of subregion’s altitudes. For more results
regarding the coverage problem, refer to the review written
by Choset [21].

Origami Structures: Rus [1] introduced a method to
fabricate a robot from a flat sheet. This idea is inspired by
origami, and is similar to our problem. Demaine [22], [23]
developed an algorithm for folding a piece of paper into any
orthogonal maze with a small scale factor.

Computational Geometry: The manipulation of serial
chains has drawn some attention from the computational
geometry community. Connelly et. al [24], for example,
showed that the free configuration space of a serial chain
is a single connected component – a carpenter’s rule can
be folded between any two configurations without self-
intersection.

III. GEOMETRIC COMPONENTS FOR BUILDING LATTICES

It is apparent that not all shapes can be equally well-
covered by a folded snake robot. Shapes with multiple
components, or features that are much smaller than the length
of the links of the snake, can clearly not be folded well. We
will consider a space of shapes that can guaranteeably be
covered with a rigid lattice. We will also define the building
blocks that are used to build structures that can be folded
incrementally, without too many degrees of control.

First, what shapes can be approximated well by a lattice?
In the well-studied computer vision problem of reconstruct-
ing a smooth shape from a set of discrete, sampled points,
the difficulty is that the problem is under-constrained; very
complicated curves could have generated the sampled points.
A typical solution is to assume that the shape is relatively
simple, without narrow sections or regions of very high
curvature. Conveniently, this is exactly the set of restrictions
on a shape needed to ensure that a lattice approximates
the shape well. We therefore borrow the concept of Local
Feature Size from Amenta et al. [25]. The following two
definitions are from [25]:

Definition 1: (from [25]) The medial axis of a curve F is
the closure of the set of points in the plane which have two
or more closest points in F.

Definition 2: (from [25]) The Local Feature Size, LFS(p)
of a point p ∈ F is the Euclidean distance from p to the
closest point m on the medial axis.

Figure 3 illustrates the medial axis of the target shape.
We define a function r(F ) that, given a curve F, gives the
infimum of the Local Feature Sizes over all points in F .
We will show that given a value for r for the boundary
of a particular shape, a lattice can be folded that closely
approximates the shape.



Fig. 3. A target shape with its medial axis.

Fig. 4. (a) The folding of one Parallelogram Component, the numbers 1
through 5 indicate the plan of the folding from a single chain; (b) Stack
a second parallelogram component to form a strip component of length
two by following the pattern shown by the numbers in ascending order; (c)
Stack more parallelogram components to form a longer strip component by
following the pattern indicated by the numbers in ascending order.

Definition 3 (Parallelogram Component): The parallel-
ogram component is a parallelogram formed from two equi-
lateral triangles, as shown by solid lines in Figure 4(a).

The parallelogram component is sub-Eulerian and rigid
in 2D space. Figure 4(a) illustrates the plan for folding the
parallelogram component from a single chain.

In Figure 4(a), we call the three black points the feature
points of a parallelogram component, because these three
points represent the location of a parallelogram component.
When claiming a parallelogram component is inside a shape,
we mean that at least one of its three feature points is inside
the shape.

Definition 4 (Strip Component): A strip component is a
stack of parallelogram components, as shown in Figure 4(c).

For brevity, we call a strip component a strip hereafter. A
strip is a sub-Eulerian graph, and is rigid in 2D space. As
shown by Figure 4, we can fold a strip from a single chain
incrementally by stacking many parallelogram components.

Now we have a rigid basic structure, a strip, which can
be folded incrementally from a single chain. Given a target
shape, how can we approximate it by our strips? Our key
idea is to first cover the shape by the strips, and then bind
them together to form a rigid structure. In order to make
sure that we can always bind the strips rigidly, we introduce
a rigid structure which we call a triangle lattice as follows:

Definition 5 (Triangle Lattice): The triangle lattice is a
row of strips bound rigidly by zig-zag structures (dotted lines
in Figure 5).

For brevity, we call each zig-zag structure between a pair
of adjacent strips a zig-zag. A zig-zag itself is not rigid, but
can bind two strips to form a rigid structure.

Based on the lattice, we can produce a rigid sub-lattice
to approximate the target shape. First we put the target
shape on the lattice, and then only keep those parallelogram
components inside the shape, as shown in Figure 5. The sub-
lattice in Figure 5 is not always foldable from a single chain.
In section IV, we will show how to add some additional
connecting triangles in such a way as to allow folding from

Fig. 5. Generate the k-lattice of the target shape.

a single chain, without worsening the approximate cover by
too much.

A. Approximating a shape with a lattice
It is useful to define an approximation measure of how

well a sub-lattice approximates a shape.
Definition 6 (k-cover): Given any finite planar shapes S

and T , we say that S k-covers T iff no point in T is further
than a Euclidean distance of k from S.

We consider a planar lattice to be a shape with points
along the edges of the lattice; thus it is meaningful to say
that a sub-lattice k-covers some shape and the sub-lattice is
termed as a k-lattice of the shape.

We will next show (Lemmas 1 and 2) that the folding
produced by our algorithm keeps two significant properties
of the target shape:

Geometry: The lattice structure that we fold should have
approximately the same geometry as the target shape. The
sub-lattice that we fold will cover the shape in such a way
that no point in the shape is far from the lattice, and no point
in the lattice is far from the shape.

Topology: We want to make sure that holes are not
introduced in the lattice that were not present in the shape,
and that holes or channels in the shape are not filled in by
the lattice. By ensuring that triangles of the lattice are well-
connected and fill the original shape sufficiently densely, the
folded shape will be sufficiently stiff.

Lemma 1: Given a smooth shape with minimum local
feature size r ∈ R+, and a lattice with link length l satisfying
l < r/

√
3, there exists a sub-lattice cut from the original

lattice, such that:
1) The sub-lattice

√
3l-covers the shape.

2) The shape
√
3l-covers the sub-lattice.

Proof: Proof of (1). For each point p on the boundary
of the shape, let its nearest point on the medial axis inside
the shape be q. Then we have that the distance between p
and q is at least r >

√
3l. Let C be the disk with diameter√

3l centered on the segment pq and tangent to the shape
at p. Then C is entirely inside the shape; otherwise, the
nearest point of p on the medial axis is not q, which is a
contradiction. Since C has a diameter of

√
3l, it must overlap

with some parallelogram component. Then this parallelogram
component will be kept in the sub-lattice, and its distance to
p is at most

√
3l. Thus each point on the boundary is away

from the sub-lattice at most
√
3l. It follows immediately that

each point inside the shape is away from the sub-lattice at
most

√
3l.

Proof of (2). The shape
√
3l-covers the sub-lattice, because

we only keep the parallelogram components with at least one
feature point inside the shape. In the worst case, the points



Fig. 6. The coordinate system of the lattice.

Fig. 7. A slice of the k-lattice.

Fig. 8. (a) If the two neighbor strips overlap with each other, they can be
bound rigidly by a zig-zag; (b) If the two neighbor strips do not overlap, it
implies a skinny part of the target shape.

on the parallelogram can be out of the shape at most the
length of the longer diagonal of the parallelogram, which is√
3l.

Lemma 2 will show that choosing the lattice link length as
described in Lemma 1 not only allows coverage of the shape,
but also ensures that the constructed sub-lattice is rigid.

Lemma 2: Given a target shape with minimum local fea-
ture size r, there exists a sub-lattice that l-covers the target
shape, where l is the length of the links. This sub-lattice is
termed as a l-lattice, which is a bunch of strips. We claim that
the l-lattice can be bound rigidly by the zig-zag structures.

Proof: The existence of the l-lattice is proved by
Lemma 1. Now we prove that it can be bound rigidly.

As shown in Figure 6, we index each parallelogram
component in the lattice by its location in the coordinate
system. Thus each parallelogram component is assigned a
unique index in the form of (x, y), where x is the row index
and y is the column index. In this configuration, a strip is
an array of adjacent parallelogram components in the same
column.

The sufficient condition for binding two strips rigidly by a
zig-zag is that the two strips overlap. The overlapping of two
strips should satisfy the following two conditions: (1) they
are adjacent with respect to column index; (2) they share
common row index. As shown in Figure 7, we highlight a
slice of the k-lattice, where two overlapping adjacent strips
are bound rigidly by a zig-zag.

It remains to be proven that each strip overlaps with at
least one of its neighboring strips. Suppose a strip does not
overlap with any of its neighboring strips. This implies that in
the target shape, there is a narrow part connecting the isolated
strip to other strips, which is illustrated by Figure 8(b).
There must be points on the boundary of the narrow part
with local feature size smaller than l. But the minimum
local feature size over all points on the boundary of the
target shape is r and we set the link length l ≤ r/4. This
implies a contradiction. Therefore, every strip in the k-lattice
must overlap with at least one of its neighboring strips. It is
feasible to bind all strips together rigidly with the zig-zags
to form a single piece of the lattice.

IV. FOLDING THE SHAPES WITHOUT HOLES

In this section, we will present a fast algorithm for
incrementally folding shapes without holes. Both strips and
zig-zags are sub-Eulerian graphs; thus they can be folded
incrementally. We need to find a plan of folding the strips
and zig-zags in order and incrementally. Since the target
shape is a closed space in 2D space, if we walk along the
boundary counter clock-wise, the target shape is always on
our left-hand side. By this fact, we conclude the following
key observation for our algorithm.

Observation: For the shape without holes, each strip
has both endpoints on the boundary of the shape. Thus by
walking along the boundary of the shape once, we can reach
every strip twice.

Our key idea of the algorithm follows from the Observa-
tion. The algorithm walks along the boundary of the target
shape counter clock-wise. Each time it reaches a strip, it folds
the strip completely. During the folding, there is at most one
nonrigid vertex.

Basically, this walking strategy can be partitioned into
three cases: (1) Walk from left to right; (2) Walk from right
to left; (3) Climb along the already folded structures.

A. Walk from left to right
Suppose we are folding the strips along the boundary from

left to right. We just finished folding one strip, say S1, and
have detected that the next strip to be folded is S2, which is
right-downmost neighbor of S1. Thus we continue walking
from left to right to construct S2. The way of folding S2 is
shown in Figure 9, by following which we can make sure
that there is at most one nonrigid vertex at any time.

There are two cases, shown in Figure 9. If S2 is not longer
than S1 in the down direction, we follow the folding plan
shown in Figure 9(a), in which we start from the bottom of
S2 and go up until completely fold S2; then we go down
through the zig-zag path indicated by the dotted line and
back to the boundary. The zig-zag structure is significant. It
not only binds S1 and S2 together rigidly, but also ensures
that we are always on the boundary. In the other case, if S2

is longer than S1 in down direction, then we need to follow
the folding plan shown in Figure 9(b). In this case, we do
not start from the bottom of S2, but from the parallelogram
parallel to the bottom of S1. Then we folding the upper part
of S2 first. After that, we go down through the zig-zag to
fold the lower part of S2. In this way, we still can fold S2

completely and back to the boundary.
After folding S2, we will continue walking along the

boundary counter clock-wise. Thus we need to identify
which strip is supposed to be folded next. Since we are



Algorithm 1: Main algorithm flow
Input: A shape S with r(S) > 0
Set the side length l to r/4
Generate the k-lattice C of the shape (Figure 5)
Start from the left-downmost strip
Initialize the direction indicator d = 0
while there exist unfolded parallelograms do

if d==0 then
Walk along the boundary Left→ Right
Let S be the current strip
if S has not been folded then

Fold S (Figure 9)
else

Climb over S
Search the neighbors of S to be folded
if S has a left-upmost neighbor SL then

Go to the entrance of SL

Set d = 1 (Figure 10(a))
else if S has a right-downmost neighbor SR

then
Go to the entrance of SR (Figure 9)

else
Turn around to the left-upmost of S and
set d=1 (Figure 10(b))

else if d==1 then
Walk along the boundary Right→ Left
if S has not been folded then

Fold S (Figure 11)
else

Climb over S
Search the neighbors of S to be folded
if S has a right-downmost neighbor SR then

Go to the entrance of SR

Set d = 0 (Figure 12(a))
else if S has a left-upmost neighbor SL then

Go to the entrance of SL (Figure 11)
else

Turn around to the down-right most of S and
set d=0 (Figure 12(b))

walking from left to right, we follow the order of operations
below:

If S2 has a left neighbor below S1, then the next strip
along the boundary is the left-upmost neighbor of S2. This
claim directly follows the Observation and is illustrated in
Figure 10(a).

Else if S2 has a right neighbor, then the next strip along
the boundary is the right-downmost neighbor of S2. This
case follows the Observation and is illustrated in Figure 9.

Else The boundary goes around the right side of S2

and turn to the left-upmost neighbor of S2, as shown by
Figure 10(b). Then we will walk along the boundary from
right to left, which will be immediately introduced in next
sub-section.

By following the three steps above in order, we can make
sure that we are walking along the boundary and identify the
next strip to be folded accurately.

Fig. 9. Walk from left to right along the boundary while folding the strips:
(a) If S2 is not longer than S1 in the down direction, fold S2 from the
bottom to the top completely; (b) If S2 is longer than S1 in the down
direction, fold the upper portion of S2 first, and then the lower portion.

Fig. 10. Detect the boundary while walking from left to right. After folding
the strips S1 and S2: (a) If there is a upmost unfolded neighbor strip of
S2 below S1, it is the next strip supposed to be folded along the boundary;
(b) If there is no unfolded strip on the left side below S1 and right side of
S2, it implies that the boundary turn around along the right side of S2 and
then to the left-upmost neighbor strip of S2.

B. Walk from right to left
Suppose we are folding the strips along the boundary from

right to left. We just finished folding one strip, say S1, and
have detected that the next strip to be folded is S2, which is
left-upmost neighbor of S1. Thus we continue walking from
right to left to fold S2. The way of folding S2 is shown in
Figure 11, in which the folding plan guarantees that there is
at most one nonrigid vertex at any time.

There are two cases shown in Figure 11. In both cases,
the folding starts from the parallelogram parallel to the top
of S1 and fold the part of S2 below that parallelogram. In
Figure 11(a), the lower part of S2 is not longer than S1; we
follow the order of the links. In Figure 11(b), the lower part
of S2 is longer than S1; some extra links are necessary to
ensure that at most one nonrigid vertex during the folding.
After folding the lower part of S2, we go up to fold the upper
part of S2, if there is any. We achieve this by climbing along
the left side of the already folded structure, as shown by
Figure 11. The plan for folding the strips along the boundary
from right to left is quite different from that from left to right.
But we still can make sure that there is at most one nonrigid
vertex during the folding.



Fig. 11. Walk from right to left along the boundary while folding the
strips: (a) If S2 is not longer than S1 in the down direction; (b) If S2 is
longer than S1 in the down direction.

Fig. 12. Detect the boundary while walking from right to left. After folding
the strips S1 and S2: (a) If there is a downmost unfolded neighbor strip of
S2 above S1, it is the next strip supposed to be folded along the boundary;
(b) If there is no unfolded strip on the right side above S1 and left side of
S2, it implies that the boundary turn around along the left side of S2 and
then to the right-downmost neighbor strip of S2.

After folding S2, we will continue walking along the
boundary counter clock-wise. Thus we need to identify the
next strip to be folded. Since we are walking from right to
left, we follow the order of operations below:

If S2 has a right neighbor above S1, then the next strip
along the boundary is the right-downmost neighbor of S2.
This claim directly follows the Observation and is illustrated
by Figure 12(a).

Else if S2 has a left neighbor, then the next strip along
the boundary is the left-upmost neighbor of S2. This case
follows the Observation and is illustrated by Figure 11.

Else The boundary goes around the left side of S2 and
turn to its right-downmost neighbor. This is shown in Fig-
ure 12(b). Then we will walk along the boundary from left
to right, which is already introduced in the first sub-section.

By following the three steps above, we can ensure that
we walk along the boundary and identify the next strip to be
folded accurately.

Fig. 13. Climbing over the already-folded structure along the boundary.

Fig. 14. Approximation bound of the algorithm.

C. Climb along the boundary

Each strip has two endpoints on the boundary. Each time
the algorithm reach a strip, the algorithm folds the strip
completely. Thus, it is inevitable that the algorithm reaches
each strip a second time, and the strip is already folded. In
this case, it is necessary to climb over the strip and continue
walking along the boundary.

We show this procedure through an example in Figure 13.
After generating the k-lattice, we start to construct it from the
left-downmost strip, indicated in Figure 13. Then we fold the
strips while walking along the boundary counter clock-wise.
After folding the rightmost strip, the algorithm turns around
and searches along the boundary from right to left. Then,
while walking along the boundary from right to left, we find
that the strips that we encounter are already folded. Thus we
climb over them. This is shown in Figure 13 by a sequence
of arrows, which indicate how to climb along the boundary.
Finally, we arrive at the last strip that is supposed to be
folded. It is always possible to climb along the boundary of
the already-folded structure.

V. APPROXIMATION BOUND OF THE ALGORITHM

The algorithm is guaranteed to fold the sub-lattice for
the target shape completely. The sub-lattice is at most l
smaller than the target shape along the boundary, as shown
in Figure 14. While folding the cover, we incorporate some
extra structure outside of the sub-lattice in order to ensure
that there is at most one nonrigid vertex at any step. Thus
the final structure folded by our algorithm is at most 3l
bigger than the target shape along the boundary, as shown
in Figure 14. Therefore, by choosing the length of the
links for the lattice to be no larger than one quarter of the
minimum local feature of the shape, the lattice structure can
be folded without collision; smaller link lengths allow tighter
approximation.



Fig. 15. Converting the sub-lattice of a shape with holes to one without
holes. The algorithm folds the lattice while walking along the boundary
counter-clockwise, and fills the pipe while climbing out of the hole.

VI. ALGORITHM FOR THE SHAPE WITH HOLES

For the shape with holes, we first generate the sub-lattice.
However, it could happen that some strips have no endpoint
on the boundary, and therefore could not be folded by our
algorithm. To solve this problem, we convert the sub-lattice
with holes to one without holes by deleting one strip. We
term that strip a pipe, as shown by Figure 15. Then we follow
the algorithm for folding the shape without holes. We fill the
pipe as a final step, while climbing out of the hole.

We illustrate how to fill the pipe in Figure 15. By the
algorithm, after folding the strip S1, we will walk into the
hole along the dotted triangles on the left of S1. Then we
will fold the strips while walking along the boundary of the
hole. After folding strip S2, the algorithm will climb along
the triangles on the right side of S2 for folding the shape
without holes. But now we need to fill the pipe by following
the folding plan shown in Figure 15.

We just articulated a simple example with one hole. For
the sub-lattice of the target shape with many holes, we build
a pipe for each of the holes. Then we obtain a sub-lattice
without holes. We follow the algorithm for folding the shape
without holes. While climbing out of each hole, we block the
pipe by following the folding plan illustrated by Figure 15.
This achieves our goal of folding the sub-lattice of any shape
with holes.

VII. CONCLUSION

This paper explored a particular method of folding linear
chains into rigid planar shapes. The algorithm developed
draws some inspiration from algorithms designed for mobile
robot area-coverage problems [16], [17]. Although the basic
folding strategy is simple (fold sequential strips of triangles),
some challenge is introduced by the need to connect strips
in such a way as to ensure complete coverage, with a single
rigid substructure complete at each stage in the fold, and
without folding too far outside of the permitted region.

This paper represents only an initial exploration of an
interesting geometric problem, but the problem and approach
suggest several very interesting directions of future work.
Can 3D trusses be folded on-demand given a target 3D
shape? How can folding be accomplished with other methods
of actuation; for example, parallel actuation of all joints?
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